# Submission Report

* Submission generated at 09/22/2025 at 16:06:39
* Machine info: Linux runnervmf4ws1 6.11.0-1018-azure #18~24.04.1-Ubuntu SMP Sat Jun 28 04:46:03 UTC 2025 x86\_64 x86\_64 x86\_64 GNU/Linux

## Build Output

make BUILD=debug  
make[1]: Entering directory '/home/runner/work/CS452P1/CS452P1'  
mkdir -p build/debug  
cc -g -O0 -DDEBUG -fno-omit-frame-pointer -fsanitize=address -c src/main.c -o build/debug/main.c.o  
mkdir -p build/debug  
cc -g -O0 -DDEBUG -fno-omit-frame-pointer -fsanitize=address -c src/lab.c -o build/debug/lab.c.o  
cc -g -O0 -DDEBUG -fno-omit-frame-pointer -fsanitize=address build/debug/main.c.o build/debug/lab.c.o -o build/debug/myapp\_d -fsanitize=address  
make[1]: Leaving directory '/home/runner/work/CS452P1/CS452P1'  
make BUILD=release  
make[1]: Entering directory '/home/runner/work/CS452P1/CS452P1'  
mkdir -p build/release  
cc -Wall -Wextra -O2 -fPIE -MMD -MP -Wformat -Wformat=2 -Wconversion -Wsign-conversion -Wimplicit-fallthrough -fstack-protector-strong -Werror=format-security -Werror=implicit -Werror=incompatible-pointer-types -Werror=int-conversion -c src/main.c -o build/release/main.c.o  
src/main.c: In function ‘rand\_str’:  
src/main.c:27:26: warning: conversion to ‘size\_t’ {aka ‘long unsigned int’} from ‘int’ may change the sign of the result [-Wsign-conversion]  
 27 | char \*s = malloc(len + 1);  
 | ~~~~^~~  
src/main.c:29:16: warning: conversion from ‘int’ to ‘char’ may change value [-Wconversion]  
 29 | s[i] = 'a' + rand() % 26;  
 | ^~~  
src/main.c: In function ‘main’:  
src/main.c:56:24: warning: conversion to ‘long unsigned int’ from ‘int’ may change the sign of the result [-Wsign-conversion]  
 56 | arr = malloc(n \* sizeof(int));  
 | ^  
src/main.c:59:25: warning: conversion to ‘long unsigned int’ from ‘int’ may change the sign of the result [-Wsign-conversion]  
 59 | sarr = malloc(n \* sizeof(char \*));  
 | ^  
src/main.c:63:18: warning: conversion to ‘size\_t’ {aka ‘long unsigned int’} from ‘int’ may change the sign of the result [-Wsign-conversion]  
 63 | size\_t mid = n / 2;  
 | ^  
mkdir -p build/release  
cc -Wall -Wextra -O2 -fPIE -MMD -MP -Wformat -Wformat=2 -Wconversion -Wsign-conversion -Wimplicit-fallthrough -fstack-protector-strong -Werror=format-security -Werror=implicit -Werror=incompatible-pointer-types -Werror=int-conversion -c src/lab.c -o build/release/lab.c.o  
cc -Wall -Wextra -O2 -fPIE -MMD -MP -Wformat -Wformat=2 -Wconversion -Wsign-conversion -Wimplicit-fallthrough -fstack-protector-strong -Werror=format-security -Werror=implicit -Werror=incompatible-pointer-types -Werror=int-conversion build/release/main.c.o build/release/lab.c.o -o build/release/myapp   
make[1]: Leaving directory '/home/runner/work/CS452P1/CS452P1'  
make BUILD=debug-test  
make[1]: Entering directory '/home/runner/work/CS452P1/CS452P1'  
mkdir -p build/debug-test  
cc -g -O0 -DDEBUG -DTEST -fno-omit-frame-pointer -fsanitize=address -c src/lab.c -o build/debug-test/lab.c.o  
mkdir -p build/debug-test/  
cc -g -O0 -DDEBUG -DTEST -fno-omit-frame-pointer -fsanitize=address -c tests/lab-test.c -o build/debug-test/lab-test.c.o  
mkdir -p build/debug-test/harness/  
cc -g -O0 -DDEBUG -DTEST -fno-omit-frame-pointer -fsanitize=address -c tests/harness/unity.c -o build/debug-test/harness/unity.c.o  
cc -g -O0 -DDEBUG -DTEST -fno-omit-frame-pointer -fsanitize=address build/debug-test/lab.c.o build/debug-test/lab-test.c.o build/debug-test/harness/unity.c.o -o build/debug-test/myapp\_td -fsanitize=address  
make[1]: Leaving directory '/home/runner/work/CS452P1/CS452P1'  
make BUILD=test  
make[1]: Entering directory '/home/runner/work/CS452P1/CS452P1'  
mkdir -p build/tests  
cc -g -O0 -DTEST -fprofile-arcs -ftest-coverage -c src/lab.c -o build/tests/lab.c.o  
mkdir -p build/tests/  
cc -g -O0 -DTEST -fprofile-arcs -ftest-coverage -c tests/lab-test.c -o build/tests/lab-test.c.o  
mkdir -p build/tests/harness/  
cc -g -O0 -DTEST -fprofile-arcs -ftest-coverage -c tests/harness/unity.c -o build/tests/harness/unity.c.o  
cc -g -O0 -DTEST -fprofile-arcs -ftest-coverage build/tests/lab.c.o build/tests/lab-test.c.o build/tests/harness/unity.c.o -o build/tests/myapp\_t -fprofile-arcs -ftest-coverage  
make[1]: Leaving directory '/home/runner/work/CS452P1/CS452P1'  
All builds completed: debug, release, and test.

## Coverage Report

Setting up tests...  
Tearing down tests...  
tests/lab-test.c:328:test\_list\_create:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:329:test\_list\_destroy:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:330:test\_list\_append:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:331:test\_list\_insert:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:332:test\_list\_remove:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:333:test\_list\_get:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:334:test\_list\_size:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:335:test\_list\_is\_empty:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:336:test\_list\_insert\_out\_of\_bounds:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:337:test\_list\_remove\_out\_of\_bounds:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:338:test\_list\_get\_out\_of\_bounds:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:339:test\_list\_destroy\_empty:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:340:test\_list\_create\_invalid\_type:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:341:test\_sort\_int\_descending:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:342:test\_sort\_str\_lex:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:343:test\_merge\_int\_descending:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:344:test\_merge\_str\_lex:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:345:test\_is\_sorted:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:346:test\_merge\_list1\_longer:PASS  
  
-----------------------  
19 Tests 0 Failures 0 Ignored   
OK  
./build/tests/myapp\_t  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:328:test\_list\_create:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:329:test\_list\_destroy:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:330:test\_list\_append:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:331:test\_list\_insert:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:332:test\_list\_remove:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:333:test\_list\_get:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:334:test\_list\_size:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:335:test\_list\_is\_empty:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:336:test\_list\_insert\_out\_of\_bounds:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:337:test\_list\_remove\_out\_of\_bounds:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:338:test\_list\_get\_out\_of\_bounds:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:339:test\_list\_destroy\_empty:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:340:test\_list\_create\_invalid\_type:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:341:test\_sort\_int\_descending:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:342:test\_sort\_str\_lex:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:343:test\_merge\_int\_descending:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:344:test\_merge\_str\_lex:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:345:test\_is\_sorted:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:346:test\_merge\_list1\_longer:PASS  
  
-----------------------  
19 Tests 0 Failures 0 Ignored   
OK  
mkdir -p ./build/report/html  
mkdir -p ./build/report/txt  
gcovr -r . --html --html-details --exclude-directories build/tests/harness --exclude '.\*main\.c$' --exclude '.\*test\.c$' -o ./build/report/html/coverage\_report.html  
(INFO) Reading coverage data...  
  
(INFO) Writing coverage report...  
  
gcovr -r . --txt --exclude-directories build/tests/harness --exclude '.\*main\.c$' --exclude '.\*test\.c$'  
(INFO) Reading coverage data...  
  
(INFO) Writing coverage report...  
  
------------------------------------------------------------------------------  
 GCC Code Coverage Report  
Directory: .  
------------------------------------------------------------------------------  
File Lines Exec Cover Missing  
------------------------------------------------------------------------------  
src/lab.c 111 111 100%  
------------------------------------------------------------------------------  
TOTAL 111 111 100%  
------------------------------------------------------------------------------

## Address Sanitizer Report

Setting up tests...  
Tearing down tests...  
tests/lab-test.c:328:test\_list\_create:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:329:test\_list\_destroy:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:330:test\_list\_append:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:331:test\_list\_insert:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:332:test\_list\_remove:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:333:test\_list\_get:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:334:test\_list\_size:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:335:test\_list\_is\_empty:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:336:test\_list\_insert\_out\_of\_bounds:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:337:test\_list\_remove\_out\_of\_bounds:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:338:test\_list\_get\_out\_of\_bounds:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:339:test\_list\_destroy\_empty:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:340:test\_list\_create\_invalid\_type:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:341:test\_sort\_int\_descending:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:342:test\_sort\_str\_lex:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:343:test\_merge\_int\_descending:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:344:test\_merge\_str\_lex:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:345:test\_is\_sorted:PASS  
Setting up tests...  
Tearing down tests...  
tests/lab-test.c:346:test\_merge\_list1\_longer:PASS  
  
-----------------------  
19 Tests 0 Failures 0 Ignored   
OK

## Source File: lab.c

#include "lab.h"  
#include <stdlib.h>  
#include <string.h>  
  
  
// The AI came up with the plans I implemented my own code.  
  
// Assisted By AI  
typedef struct ListNode {  
 void \*data;  
 struct ListNode\* next; // Pointer to the next node  
} ListNode;  
  
// Assisted By AI  
struct List {  
 ListNode \*head; // Pointer to the sentinel node  
 size\_t size;  
 // Add other fields as needed  
};  
  
/\*\*  
\* AI Use: Assisted By AI  
\*/  
List \*list\_create(ListType type) {  
 /\*  
 \* PLAN for list\_Create:  
 \* 1. Allocate memory for the List structure  
 \* - If allocation fails, return false.  
 \* 2. Allocate memory for the sentinel node (ListNode)  
 \* 3. Set the sentinel node’s data to NULL  
 \* 4. Set the sentinel node’s next pointer to NULL (list is empty)  
 \* 5. Set the list’s head (or sentinel) pointer to the sentinel node  
 \* 6. Set the list’s size to 0  
 \* 7. Return the pointer to the new list  
 \*/  
  
 (void)type; // Suppress unused parameter warning  
 List \*list = malloc(sizeof(List));  
 /\* LCOV\_EXCL\_START \*/  
 if (!list) return NULL;  
 /\* LCOV\_EXCL\_STOP \*/  
  
 ListNode \*sentinel = malloc(sizeof(ListNode));  
 /\* LCOV\_EXCL\_START \*/  
 if (!sentinel) { free(list); return NULL; }  
 /\* LCOV\_EXCL\_STOP \*/  
  
 sentinel->data = NULL;  
  
 sentinel->next = NULL;  
  
 list->head = sentinel;  
  
 list->size = 0;  
  
 return list;  
}  
  
/\*\*  
\* AI Use: Assisted By AI  
\*/  
void list\_destroy(List \*list, FreeFunc free\_func) {  
 /\*  
 \* PLAN for list\_destroy:  
 \* 1. Start from the first real node (list->head->next).  
 \* 2. For each node until NULL:  
 \* a. If free\_func is not NULL, call free\_func(node->data) to free the data.  
 \* b. Save a pointer to the next node.  
 \* c. Free the current node.  
 \* d. Move to the next node.  
 \* 3. After all nodes are freed, free the sentinel node (list->head).  
 \* 4. Free the List structure itself.  
 \*/  
  
 ListNode \*current = list->head->next;  
 while (current) {  
 if (free\_func) {  
 free\_func(current->data);  
 }  
 ListNode \*next = current->next;  
 free(current);  
 current = next;  
 }  
  
 free(list->head);  
 free(list);  
}  
  
/\*\*  
\* AI Use: Assisted By AI  
\*/  
bool list\_append(List \*list, void \*data) {  
 /\*  
 \* PLAN for list\_append:  
 \* 1. Allocate a new ListNode.  
 \* - If allocation fails, return false.  
 \* 2. Set the new node's data pointer to the provided data.  
 \* 3. Set the new node's next pointer to NULL (since it will be the last node).  
 \* 4. Traverse the list starting from the sentinel node (list->head)  
 \* until you reach the last node (whose next is NULL).  
 \* 5. Set the last node's next pointer to the new node.  
 \* 6. Increment the list's size field.  
 \* 7. Return true to indicate success.  
 \*/  
  
 ListNode \*new\_node = malloc(sizeof(ListNode));  
 /\* LCOV\_EXCL\_START \*/  
 if (!new\_node) {  
 return false;  
 }  
 /\* LCOV\_EXCL\_STOP \*/  
  
 new\_node->data = data;  
  
 new\_node->next = NULL;  
  
 ListNode \*current = list->head;  
 while (current->next != NULL) {  
 current = current->next;  
 }  
  
 current->next = new\_node;  
  
 list->size++;  
  
 return true;  
}  
  
/\*\*  
\* AI Use: Assisted By AI  
\*/  
bool list\_insert(List \*list, size\_t index, void \*data) {  
 /\*  
 \* PLAN for list\_insert:  
 \* 1. Check index validity:  
 \* - If index > list->size, return false (out of bounds).  
 \* 2. Allocate a new ListNode:  
 \* - If allocation fails, return false.  
 \* 3. Set new node’s data and next pointer:  
 \* - new\_node->data = data;  
 \* - new\_node->next = NULL; (will be set properly in the next step)  
 \* 4. Find the node before the insertion point:  
 \* - Start from the sentinel node (list->head).  
 \* - Traverse index times to reach the node just before the desired position.  
 \* 5. Insert the new node:  
 \* - Set new\_node->next to the next node of the previous node.  
 \* - Set the previous node’s next to the new node.  
 \* 6. Increment the list’s size.  
 \* 7. Return true to indicate success.  
 \*/  
  
 if (index > list->size) {  
 return false; // Out of bounds  
 }  
  
 ListNode \*new\_node = malloc(sizeof(ListNode));  
 /\* LCOV\_EXCL\_START \*/  
 if (!new\_node) {  
 return false; // Allocation failed  
 }  
 /\* LCOV\_EXCL\_STOP \*/  
  
 new\_node->data = data;  
 new\_node->next = NULL; // Will be set properly in the next step  
  
 ListNode \*prev = list->head;  
 for (size\_t i = 0; i < index; i++) {  
 prev = prev->next;  
 }  
  
 new\_node->next = prev->next;  
 prev->next = new\_node;  
  
 list->size++;  
  
 return true;  
}  
  
/\*\*  
\* AI Use: Assisted By AI  
\*/  
void \*list\_remove(List \*list, size\_t index) {  
 /\*  
 \* PLAN for list\_remove:  
 \* 1. Check index validity:  
 \* - If index >= list->size, return NULL (out of bounds).  
 \* 2. Find the node before the one to remove:  
 \* - Start from the sentinel node (list->head).  
 \* - Traverse index times to reach the node just before the one to remove.  
 \* 3. Remove the node:  
 \* - Save a pointer to the node to be removed (to\_remove = prev->next).  
 \* - Save the data pointer from the node to be removed.  
 \* - Set prev->next to to\_remove->next.  
 \* 4. Free the removed node.  
 \* 5. Decrement the list’s size.  
 \* 6. Return the saved data pointer.  
 \*/  
  
 if (index >= list->size) {  
 return NULL; // Out of bounds  
 }  
  
 ListNode \*prev = list->head;  
 for (size\_t i = 0; i < index; i++) {  
 prev = prev->next;  
 }  
  
 ListNode \*to\_remove = prev->next;  
 void \*data = to\_remove->data;  
  
 prev->next = to\_remove->next;  
  
 free(to\_remove);  
  
 list->size--;  
  
 return data;  
}  
  
/\*\*  
\* AI Use: Assisted By AI  
\*/  
void \*list\_get(const List \*list, size\_t index) {  
 /\*  
 \* PLAN for list\_get:  
 \* 1. Check if index is out of bounds (index >= list->size). If so, return NULL.  
 \* 2. Start from the first real node (list->head->next).  
 \* 3. Traverse the list index times to reach the desired node.  
 \* 4. Return the data pointer from that node.  
 \*/  
 if (index >= list->size) {  
 return NULL; // Out of bounds  
 }  
  
 ListNode \*current = list->head->next;  
 for (size\_t i = 0; i < index; i++) {  
 current = current->next;  
 }  
  
 return current->data;  
}  
  
/\*\*  
\* AI Use: Assisted By AI  
\*/  
size\_t list\_size(const List \*list) {  
 /\*  
 \* PLAN for list\_size:  
 \* 1. Return the size field from the List structure.  
 \*/  
 return list->size;   
}  
  
/\*\*  
\* AI Use: Assisted By AI  
\*/  
bool list\_is\_empty(const List \*list) {  
 /\*  
 \* PLAN for list\_is\_empty:  
 \* 1. Return true if the list's size field is 0, false otherwise.  
 \*/  
 return list->size == 0;  
}  
  
// Helper: get ListNode\* at index (returns NULL if out of bounds)  
/\*\*  
\* AI Use: No AI  
\* Helper: get ListNode\* at index (returns NULL if out of bounds)  
\*/  
static ListNode \*get\_node(List \*list, size\_t index) {  
 /\* LCOV\_EXCL\_START \*/  
 if (index >= list->size) return NULL;  
 /\* LCOV\_EXCL\_STOP \*/  
 ListNode \*curr = list->head->next;  
 for (size\_t i = 0; i < index; i++) curr = curr->next;  
 return curr;  
}  
  
// Sorts the list in-place from start to end-1 using the given compare function  
/\*\*  
\* AI Use: Assisted By AI  
\* Sorts the list in-place from start to end-1 using the given compare function  
\*/  
void sort(List \*list, size\_t start, size\_t end, CompareFunc cmp) {  
 if (!list || start >= end || end > list->size) return;  
 // Simple bubble sort for singly linked list (not efficient, but simple)  
 for (size\_t i = start; i < end; i++) {  
 ListNode \*node\_i = get\_node(list, i);  
 for (size\_t j = i + 1; j < end; j++) {  
 ListNode \*node\_j = get\_node(list, j);  
 if (cmp(node\_i->data, node\_j->data) > 0) {  
 void \*tmp = node\_i->data;  
 node\_i->data = node\_j->data;  
 node\_j->data = tmp;  
 }  
 }  
 }  
}  
  
// Merges two lists into a new sorted list using the compare function  
/\*\*  
\* AI Use: Assisted By AI  
\* Merges two lists into a new sorted list using the compare function  
\*/  
List \*merge(const List \*list1, const List \*list2, CompareFunc cmp) {  
 /\* LCOV\_EXCL\_START \*/  
 if (!list1 || !list2 || !cmp) return NULL;  
 /\* LCOV\_EXCL\_STOP \*/  
 List \*result = list\_create(LIST\_LINKED\_SENTINEL);  
 /\* LCOV\_EXCL\_START \*/  
 if (!result) return NULL;  
 /\* LCOV\_EXCL\_STOP \*/  
 size\_t i = 0, j = 0;  
 size\_t n1 = list\_size(list1), n2 = list\_size(list2);  
 while (i < n1 && j < n2) {  
 void \*d1 = list\_get(list1, i);  
 void \*d2 = list\_get(list2, j);  
 if (cmp(d1, d2) <= 0) {  
 list\_append(result, d1);  
 i++;  
 } else {  
 list\_append(result, d2);  
 j++;  
 }  
 }  
 while (i < n1) {  
 list\_append(result, list\_get(list1, i++));  
 }  
 while (j < n2) {  
 list\_append(result, list\_get(list2, j++));  
 }  
 return result;  
}  
  
// Compares two int pointers for descending order (10,9,8,...)  
/\*\*  
\* AI Use: Assisted By AI  
\* Compares two int pointers for descending order (10,9,8,...)  
\*/  
int compare\_int(const void \*a, const void \*b) {  
 int ia = \*(const int \*)a;  
 int ib = \*(const int \*)b;  
 return ib - ia;  
}  
  
// Compares two string pointers for lexicographical order  
/\*\*  
\* AI Use: Assisted By AI  
\* Compares two string pointers for lexicographical order  
\*/  
int compare\_str(const void \*a, const void \*b) {  
 const char \*sa = \*(const char \*\*)a;  
 const char \*sb = \*(const char \*\*)b;  
 return strcmp(sa, sb);  
}  
  
// Returns true if the list is sorted according to cmp  
/\*\*  
\* AI Use: Assisted By AI  
\* Returns true if the list is sorted according to cmp  
\*/  
bool is\_sorted(const List \*list, CompareFunc cmp) {  
 if (!list || list->size < 2) return true;  
 for (size\_t i = 1; i < list->size; i++) {  
 void \*prev = list\_get(list, i - 1);  
 void \*curr = list\_get(list, i);  
 if (cmp(prev, curr) > 0) return false;  
 }  
 return true;  
}

## Source File: lab.h

#ifndef LAB\_H  
#define LAB\_H  
  
#include <stdbool.h>  
#include <stddef.h>  
  
// Comparison function pointer type: returns <0, 0, >0 like strcmp  
typedef int (\*CompareFunc)(const void \*, const void \*);  
  
/\*\*  
 \* @file lab.h  
 \* @brief Header file for a generic list data structure supporting multiple implementations.  
 \*/  
typedef struct List List;  
  
/\*\*  
 \* @enum ListType  
 \* @brief Enumeration for selecting the list implementation type.  
 \*/  
typedef enum {  
 LIST\_LINKED\_SENTINEL  
} ListType;  
  
/\*\*  
 \* @typedef FreeFunc  
 \* @brief Function pointer type for freeing elements. If NULL, no action is taken.  
 \* Must be provided by the user when destroying the list or removing elements.  
 \*  
 \*/  
typedef void (\*FreeFunc)(void \*);  
  
  
/\*\*  
 \* @brief Create a new list of the specified type.  
 \* @param type The type of list to create (e.g., LIST\_LINKED\_SENTINEL).  
 \* @return Pointer to the newly created list, or NULL on failure.  
 \*/  
List \*list\_create(ListType type);  
  
/\*\*  
 \* @brief Destroy the list and free all associated memory.  
 \* @param list Pointer to the list to destroy.  
 \* @param free\_func Function to free individual elements. If NULL, elements are not freed.  
 \*/  
void list\_destroy(List \*list, FreeFunc free\_func);  
  
/\*\*  
 \* @brief Append an element to the end of the list.  
 \* @param list Pointer to the list.  
 \* @param data Pointer to the data to append.  
 \* @return true on success, false on failure.  
 \*/  
bool list\_append(List \*list, void \*data);  
  
/\*\*  
 \* @brief Insert an element at a specific index.  
 \* @param list Pointer to the list.  
 \* @param index Index at which to insert the element.  
 \* @param data Pointer to the data to insert.  
 \* @return true on success, false on failure (e.g., index out of bounds).  
 \*/  
bool list\_insert(List \*list, size\_t index, void \*data);  
  
/\*\*  
 \* @brief Remove an element at a specific index.  
 \* @param list Pointer to the list.  
 \* @param index Index of the element to remove.  
 \* @return true on success, false on failure (e.g., index out of bounds).  
 \*/  
void \*list\_remove(List \*list, size\_t index);  
  
/\*\*  
 \* @brief Get a pointer the element at a specific index.  
 \* @param list Pointer to the list.  
 \* @param index Index of the element to retrieve.  
 \* @return Pointer to the element, or NULL if index is out of bounds.  
 \*/  
void \*list\_get(const List \*list, size\_t index);  
  
/\*\*  
 \* @brief Get the current size of the list.  
 \* @param list Pointer to the list.  
 \* @return The number of elements in the list.  
 \*/  
size\_t list\_size(const List \*list);  
  
/\*\*  
 \* @brief Check if the list is empty.  
 \* @param list Pointer to the list.  
 \* @return true if the list is empty, false otherwise.  
 \*/  
bool list\_is\_empty(const List \*list);  
  
// Sorts the list in-place from start to end-1 using the given compare function  
void sort(List \*list, size\_t start, size\_t end, CompareFunc cmp);  
  
// Merges two lists into a new sorted list using the compare function  
List \*merge(const List \*list1, const List \*list2, CompareFunc cmp);  
  
// Compares two int pointers for descending order (10,9,8,...)  
int compare\_int(const void \*a, const void \*b);  
  
// Compares two string pointers for lexicographical order  
int compare\_str(const void \*a, const void \*b);  
  
// Returns true if the list is sorted according to cmp  
bool is\_sorted(const List \*list, CompareFunc cmp);  
  
#endif // LAB\_H

## Source File: main.c

#include <stdio.h>  
#include <stdlib.h>  
#include <string.h>  
#include <pthread.h>  
#include <time.h>  
#include "lab.h"  
  
#define MAX\_STR\_LEN 16  
  
typedef struct {  
 List \*list;  
 size\_t start;  
 size\_t end;  
 CompareFunc cmp;  
} ThreadArg;  
  
// Thread function for sorting a sublist  
void \*thread\_sort(void \*arg) {  
 ThreadArg \*targ = (ThreadArg \*)arg;  
 sort(targ->list, targ->start, targ->end, targ->cmp);  
 return NULL;  
}  
  
// Generate a random string of length [min\_len, max\_len]  
char \*rand\_str(int min\_len, int max\_len) {  
 int len = min\_len + rand() % (max\_len - min\_len + 1);  
 char \*s = malloc(len + 1);  
 for (int i = 0; i < len; i++) {  
 s[i] = 'a' + rand() % 26;  
 }  
 s[len] = '\0';  
 return s;  
}  
  
int main(int argc, char \*argv[]) {  
 if (argc != 3) {  
 printf("Usage: %s <int|string> <length>\n", argv[0]);  
 return 1;  
 }  
 srand((unsigned)time(NULL));  
 int is\_int = strcmp(argv[1], "int") == 0;  
 int is\_str = strcmp(argv[1], "string") == 0;  
 if (!is\_int && !is\_str) {  
 printf("First argument must be 'int' or 'string'\n");  
 return 1;  
 }  
 int n = atoi(argv[2]);  
 if (n <= 0) {  
 printf("Length must be positive integer\n");  
 return 1;  
 }  
 // Allocate and fill data  
 int \*arr = NULL;  
 char \*\*sarr = NULL;  
 if (is\_int) {  
 arr = malloc(n \* sizeof(int));  
 for (int i = 0; i < n; i++) arr[i] = rand() % 1000;  
 } else {  
 sarr = malloc(n \* sizeof(char \*));  
 for (int i = 0; i < n; i++) sarr[i] = rand\_str(5, 15);  
 }  
 // Split into two sublists  
 size\_t mid = n / 2;  
 List \*l1 = list\_create(LIST\_LINKED\_SENTINEL);  
 List \*l2 = list\_create(LIST\_LINKED\_SENTINEL);  
 if (is\_int) {  
 for (size\_t i = 0; i < mid; i++) list\_append(l1, &arr[i]);  
 for (size\_t i = mid; i < (size\_t)n; i++) list\_append(l2, &arr[i]);  
 } else {  
 for (size\_t i = 0; i < mid; i++) list\_append(l1, &sarr[i]);  
 for (size\_t i = mid; i < (size\_t)n; i++) list\_append(l2, &sarr[i]);  
 }  
 // Sort each sublist in a thread  
 pthread\_t t1, t2;  
 ThreadArg arg1 = {l1, 0, list\_size(l1), is\_int ? compare\_int : compare\_str};  
 ThreadArg arg2 = {l2, 0, list\_size(l2), is\_int ? compare\_int : compare\_str};  
 pthread\_create(&t1, NULL, thread\_sort, &arg1);  
 pthread\_create(&t2, NULL, thread\_sort, &arg2);  
 pthread\_join(t1, NULL);  
 pthread\_join(t2, NULL);  
 // Merge  
 List \*merged = merge(l1, l2, is\_int ? compare\_int : compare\_str);  
 // Output merged list (should be n elements)  
 printf("Sorted list:\n");  
 for (size\_t i = 0; i < list\_size(merged); i++) {  
 if (is\_int) {  
 int \*v = (int \*)list\_get(merged, i);  
 printf("%d ", \*v);  
 } else {  
 char \*\*s = (char \*\*)list\_get(merged, i);  
 printf("%s ", \*s);  
 }  
 }  
 printf("\n");  
 // Verify  
 if (is\_sorted(merged, is\_int ? compare\_int : compare\_str)) {  
 printf("List is sorted!\n");  
 } else {  
 printf("List is NOT sorted!\n");  
 }  
 // Cleanup: only free original allocations  
 if (is\_int) {  
 free(arr);  
 } else {  
 for (int i = 0; i < n; i++) free(sarr[i]);  
 free(sarr);  
 }  
 list\_destroy(l1, NULL);  
 list\_destroy(l2, NULL);  
 list\_destroy(merged, NULL);  
 return 0;  
}

## Test Files

### lab-test.c

#include <stdlib.h>  
#include <stdio.h>  
#include "harness/unity.h"  
#include "../src/lab.h"  
#include <stddef.h>  
  
void setUp(void) {  
 printf("Setting up tests...\n");  
}  
  
void tearDown(void) {  
 printf("Tearing down tests...\n");  
}  
  
// Removed test\_add, test\_subtract, test\_get\_greeting as they are not relevant to lab.h  
// Added Tests for lab.h functions  
  
// Assisted By AI  
// Testing List Creation  
void test\_list\_create(void) {  
 List \*list = list\_create(LIST\_LINKED\_SENTINEL);  
 TEST\_ASSERT\_NOT\_NULL(list);  
 TEST\_ASSERT\_EQUAL(0, list\_size(list));  
 TEST\_ASSERT\_TRUE(list\_is\_empty(list));  
 list\_destroy(list, NULL);  
}  
  
// Assisted By AI  
// Testing List Destruction  
void test\_list\_destroy(void) {  
 List \*list = list\_create(LIST\_LINKED\_SENTINEL);  
 int \*data1 = malloc(sizeof(int));  
 int \*data2 = malloc(sizeof(int));  
 \*data1 = 10;  
 \*data2 = 20;  
 list\_append(list, data1);  
 list\_append(list, data2);  
  
 list\_destroy(list, free); // Use free to deallocate int pointers  
 // If we reach here without crashing, the test passes  
 TEST\_ASSERT\_TRUE(true);  
}  
  
// Assisted By AI  
// Testing List Append  
void test\_list\_append(void) {  
 List \*list = list\_create(LIST\_LINKED\_SENTINEL);  
 int a = 10, b = 20, c = 30;  
 list\_append(list, &a);  
 list\_append(list, &b);  
 list\_append(list, &c);  
  
 TEST\_ASSERT\_EQUAL(3, list\_size(list));  
 TEST\_ASSERT\_FALSE(list\_is\_empty(list));  
 TEST\_ASSERT\_EQUAL\_PTR(&a, list\_get(list, 0));  
 TEST\_ASSERT\_EQUAL\_PTR(&b, list\_get(list, 1));  
 TEST\_ASSERT\_EQUAL\_PTR(&c, list\_get(list, 2));  
  
 list\_destroy(list, NULL);  
}  
  
// Assisted By AI  
// Testing List Insertion  
void test\_list\_insert(void) {  
 List \*list = list\_create(LIST\_LINKED\_SENTINEL);  
 int a = 10, b = 20, c = 30;  
 list\_append(list, &a);  
 list\_append(list, &c);  
 list\_insert(list, 1, &b); // Insert b between a and c  
  
 TEST\_ASSERT\_EQUAL(3, list\_size(list));  
 TEST\_ASSERT\_EQUAL\_PTR(&a, list\_get(list, 0));  
 TEST\_ASSERT\_EQUAL\_PTR(&b, list\_get(list, 1));  
 TEST\_ASSERT\_EQUAL\_PTR(&c, list\_get(list, 2));  
  
 list\_destroy(list, NULL);  
}  
  
// Assisted By AI  
// Testing List Removal  
void test\_list\_remove(void) {  
 List \*list = list\_create(LIST\_LINKED\_SENTINEL);  
 int a = 10, b = 20, c = 30;  
 list\_append(list, &a);  
 list\_append(list, &b);  
 list\_append(list, &c);  
  
 int \*removed = (int \*)list\_remove(list, 1); // Remove b  
 TEST\_ASSERT\_EQUAL\_PTR(&b, removed);  
 TEST\_ASSERT\_EQUAL(2, list\_size(list));  
 TEST\_ASSERT\_EQUAL\_PTR(&a, list\_get(list, 0));  
 TEST\_ASSERT\_EQUAL\_PTR(&c, list\_get(list, 1));  
  
 // Do not free(removed) here to avoid double-free; let list\_destroy handle it if needed  
 list\_destroy(list, NULL);  
}  
  
// Assisted By AI  
// Testing List GET  
void test\_list\_get(void) {  
 List \*list = list\_create(LIST\_LINKED\_SENTINEL);  
 int a = 10, b = 20, c = 30;  
 list\_append(list, &a);  
 list\_append(list, &b);  
 list\_append(list, &c);  
  
 TEST\_ASSERT\_EQUAL\_PTR(&a, list\_get(list, 0));  
 TEST\_ASSERT\_EQUAL\_PTR(&b, list\_get(list, 1));  
 TEST\_ASSERT\_EQUAL\_PTR(&c, list\_get(list, 2));  
 TEST\_ASSERT\_NULL(list\_get(list, 3)); // Out of bounds  
  
 list\_destroy(list, NULL);  
}  
  
// Assisted By AI  
// Testing List Size  
void test\_list\_size(void) {  
 List \*list = list\_create(LIST\_LINKED\_SENTINEL);  
 TEST\_ASSERT\_EQUAL(0, list\_size(list));  
  
 int a = 10, b = 20;  
 list\_append(list, &a);  
 TEST\_ASSERT\_EQUAL(1, list\_size(list));  
  
 list\_append(list, &b);  
 TEST\_ASSERT\_EQUAL(2, list\_size(list));  
  
 list\_remove(list, 0);  
 TEST\_ASSERT\_EQUAL(1, list\_size(list));  
  
 list\_remove(list, 0);  
 TEST\_ASSERT\_EQUAL(0, list\_size(list));  
  
 list\_destroy(list, NULL);  
}  
  
// Assisted By AI  
// Testing List is\_empty  
void test\_list\_is\_empty(void) {  
 List \*list = list\_create(LIST\_LINKED\_SENTINEL);  
 TEST\_ASSERT\_TRUE(list\_is\_empty(list));  
  
 int a = 10;  
 list\_append(list, &a);  
 TEST\_ASSERT\_FALSE(list\_is\_empty(list));  
  
 list\_remove(list, 0);  
 TEST\_ASSERT\_TRUE(list\_is\_empty(list));  
  
 list\_destroy(list, NULL);  
}  
  
// Additional tests for edge cases and error paths  
// Assisted By AI  
// Testing Insertion at Out of Bounds Index  
void test\_list\_insert\_out\_of\_bounds(void) {  
 List \*list = list\_create(LIST\_LINKED\_SENTINEL);  
 int a = 10;  
 bool result = list\_insert(list, 2, &a); // List is empty, index 2 is out of bounds  
 TEST\_ASSERT\_FALSE(result);  
 list\_destroy(list, NULL);  
}  
  
// Assisted By AI  
// Testing Removal at Out of Bounds Index  
void test\_list\_remove\_out\_of\_bounds(void) {  
 List \*list = list\_create(LIST\_LINKED\_SENTINEL);  
 int a = 10;  
 list\_append(list, &a);  
 void \*removed = list\_remove(list, 1); // Only one element, index 1 is out of bounds  
 TEST\_ASSERT\_NULL(removed);  
 list\_destroy(list, NULL);  
}  
  
// Assisted By AI  
// Testing Get at Out of Bounds Index  
void test\_list\_get\_out\_of\_bounds(void) {  
 List \*list = list\_create(LIST\_LINKED\_SENTINEL);  
 int a = 10;  
 list\_append(list, &a);  
 void \*data = list\_get(list, 5); // Out of bounds  
 TEST\_ASSERT\_NULL(data);  
 list\_destroy(list, NULL);  
}  
  
// Assisted By AI  
// Testing Destroying an Empty List  
void test\_list\_destroy\_empty(void) {  
 List \*list = list\_create(LIST\_LINKED\_SENTINEL);  
 list\_destroy(list, NULL); // Should not crash  
 TEST\_ASSERT\_TRUE(1); // Dummy assertion  
}  
  
// Assisted By AI  
// Test list\_create with an invalid ListType (defensive path)  
void test\_list\_create\_invalid\_type(void) {  
 // If your implementation only supports LIST\_LINKED\_SENTINEL, this should return a valid list or NULL.  
 // This test will cover the defensive path if you add a check for unsupported types in list\_create.  
 List \*list = list\_create((ListType)9999); // Invalid type  
 // Accept either NULL or a valid list, depending on your implementation  
 // If you want to enforce NULL for invalid types, update list\_create accordingly  
 if (list) {  
 list\_destroy(list, NULL);  
 }  
 TEST\_ASSERT\_TRUE(1); // Dummy assertion to ensure the test runs  
}  
  
// Test sort with integers (descending)  
void test\_sort\_int\_descending(void) {  
 int vals[] = {5, 2, 9, 1, 7};  
 List \*list = list\_create(LIST\_LINKED\_SENTINEL);  
 for (int i = 0; i < 5; i++) list\_append(list, &vals[i]);  
 sort(list, 0, 5, compare\_int);  
 int expected[] = {9, 7, 5, 2, 1};  
 for (int i = 0; i < 5; i++) {  
 int \*v = (int \*)list\_get(list, i);  
 TEST\_ASSERT\_EQUAL(expected[i], \*v);  
 }  
 list\_destroy(list, NULL);  
}  
  
// Test sort with strings (lexicographical)  
void test\_sort\_str\_lex(void) {  
 const char \*words[] = {"banana", "apple", "pear", "grape"};  
 List \*list = list\_create(LIST\_LINKED\_SENTINEL);  
 for (int i = 0; i < 4; i++) list\_append(list, (void \*)&words[i]);  
 sort(list, 0, 4, compare\_str);  
 const char \*expected[] = {"apple", "banana", "grape", "pear"};  
 for (int i = 0; i < 4; i++) {  
 const char \*\*s = (const char \*\*)list\_get(list, i);  
 TEST\_ASSERT\_EQUAL\_STRING(expected[i], \*s);  
 }  
 list\_destroy(list, NULL);  
}  
  
// Test merge with integers (descending)  
void test\_merge\_int\_descending(void) {  
 int a[] = {8, 6, 2};  
 int b[] = {9, 7, 3, 1};  
 List \*l1 = list\_create(LIST\_LINKED\_SENTINEL);  
 List \*l2 = list\_create(LIST\_LINKED\_SENTINEL);  
 for (int i = 0; i < 3; i++) list\_append(l1, &a[i]);  
 for (int i = 0; i < 4; i++) list\_append(l2, &b[i]);  
 sort(l1, 0, 3, compare\_int);  
 sort(l2, 0, 4, compare\_int);  
 List \*merged = merge(l1, l2, compare\_int);  
 int expected[] = {9, 8, 7, 6, 3, 2, 1};  
 for (int i = 0; i < 7; i++) {  
 int \*v = (int \*)list\_get(merged, i);  
 TEST\_ASSERT\_EQUAL(expected[i], \*v);  
 }  
 list\_destroy(l1, NULL);  
 list\_destroy(l2, NULL);  
 list\_destroy(merged, NULL);  
}  
  
// Test merge with strings (lexicographical)  
void test\_merge\_str\_lex(void) {  
 const char \*a[] = {"dog", "cat"};  
 const char \*b[] = {"apple", "zebra"};  
 List \*l1 = list\_create(LIST\_LINKED\_SENTINEL);  
 List \*l2 = list\_create(LIST\_LINKED\_SENTINEL);  
 for (int i = 0; i < 2; i++) list\_append(l1, (void \*)&a[i]);  
 for (int i = 0; i < 2; i++) list\_append(l2, (void \*)&b[i]);  
 sort(l1, 0, 2, compare\_str);  
 sort(l2, 0, 2, compare\_str);  
 List \*merged = merge(l1, l2, compare\_str);  
 const char \*expected[] = {"apple", "cat", "dog", "zebra"};  
 for (int i = 0; i < 4; i++) {  
 const char \*\*s = (const char \*\*)list\_get(merged, i);  
 TEST\_ASSERT\_EQUAL\_STRING(expected[i], \*s);  
 }  
 list\_destroy(l1, NULL);  
 list\_destroy(l2, NULL);  
 list\_destroy(merged, NULL);  
}  
  
// Test is\_sorted for int and str  
void test\_is\_sorted(void) {  
 int vals[] = {10, 8, 5, 2};  
 List \*list = list\_create(LIST\_LINKED\_SENTINEL);  
 for (int i = 0; i < 4; i++) list\_append(list, &vals[i]);  
 TEST\_ASSERT\_TRUE(is\_sorted(list, compare\_int));  
 list\_destroy(list, NULL);  
  
 int unsorted[] = {10, 8, 20, 2};  
 list = list\_create(LIST\_LINKED\_SENTINEL);  
 for (int i = 0; i < 4; i++) list\_append(list, &unsorted[i]);  
 TEST\_ASSERT\_FALSE(is\_sorted(list, compare\_int));  
 list\_destroy(list, NULL);  
  
 const char \*words[] = {"apple", "banana", "pear"};  
 List \*slist = list\_create(LIST\_LINKED\_SENTINEL);  
 for (int i = 0; i < 3; i++) list\_append(slist, (void \*)&words[i]);  
 TEST\_ASSERT\_TRUE(is\_sorted(slist, compare\_str));  
 list\_destroy(slist, NULL);  
  
 const char \*bad[] = {"pear", "banana", "apple"};  
 slist = list\_create(LIST\_LINKED\_SENTINEL);  
 for (int i = 0; i < 3; i++) list\_append(slist, (void \*)&bad[i]);  
 TEST\_ASSERT\_FALSE(is\_sorted(slist, compare\_str));  
 list\_destroy(slist, NULL);  
}  
  
 // Covers merge branch where list1 has remaining elements (i < n1)  
 void test\_merge\_list1\_longer(void) {  
 int a[] = {1, 3, 5, 7};  
 int b[] = {2, 4};  
 List \*l1 = list\_create(LIST\_LINKED\_SENTINEL);  
 List \*l2 = list\_create(LIST\_LINKED\_SENTINEL);  
 for (int i = 0; i < 4; i++) list\_append(l1, &a[i]);  
 for (int i = 0; i < 2; i++) list\_append(l2, &b[i]);  
 sort(l1, 0, 4, compare\_int);  
 sort(l2, 0, 2, compare\_int);  
 List \*merged = merge(l1, l2, compare\_int);  
 int expected[] = {7, 5, 4, 3, 2, 1};  
 for (int i = 0; i < 6; i++) {  
 int \*v = (int \*)list\_get(merged, i);  
 TEST\_ASSERT\_EQUAL(expected[i], \*v);  
 }  
 list\_destroy(l1, NULL);  
 list\_destroy(l2, NULL);  
 list\_destroy(merged, NULL);  
 }  
  
int main(void) {  
 UNITY\_BEGIN();  
 RUN\_TEST(test\_list\_create);  
 RUN\_TEST(test\_list\_destroy);  
 RUN\_TEST(test\_list\_append);  
 RUN\_TEST(test\_list\_insert);  
 RUN\_TEST(test\_list\_remove);  
 RUN\_TEST(test\_list\_get);  
 RUN\_TEST(test\_list\_size);  
 RUN\_TEST(test\_list\_is\_empty);  
 RUN\_TEST(test\_list\_insert\_out\_of\_bounds);  
 RUN\_TEST(test\_list\_remove\_out\_of\_bounds);  
 RUN\_TEST(test\_list\_get\_out\_of\_bounds);  
 RUN\_TEST(test\_list\_destroy\_empty);  
 RUN\_TEST(test\_list\_create\_invalid\_type);  
 RUN\_TEST(test\_sort\_int\_descending);  
 RUN\_TEST(test\_sort\_str\_lex);  
 RUN\_TEST(test\_merge\_int\_descending);  
 RUN\_TEST(test\_merge\_str\_lex);  
 RUN\_TEST(test\_is\_sorted);  
 RUN\_TEST(test\_merge\_list1\_longer);  
 // Note: malloc failure paths in lab.c are not covered due to C macro/linker limitations.  
 return UNITY\_END();  
}

## README

Project 1 - Testing a Circular Linked list with a Sentinel Node  
  
 Name: Emanuel Dretcanu  
 Email: emidretcanu@u.boisestate.edu  
 Class: 452-001  
  
Known Bugs or Issues  
  
From what I can tell there are no issues. I've tested this with a main.c fil as well. So, everything looks like its working and the tests that are ran covers 100% of the code. And well you can just look at the report and see that for yourself.  
  
Experience  
  
If you need a much more in depth description of how these functions operate you can always contact me and I will discuss this even further. But the documentation is not really meant to explain the codes 100%, there are basic assumptions that when you read it you have to take mental notes on how it was designed rather than these function descriptions being explicit. Other than that, it is pretty straight forward for those who are familiar with Singular Linked Lists  
  
I did find it interesting on both the fact that this is circular and the fact that it contains a Sentinel node. The sentinel node doesn't really add to the complexity and neither does the circle implementation (as it is just pointing to the head rather than a null). Same with the Sentinel, as this became the head esentially.  
  
So over all the experience wasn't a horrible one or nightmarish, which most of my coding experience here at BSU can be described as. But it is all worth it for the degree that I plan on getting this semester.  
  
Fixed the coverage using gcov/lcov to ignore specific memory failure lines that cannot be easily tested.  
  
Project 2 - Multithreading without locking  
  
 Name: Emi Dretcanu  
 Email: emidretcanu@u.boisestate.edu  
 Class: 452-001  
  
Known Bugs or Issues  
  
No known issues. All tests pass and code coverage is 100% for the core list implementation. Memory allocation failure paths are excluded from coverage as they cannot be reliably tested. If any issues are discovered, they will be documented here.  
  
Experience  
  
This project provided valuable experience with both data structures and multithreading in C. For the circular linked list, the main challenge was ensuring correct handling of the sentinel node and edge cases for insertion, removal, and traversal. Writing comprehensive tests and achieving 100% code coverage helped uncover subtle bugs and improved confidence in the implementation.  
  
For the multithreading portion, orchestrating threads without explicit locking required careful design to avoid race conditions, especially when merging and sorting data. Debugging memory management and ensuring no leaks or double-frees was also a key focus. Using code coverage tools (gcov/lcov) was instrumental in identifying untested paths, particularly for error handling.  
  
Overall, the project reinforced the importance of thorough testing, clear code structure, and defensive programming in C. The process was challenging but rewarding, and the final result is robust and well-tested code.
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