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# Modificador *final*

Fazendo uma revisão sobre *override*, que é quando mudamos o comportamento do método na sua própria classe, definido de forma diferente que foi definido na sua superclasse. Agora iremos falar sobre um modificador que afeta diretamente à herança, que é o modificador final.

Este modificador tem várias utilidades dependendo da onde usa. Podemos usá-lo em métodos, classes e/ou atributos.

## A) Atributos:

Primeiro criemos uma classe chamada carro:

|  |
| --- |
| **public** **class** Carro  { **private** **double** velocidadeLimite;  **private** String nome;  **private** String marca;    **public** String getNome() {**return** nome;}  **public** **void** setNome(String nome) {**this**.nome = nome;}    **public** String getMarca() {**return** marca;}  **public** **void** setMarca(String marca) {**this**.marca = marca;}    @Override **public** String toString()  {**return** "Carro [nome=" + nome + ", marca=" + marca + "]";}  } |

Digamos que nosso carro possui um limite de velocidade, e este parâmetro não pode mudar, independente do que aconteça. São conhecidas como constantes, e no java as definimos com o fator *static*. Como sabemos que nossa *double* velocidade limite, por legislação, não deve variar independente da instância da classe carro, então simplesmente colocamos este fator antes do tipo da variável declarada e, além disso, devemos já inicializa-la com um valor.

|  |
| --- |
| **public** **class** Carro  { **private** **static** **double** velocidadeLimite;  .  .  .  .  } |

Mas ainda assim, não temos uma forma de impedir que não mude. Então, como queremos que nosso atributo seja constante, independente da instância da classe, devemos complementar nosso atributo estático com o fator ***final* e ainda inicializá-lo com um valor**.

|  |
| --- |
| **public** **class** Carro  { **private** **static** **final** **double** ***velocidadeLimite*** = 130;  **private** String nome;  **private** String marca;    **public** String getNome() {**return** nome;}  **public** **void** setNome(String nome) {**this**.nome = nome;}    **public** String getMarca() {**return** marca;} prá  **public** **void** setMarca(String marca) {**this**.marca = marca;}    **public** **static** **double** getVelocidadeLimite(){**return** ***velocidadeLimite***;}  **public** **static** **void** setVelocidadeLimite(**double** velocidadeLimite)  {Carro.***velocidadeLimite*** = velocidadeLimite;}    @Override **public** String toString()  {**return** "Carro [nome=" + nome + ", marca=" + marca + "]";}  } |

Uma boa prática é sempre nomear essas variáveis com letras maiúsculas, e se tiver que separar palavras, usar “­\_”.

|  |
| --- |
| **public** **class** Carro  { **public** **static** **final** **double** ***VELOCIDADE\_LIMITE*** = 130;  **private** String nome;  **private** String marca;    **public** String getNome() {**return** nome;}  **public** **void** setNome(String nome) {**this**.nome = nome;}    **public** String getMarca() {**return** marca;}  **public** **void** setMarca(String marca) {**this**.marca = marca;}    @Override **public** String toString()  {**return** "Carro [nome=" + nome + ", marca=" + marca + "]";}  } |

**OBS: Caso não declararmos nosso atributo constante com fator *static*, podemos inicializa-la através de um construtor. Ou, quando não declaramos como *final*, podemos fazer por bloco de inicialização.**

|  |
| --- |
| **public** **class** Carro  { **public** **final** **double** VELOCIDADE\_LIMITE;  **private** String nome;  **private** String marca;    **public** Carro() {**this**.VELOCIDADE\_LIMITE = 130;}    **public** String getNome() {**return** nome;}  **public** **void** setNome(String nome) {**this**.nome = nome;}    **public** String getMarca() {**return** marca;}  **public** **void** setMarca(String marca) {**this**.marca = marca;}    @Override **public** String toString()  {**return** "Carro [nome=" + nome + ", marca=" + marca + "]";}  } |
| **public** **class** Carro  { //private static final double VELOCIDADE\_LIMITE = 130;  **public** **static** **double** *VELOCIDADE\_LIMITE*;  **private** String nome;  **private** String marca;    **static** {*VELOCIDADE\_LIMITE* = 130;}    **public** String getNome() {**return** nome;}  **public** **void** setNome(String nome) {**this**.nome = nome;}    **public** String getMarca() {**return** marca;}  **public** **void** setMarca(String marca) {**this**.marca = marca;}    @Override **public** String toString()  {**return** "Carro [nome=" + nome + ", marca=" + marca + "]";}  } |

Vamos utilizar o primeiro bloco de código e testar em uma nova classe de teste chamada CarroTeste.java com método *main*. Se tentarmos definir uma velocidade limite para nossa instância de carro, perceba que teremos já um erro de compilação, pois o java já irá entender que estamos tentando alterar algo que não deve.

**Figura – Erro de compilação. Alteração de uma constante.**

Mas isso quando temos uma variável do tipo primitivo, agora o que será que acontece quando temos uma variável do tipo Referência, ou seja, uma classe. Criemos uma nova classe do tipo Comprador.java.

|  |
| --- |
| **public** **class** Comprador  { **private** String nome;    **public** String getNome() {**return** nome;}  **public** **void** setNome(String nome) {**this**.nome = nome;}  } |

Se declararmo que essa classe é um atributo da classe Carro, como *final*, veja que teremos um erro novamente de compilação.

**Figura – Erro de compilação. Declaração de classe, como atributo, tipo final.**

Se quisermos corrigir isso, já vimos em momentos anteriores que basta inicializa-lo, por exemplo:

|  |
| --- |
| **public** **class** Carro  { **public** **static** **final** **double** ***VELOCIDADE\_LIMITE*** = 130;  **private** String nome;  **private** String marca;  **private** **final** Comprador comprador = **new** Comprador();    **public** String getNome() {**return** nome;}  **public** **void** setNome(String nome) {**this**.nome = nome;}    **public** String getMarca() {**return** marca;}  **public** **void** setMarca(String marca) {**this**.marca = marca;}    @Override **public** String toString()  {**return** "Carro [nome=" + nome + ", marca=" + marca + "]";}  } |

**Obs: outro erro comum é criar uma nova referência em algo que já está referenciado.**

**Figura – Erro de compilação. Atribuindo uma nova instância em um atributo já referenciado e como *final*.**

## B) Classes

Agora iremos definir que nossa classe Carro é do tipo *final*. Isso implica que essa classe não pode ser extendida, ou seja, não poderá ter classes filhas pois é a última das classes.

|  |
| --- |
| **public** **final** **class** Carro  {.  .//bloco de códigos  .  } |

Se quisermos tentar criar uma classe que herda dessa classe final, teremos mais um erro de compilação, pois uma classe definida como final, não podemos ter classes que herde da mesma.

**Figura – Erro de compilação. Classe herdando de uma classe do tipo *final*.**

## C) Métodos

Para fecharmos esse assunto, podemos usar esse fator *final* em métodos também. Isso tem a ver com POO também, pois não podemos sobrescrever um método desse tipo. Se voltarmos a classe Carro para não ser como final, ou seja, que possa ter classes herdeiras, e tiver um método do tipo *final*, significa que suas classes irão herdar mas não poderão modifica-las.

|  |
| --- |
| **public** **class** Carro  { **public** **static** **final** **double** ***VELOCIDADE\_LIMITE*** = 130;  **private** String nome;  **private** String marca;  **private** **final** Comprador comprador = **new** Comprador();    **public** String getNome() {**return** nome;}  **public** **void** setNome(String nome) {**this**.nome = nome;}    **public** String getMarca() {**return** marca;}  **public** **void** setMarca(String marca) {**this**.marca = marca;}    **public** Comprador getComprador() {**return** comprador;}    **public** **final** **void** descreverCarro() {**this**.toString();}    @Override **public** String toString()  {**return** "Carro [nome=" + nome + ", marca=" + marca + "]";}  } |

**Figura – Erro de compilação. Tentativa de sobreescrita de método do tipo *final*.**

# ENUM

Enumeração foi um recurso criado a partir da versão 5 do JAVA e iremos explicar o por que. Imagine que temos a seguinte classe de cliente.

|  |
| --- |
| **public** **class** Cliente  { **private** String nome;  **public** **static** **final** **int** ***PESSOA\_FISICA*** = 1;  **public** **static** **final** **int** ***PESSOA\_JURIDICA*** = 2;  **private** **int** tipo;    **public** Cliente(String nome, **int** tipo)  { **this**.nome = nome;  **this**.tipo = tipo;  }    **public** String getNome() {**return** nome;}  **public** **void** setNome(String nome) {**this**.nome = nome;}    **public** **int** getTipo() {**return** tipo;}  **public** **void** setTipo(**int** tipo) {**this**.tipo = tipo;}  @Override **public** String toString()  { String tipoPessoa = "";  **if**(**this**.getTipo() == 1) {tipoPessoa = "FISICA";}  **else** {tipoPessoa = "JURIDICA";}  **return** "Cliente: nome = " + **this**.nome +  ", tipo = " + tipoPessoa;  }  } |

Agora iremos, além de criar uma classe de tipo ClienteTeste.java, instanciar um tipo de cliente pessoa física.

|  |
| --- |
| **public** **class** ClienteTeste  { **public** **static** **void** main(String[] args)  { //definindo um cliente tipo pessoa fisica  Cliente cliente = **new** Cliente("Eduardo",  Cliente.***PESSOA\_FISICA***);    System.***out***.println(cliente.toString());  }  } |

**Figura – Printando um Cliente.**

Pode acontecer de uma pessoa não passar mais utilizar essas variáveis estáticas constantes. A variável inteira “tipo” da classe Cliente é do tipo int, então, o que impediria um programador de digitar e passar um valor 10 por exemplo. No nosso caso, o método *toString()* da classe Cliente irá imprimir o cliente como Pessoa Jurídica, mas se tivermos que salvar essa informação no banco de dados? Esse valor inteiro poderia trazer muitos problemas. Para evitar esse tipo de situação que foi criado o *enum*, ou seja, enumerações. Nas enumerações, tudo é considerado constante.

Temos duas formas de criar uma enumeração:

## A) Criando classes:

Criar classe de forma separada, que muitos consideram a melhor opção.

|  |
| --- |
| **public** **enum** EnumCliente  {***PESSOA\_FISICA***, ***PESSOA\_JURIDICA***;} |
| **public** **class** Cliente  { **private** String nome;  //public static final int PESSOA\_FISICA = 1;  //public static final int PESSOA\_JURIDICA = 2;  **private** EnumCliente tipo;    **public** Cliente(String nome, EnumCliente tipo)  { **this**.nome = nome;  **this**.tipo = tipo;  }    **public** String getNome() {**return** nome;}  **public** **void** setNome(String nome) {**this**.nome = nome;}    **public** EnumCliente getTipo() {**return** tipo;}  **public** **void** setTipo(EnumCliente tipo) {**this**.tipo = tipo;}  @Override **public** String toString()  { String tipoPessoa = "";  **if**(**this**.getTipo() == EnumCliente.***PESSOA\_FISICA***)  {tipoPessoa = "FISICA";}  **else** {tipoPessoa = "JURIDICA";}  **return** "Cliente: nome = " + **this**.nome +  ", tipo = " + tipoPessoa;  }  } |
| **import** br.edu.maratona.enumeracao.EnumCliente;  **public** **class** ClienteTeste  { **public** **static** **void** main(String[] args)  { //definindo um cliente tipo pessoa fisica  Cliente cliente = **new** Cliente("Eduardo",  EnumCliente.***PESSOA\_FISICA***);    System.***out***.println(cliente.toString());  }  } |

Dessa forma, ao invés de um programador ou qualquer profissional da área que tentasse implementar algo, o impediria de escrever qualquer coisa, pois ao invés de permiti-lo de escrever um valor inteiro, obrigará escrever um tipo constante.

## B) Criar como Atributo de classe:

Como um *enum* é um tipo constante, basta então criarmos uma variável local de classe do tipo *enum*, definindo valores em sequência. Então podemos simplesmente fazer uma cópia do que escrevemos na classe *EnumCliente* e colar na classe Cliente.

|  |
| --- |
| **public** **class** Cliente  { **private** String nome;  //public static final int PESSOA\_FISICA = 1;  //public static final int PESSOA\_JURIDICA = 2;  **public** **enum** EnumCliente {***PESSOA\_FISICA***, ***PESSOA\_JURIDICA***;}  **private** EnumCliente tipo;      **public** Cliente(String nome, EnumCliente tipo)  { **this**.nome = nome;  **this**.tipo = tipo;  }    **public** String getNome() {**return** nome;}  **public** **void** setNome(String nome) {**this**.nome = nome;}    **public** EnumCliente getTipo() {**return** tipo;}  **public** **void** setTipo(EnumCliente tipo) {**this**.tipo = tipo;}  @Override **public** String toString()  { String tipoPessoa = "";  **if**(**this**.getTipo() == EnumCliente.***PESSOA\_FISICA***)  {tipoPessoa = "FISICA";}  **else** {tipoPessoa = "JURIDICA";}  **return** "Cliente: nome = " + **this**.nome +  ", tipo = " + tipoPessoa;  }  } |

O problema de fazer dessa maneira, é que toda vez que tivermos que chamar na classe de execução, além de chamar o tipo EnumCliente, primeiro temos que chamar a classe Cliente para depois chamar o tipo *enum*. Caso contrário, teremos um erro de compilação.

|  |
| --- |
| **public** **class** ClienteTeste  { **public** **static** **void** main(String[] args)  { //definindo um cliente tipo pessoa fisica  Cliente cliente = **new** Cliente("Eduardo",  Cliente.EnumCliente.***PESSOA\_FISICA***);    System.***out***.println(cliente.toString());  }  } |

**Figura – Erro de compilação: Atributo tipo *enum* numa classe.**

**OBS: De maneira alguma é permitido criar um *enum* em um método no java.**

Enumeração é um tipo especial de classe, pois podemos até mesmo adicionar métodos dentro de um *enum*. Então voltando para o nosso EnumCliente, lembra que antes de tê-la criada, tínhamos somente um inteiro “tipo” que só admitiam valores 1 e 2? Imagine que estamos fazendo modificação em um sistema, onde banco de dados já estava salvando esses valores e precisamos continuar salvando. Para resolver esse problema, podemos fazer com que a nossa enumeração tenha um construtor e tenha atributos de classe e métodos também. Nunca poderemos chamar ou inicializar um construtor de uma enumeração, pois ele próprio será chamado.

Então podemos criar atributos, porém existe uma regra: não podemos criar antes da própria enumeração.

|  |
| --- |
| **public** **enum** EnumCliente  { ***PESSOA\_FISICA***, ***PESSOA\_JURIDICA***;    **private** **int** tipo;  } |

**Figura – Erro de compilação: Atributos em enum.**

Para criar um construtor, jamais podemos defini-lo como *public*, pois nunca devemos instanciar um tipo *enum*, pois ele mesmo será chamado. Além disso, devemos definir um numero para os parâmetros:

|  |
| --- |
| **public** **enum** EnumCliente  { ***PESSOA\_FISICA***(1), ***PESSOA\_JURIDICA***(2);    **private** **int** tipo;  **private** EnumCliente(**int** tipo) {**this**.tipo = tipo;}  } |

Caso contrário teremos um erro de compilação, como vemos na figura abaixo.

**Figura – Erro de compilação: Construtor em *enum*.**

Agora iremos inserir um método, por exemplo, tipo GETTER somente, pois se um tipo SETTER fosse possível, ou seja métodos modificadores de acesso, deixaria de ser um *enum*.

|  |
| --- |
| **public** **enum** EnumCliente  { ***PESSOA\_FISICA***(1), ***PESSOA\_JURIDICA***(2);    **private** **int** tipo;  **private** EnumCliente(**int** tipo) {**this**.tipo = tipo;}  **public** **int** getTipo() {**return** tipo;}  } |
| **public** **class** Cliente  { **private** String nome;  //public static final int PESSOA\_FISICA = 1;  //public static final int PESSOA\_JURIDICA = 2;  //public enum EnumCliente {PESSOA\_FISICA, PESSOA\_JURIDICA;}  **private** EnumCliente tipo;    **public** Cliente(String nome, EnumCliente tipo)  { **this**.nome = nome;  **this**.tipo = tipo;  }    **public** String getNome() {**return** nome;}  **public** **void** setNome(String nome) {**this**.nome = nome;}    **public** EnumCliente getTipo() {**return** tipo;}  **public** **void** setTipo(EnumCliente tipo) {**this**.tipo = tipo;}  @Override **public** String toString()  { String tipoPessoa = "";  **if**(**this**.getTipo() == EnumCliente.***PESSOA\_FISICA***)  {tipoPessoa = "FISICA";}  **else** {tipoPessoa = "JURIDICA";}  **return** "Cliente: nome = " + **this**.nome +  ", tipo = " + tipoPessoa + ", numeroTipo = " +  **this**.tipo.getTipo();  }  } |

**Figura – Resultado do método tipo GETTER em um enum.**

Podemos também, no caso dos construtores, inserir parâmetros de outro tipo, por exemplo string, para indicar que valor real possui o atributo “tipo” definido.

|  |
| --- |
| **public** **enum** EnumCliente  { ***PESSOA\_FISICA***(1, "Fisica"), ***PESSOA\_JURIDICA***(2, "Juridica");    **private** **int** tipo;  **private** String tipoPessoa;    **private** EnumCliente(**int** tipo, String tipoPessoa)  { **this**.tipo = tipo;  **this**.tipoPessoa = tipoPessoa;  }  **public** **int** getTipo() {**return** tipo;}  **public** String getTipoPessoa() {**return** tipoPessoa;}  } |
| **public** **class** Cliente  { **private** String nome;  //public static final int PESSOA\_FISICA = 1;  //public static final int PESSOA\_JURIDICA = 2;  //public enum EnumCliente {PESSOA\_FISICA, PESSOA\_JURIDICA;}  **private** EnumCliente tipo;    **public** Cliente(String nome, EnumCliente tipo)  { **this**.nome = nome;  **this**.tipo = tipo;  }    **public** String getNome() {**return** nome;}  **public** **void** setNome(String nome) {**this**.nome = nome;}    **public** EnumCliente getTipo() {**return** tipo;}  **public** **void** setTipo(EnumCliente tipo) {**this**.tipo = tipo;}  @Override **public** String toString()  { String tipoPessoa = "";  **if**(**this**.getTipo() == EnumCliente.***PESSOA\_FISICA***)  {tipoPessoa = "FISICA";}  **else** {tipoPessoa = "JURIDICA";}  **return** "Cliente: nome = " + **this**.nome +  ", tipo = " + tipoPessoa + ", numeroTipo = " +  **this**.tipo.getTipo() + ", tipoPessoa = " +  **this**.tipo.getTipoPessoa();  }  } |

**Figura – Resultado de um *enum* com outro tipo de atributo.**

Resumindo, as enumerações são muito úteis quando queremos definir constantes, em que os valores que não serão e nem deverão serem mudados.

Existe um conceito na enumeração chamada *constant especific class body*, ou seja, corpo de classe constante específica. Imagine um exemplo de classe chamado Cliente e que temos nessa classe um método que retornará uma constante.

*public String getId()*

E o ID para todos eles, tanto de PF e PJ será o mesmo.

*public String getId() {return “A”;}*

|  |
| --- |
| **public** **enum** EnumCliente  { ***PESSOA\_FISICA***(1, "Fisica"), ***PESSOA\_JURIDICA***(2, "Juridica");    **private** **int** tipo;  **private** String tipoPessoa;    **private** EnumCliente(**int** tipo, String tipoPessoa)  { **this**.tipo = tipo;  **this**.tipoPessoa = tipoPessoa;  }    **public** String getId() {**return** "A";}  **public** **int** getTipo() {**return** tipo;}  **public** String getTipoPessoa() {**return** tipoPessoa;}  } |
| **public** **class** ClienteTeste  { **public** **static** **void** main(String[] args)  { //definindo um cliente tipo pessoa fisica  Cliente cliente = **new** Cliente("Eduardo", EnumCliente.***PESSOA\_FISICA***);    System.***out***.println(cliente.toString());  System.***out***.println(EnumCliente.***PESSOA\_JURIDICA***.getId());  }  } |

**Figura – Método de retorno para *enum.***

Porém, podemos precisar em algum momento sobrescrever esse método *getId()*, supondo que nosso *enum* possui mais de duas constantes e em apenas um deles, tenha valor diferente de ID. O que podemos fazer é criar exatamente esse corpo específico de classe constante. Para fazer isso, imagine que queremos para a PJ.

|  |
| --- |
| **public** **enum** EnumCliente  { ***PESSOA\_FISICA***(1, "Fisica"),  //para essa constante iremos sobrescrever esse método  ***PESSOA\_JURIDICA***(2, "Juridica")  { **public** String getId()  {**return** "B";}  };/\*esse ponto e vírgula é obrigatório ou teremos erro  de compilação\*/    **private** **int** tipo;  **private** String tipoPessoa;    **private** EnumCliente(**int** tipo, String tipoPessoa)  { **this**.tipo = tipo;  **this**.tipoPessoa = tipoPessoa;  }    **public** String getId() {**return** "A";}  **public** **int** getTipo() {**return** tipo;}  **public** String getTipoPessoa() {**return** tipoPessoa;}  } |

**Figura – Método de retorno para *enum* de constante específica*.***

Se mandarmos imprimir para a PF, apenas nos retornará o valor “A”, que é o *default* neste caso.

# Exceptions

Uma exception acontece quando o código não está fluindo naturalmente, logo acontece que pode estar previsto no seu código ou não. Imagine a seguinte situação, em que estamos tentando abrir um arquivo e durante seu programa sempre abrimos o mesmo arquivo, mas por algum motivo alguém mexeu nesse arquivo e o colocou como somente de leitura, ou seja, não podemos mais fazer nenhuma alteração nesse mesmo arquivo. O que se espera caso tentemos escrever mais coisa nele? Isso é um caso no java que representa exceções, ou seja, fluxos que não seguem o caminho que deveriam ser seguidos.

Outro exemplo disso é quando tentamos comunicar com banco de dados, porém em um determinado momento, por algum motivo externo ou não, não é possível conectar, o que esperemos que aconteça com seu código, se para funcionar precisa da conexão com banco de dados? Essas exceções então foram justamente criadas para tratarmos todos esses problemas que podem acontecer nesses imprevistos no seu código.

**Figura – Árvore de exceções.**

Todas essas exceções são herdeiras da classe *Throwable*. Quando ocorre alguma exceção no Java, dizemos que determinado método lançou uma exceção. Na figura acima podemos ver que temos 2 tipos, que são filhos diretos de *throwable*:

## A) Error

Este possui conceitos um pouco diferente de exceção, pois exceções podem ser tratadas, como foi explicado anteriormente. Porém, quando trabalhamos com erro, seu programa muito provavelmente irá parar de funcionar. Por exemplo, imagine que temos pouca memória em nosso servidor e seu sistema acaba fazendo mal uso dos objetos e simplesmente estoura a quantidade de memória disponível. Então, será lançado um erro chamado *out of memory* *error*, ou seja, a quantidade de memória disponível para a JVM não é suficiente para execução do programa. Exemplo:

|  |
| --- |
| **public** **class** ErrorTeste  { **public** **static** **void** main(String[] args)  {*stackOverFlowError*();}    /\*Isso é uma recursividade infinita, até  que seja lançado um erro chamado stack\*/  **public** **static** **void** stackOverFlowError()  {*stackOverFlowError*();}  } |

**Figura – Error recursivo.**

Para entender uma stack, devemos entender primeiro como funciona uma chamada de método. Supondo o nosso método *main*, imagine que este está chamando um outro método *print()*, que por sua vez chamará o método *calcula()*, que por sua vez irá chamar um outro método por exemplo *calculaImposto()*.

**Figura – Chamadas de múltiplos métodos.**

Se repararmos bem estamos montando uma pilha, ou mais conhecido como *stack*. Quando temos um problema de *stackOverflow*, temos um método *main* que chama outros métodos e que uma hora esta pilha estoura o espaço de memória. Nesses casos não há muito o que possamos fazer, simplesmente o programa irá parar de executar a JVM e parar a execução do programa.

## B) Exception

São fluxos anormais, que não seguem corretamente o que deveriam acontecer no seu código.

A única semelhança entre erros e exceções é que ambos são lançados. Isso significa que quando temos um método, por exemplo, o último da nossa pilha, e caso este método lançar uma exceção e não for tratada, ou até mesmo um erro, o método irá jogar uma exceção no método que o chamou e assim por diante até o primeiro método.

É muito comum as pessoas confundirem error com exceção, mas tecnicamente não é, pois não é filha de uma exception, porém é uma exceção que não deveria ocorrer normalmente. Iremos focar agora mais no assunto de exceção. Nós temos duas palavras que são extremamente importantes quando estamos trabalhando com exceções:

## C) Checked

Neste caso, sempre seremos obrigado a criar algum tipo de tratamento para aquela exceção. Quando falamos que uma exceção é do tipo checked, o compilador já está esperando que criemos um tratamento antes mesmo de um problema seja executado. Se não for criado um tratamento, nem conseguiremos compilar seu programa. Exemplo: erro de conexão com banco de dados. Isso está além de um programador.

Se queremos ver uma exceção do tipo checked sem criarmos um código, devemos usar algum código da JVM que já tenha feito isso para gente. Entre as classes que temos na JVM do java que lança uma exceção, provavelmente quase todas que trabalham com arquivos lançam algum tipo de exceção. Por exemplo a classe *File* do java e pegar um método como o *createNewFile()*, que tem o *throws* do tipo *IOException*. Isso significa que todas as vezes que tentarmos usar este método, existe a possibilidade de lançar uma exceção de entrada/saída, o que não significa que irá acontecer, mas devemos trata-lo caso ocorra.

**Figura – Erro de compilação por falta de tratamento de exceção.**

|  |
| --- |
| **public** **class** CheckedException  { **public** **static** **void** main(String[] args)  {*criarNovoArquivo*();}  **public** **static** **void** criarNovoArquivo()  { File file = **new** File("F:/Users/eduardowmu/Desktop/meusdoc/estudo/FATEC/"  + "7 - OUTROS SEMESTRES/YOUTUBE/Maratona java/teste.txt");    //isso recomenda tentar executar algo que pode gerar uma exceção.  **try** {System.***out***.println("Arquivo criado: " + file.createNewFile());}    //caso ocorra a exceção, o java criará o objeto "e" poderá usa-lo para  //retornar algo como o motivo da ocorrencia da exceção.  **catch** (IOException e) {System.***out***.println(e.getMessage());}  }  } |

**Figura – Arquivo novo gerado.**

O *try-catch* pode ser usado tanto para exceções do tipo checked como exceções do tipo unchecked. É recomendável sempre usar a exceção mais específica possível, para quando ocorrer, descobrir mais rapidamente a exceção ocorrida.

## D) Unchecked

São exceções que não precisa criar nenhum tipo de tratamento. Geralmente a maioria das exceções desse tipo são erros de lógica, também conhecido como erros de programador. Exemplo, um looping que vai além de um array de tamanho definido. Exceções do tipo RuntimeException são consideradas unchecked, pois não é necessário nenhum tipo de tratamento para seu código compilar. E todas as que são incluindo exception, são do tipo Checked.

|  |
| --- |
| **package** br.edu.maratona.excecoes.runtimeecption;  **public** **class** RuntimeExceptionTest  { **public** **static** **void** main(String[] args)  { **int** a = 10/0;  System.***out***.println(a);  }  } |

**Figura – RuntimeException.**

Outro tipo de erro muito comum do tipo Unchecked é *NullPointerException*. Temos também, como já dito, um looping ser executado mais vezes que um array suporta. Então esses são tipo unchecked, ou seja, não existira nenhum tratamento que possa tratar uma exceção gerada, pois o programa irá ser executado de qualquer jeito e causará um impacto no programa.

Agora será mostrado como podemos usar os argumentos try-catch em um erro de execução, do tipo, divisão por zero (unchecked exception):

|  |
| --- |
| **public** **class** RunTimeExceptionTest  { **public** **static** **void** main(String[] args)  { **try**{*divisao*(10, 0);}  **catch**(IllegalArgumentException e)  {System.***out***.println(e.getMessage());}  }  **private** **static** **void** divisao(**int** num1, **int** num2)  { **if**(num2 == 0)  { **throw** **new** IllegalArgumentException(  "Divisão por zero");  }  System.***out***.println(num1/num2);  }  } |

**Figura – Tratamento da exception IllegalArgumentException.**

Existe uma outra maneira para criar o bloco *try-catch*, que seria apenas lançar a exceção do primeiro método de origem da exceção, usando o *throws* no nome do método e criar o bloco no último método da pilha que será executado. Caso não seja feito no último da pilha, o código simplesmente irá parar de ser executado e não retornará nada que possa identificar o que aconteceu para o código ter parado de ser executado.

Iremos agora falar sobre uma estrutura que podemos usar no *try-catch* que é o *try with resources*. Até a versão 6 do java, teríamos que montar algo desse tipo de try catch múltiplos:

|  |
| --- |
| **public** **class** TryWithResources  { **public** **static** **void** main(String[] args)  { **try** {*lerArquivo*();}    //tem preferencia dobre o segundo catch  **catch** (FileNotFoundException e)  {System.***out***.println(e.getMessage());}  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  **public** **static** **void** lerArquivo() **throws** IOException  { Reader reader = **null**;  reader = **new** BufferedReader(  **new** FileReader("../Maratona java/teste.txt"));  reader.close();  }  } |

E dependendo teríamos que fazer até mesmo um try-catch dentro de um bloco *finally*. O *try with resources* nos permite criar uma espécie de método com parâmetro inicializado. A regra é que as variáveis de referência que vão dentro do *try* obrigatoriamente precisam implementar a interface *AutoCloseble*, que apenas possui um método que é o *close()*.

|  |
| --- |
| **public** **class** TryWithResources  { **public** **static** **void** main(String[] args)  { **try** {*lerArquivo*();}  **catch** (IOException e) {}  }  **public** **static** **void** lerArquivo() **throws** IOException  { //podemos inserir mais de um parâmetro  **try**(Reader reader = **new** BufferedReader(  **new** FileReader("../Maratona java/teste.txt")))  {}  }  } |

Perceba que dessa maneira, dentro do método lerArquivo(), não precisamos usar o *catch* mesmo tendo o *try*, desde que tenha criado o *throws* no nome do método, embora seja recomendável implementar o *catch*, conforme mostrado abaixo.

|  |
| --- |
| **public** **class** TryWithResources  { **public** **static** **void** main(String[] args)  {*lerArquivo*();}  **public** **static** **void** lerArquivo()  { //podemos inserir mais de um parâmetro  **try**(Reader reader = **new** BufferedReader(  **new** FileReader("../Maratona java/teste.txt")))  {}  **catch**(IOException e)  {System.***out***.println(e.getMessage());}  }  } |

**OBS:** **Quando tentamos criar mais de um recurso dentro de dos parâmetros do *try(...)*, as inicializações dos recursos ocorrem na ordem contrária do que foi escrita.**

|  |
| --- |
| **public** **class** Valor **implements** AutoCloseable  { **private** String nome;    **public** Valor(String nome)  { **this**.nome = nome;  System.***out***.println(**this**.nome + " criado");  }  @Override **public** **void** close() **throws** Exception {}  } |
| **public** **class** TryWithResources  { **public** **static** **void** main(String[] args)  { *lerArquivo*();  *criaValor*();  }  **public** **static** **void** lerArquivo()  { //podemos inserir mais de um parâmetro  **try**(Reader reader = **new** BufferedReader(  **new** FileReader("F:/Users/eduardowmu/Desktop/"  + "meusdoc/estudo/FATEC/7 - OUTROS SEMESTRES/"  + "YOUTUBE/Maratona java/teste.txt")))  { System.***out***.println("Arquivo aberto");  reader.close();  }  **catch**(IOException e)  {System.***out***.println(e.getMessage());}  }    **public** **static** **void** criaValor()  { **try**(Valor valor1 = **new** Valor("valor 1");  Valor valor2 = **new** Valor("valor 2"))  { valor1.close();  valor2.close();  }  **catch**(Exception e)  {System.***out***.println(e.getMessage());}  }  } |

**Figura – bloco try com vários recursos.**

O java possui milhares de classes já pré definidas de exceções, então provavelmente para a maioria dos problemas podemos resolver usando uma dessas classes. Mas quando estamos desenvolvendo um software sua regra de negócio pode ser única. Por exemplo, caso estejamos fazendo um método e este realiza um login, este método vai no mínimo pegar um nome de usuário e uma senha. Caso as informações não baterem com as informações de autenticação, significa que a pessoa não pode logar e podemos lançar uma *exception*. Iremos então criar essa *exception*.

|  |
| --- |
| /\*Exceção do tipo checked, pois está sendo diretamente uma  \*subclasse de exception\*/  **public** **class** LoginInvalidoException **extends** Exception  { //exceção customizada para o nosso problema  **public** LoginInvalidoException()  {**super**("Usuario ou Senha invalida");}  } |
| **public** **class** CustomExceptionTest  { **public** **static** **void** main(String[] args)  { **try** {*logar*();}  **catch** (LoginInvalidoException e)  {System.***out***.println(e.getMessage());}  }  **private** **static** **void** logar() **throws** LoginInvalidoException  { //dados de autenticação  String userBD = "123";  String senhaBD = "111";    //dados digitado pelo usuario  String usuarioDig = "Goku";  String senhaDig = "123";    **if**(!userBD.equals(usuarioDig) ||  !senhaBD.equals(senhaDig))  {**throw** **new** LoginInvalidoException();}    **else** {System.***out***.println("Logado");}  }  } |

**OBS: Nunca coloquem nenhum tipo de tratamento nas classes de *Exception*. Sempre que criarmos uma classe de exceções customizadas, não devemos colocar métodos ou outra coisa para tratar as exceptions, pois o ciclo de vida de software é mais novo do que imaginamos. Então se fizermos algum tratamento hoje, daqui uns 6 meses o tratamento pode não ser mais válido.**

# Regras de sobreescrita em Exceptions

Quando sobre escrevemos um método, podemos dizer que o método criado não lança nenhuma exceção, pois o código pode mudar completamente e o novo pode não lançar nenhuma exceção, como acontece no seguinte teste com duas classes.

|  |
| --- |
| **public** **class** Pessoa  { **public** **void** salvar()  **throws** LoginInvalidoException,  FileNotFoundException  {}  } |
| **public** **class** Funcionario **extends** Pessoa  {**public** **void** salvar() {}} |
| **public** **class** OverrideExceptionTest  { **public** **static** **void** main(String[] args)  { Funcionario funcionario = **new** Funcionario();    Pessoa pessoa = **new** Pessoa();    funcionario.salvar();  }  } |

Mas se fizermos o mesmo para um objeto da classe Pessoa, ou seja, da classe mãe que lança uma *exception*, devemos tratar com *try-catch*.

**Figura – Exceção lançada.**

Podemos tratar da seguinte maneira, quando lançamos múltiplas *exceptions*.

|  |
| --- |
| **public** **class** OverrideExceptionTest  { **public** **static** **void** main(String[] args)  { Funcionario funcionario = **new** Funcionario();  Pessoa pessoa = **new** Pessoa();  //sem lançamento de exceção.  funcionario.salvar();    **try** {pessoa.salvar();}  **catch** (FileNotFoundException | LoginInvalidoException e)  {System.***out***.println(e.getMessage());}  }  } |

Podemos declarar mais de uma *exception* em um método, exceto o *IOException*, pois foi uma exceção que não foi declarada na classe pessoa e essa exceção é uma super classe. Se um método que estamos tentando sobrescrever tentar lançar uma exceção de uma super classe ou uma exceção do tipo checked que não foi lançada lá, teremos um erro de compilação. Não podemos lançar nenhuma exceção que não esteja importada, a num ser, que seja do tipo *RunTimeException* ou suas subclasses.

|  |
| --- |
| **public** **class** Pessoa  { **public** **void** salvar()  **throws** LoginInvalidoException,  FileNotFoundException  {}  } |
| **public** **class** Funcionario **extends** Pessoa  { **public** **void** salvar()  **throws** RuntimeException,  FileNotFoundException  {}  } |
| **public** **class** OverrideExceptionTest  { **public** **static** **void** main(String[] args)  { Funcionario funcionario = **new** Funcionario();    Pessoa pessoa = **new** Pessoa();    //sem lançamento de exceção.  **try** {funcionario.salvar();}  **catch** (FileNotFoundException | RuntimeException e1)  {System.***out***.println(e1.getMessage());}    **try** {pessoa.salvar();}  **catch** (FileNotFoundException | LoginInvalidoException e)  {System.***out***.println(e.getMessage());}  }  } |

**Resumo:**

Em uma sobre escrita de método, podemos lançar apenas *exceptions* do tipo *RuntimeException* ou suas subclasses.

# Assertivas

Sabemos que quando estamos desenvolvendo não podemos presumir absolutamente nada, ou seja, não podemos pensar em “eu acho que tal valor nunca vá chegar a tanto...”. No caso do método da classe Funcionario da aula anterior, com o lançamento das exceções, não podemos pensar que nunca será lançada. Isso é uma coisa natural e por causa disso, a partir da versão 4 do java, foi introduzido as assertivas, que servem para verificar valores e caso esse valor não seja o que estás esperando, vá lançar um erro e não uma exceção.

Vamos criar uma classe de teste chamada AssertsTeste e criar um método de calculo de salario. Sabemos que salário nunca deve ser negativo. Então, podemos lançar um *throws* para caso retorne um valor negativo.

|  |
| --- |
| **public** **class** AssertsTest  { **public** **static** **void** main(String[] args)  {*calculaSalario*(1000);}  **private** **static** **void** calculaSalario(**double** salario)  { **if**(salario > 0)  {System.***out***.println("Salario calculado " + salario);}    **else**  {System.***out***.println("Calculo de salario errado");}  }  } |

Esse *else* do método é algo muito ruim, pois forçará sempre ter salario > 0. Então, para isso foi criado o *Assert*, pois ela sempre irá garantir que sempre iremos passar esse valor que estamos esperando.

|  |
| --- |
| **public** **class** AssertsTest  { **public** **static** **void** main(String[] args)  {*calculaSalario*(1000);}  **private** **static** **void** calculaSalario(**double** salario)  { //estamos falando que a comparação dentro do assert  //deve ser verdadeiro, pois caso contrário, nos dirá  //que nosso código tem um erro muito sério e não estávemos  //preparados para esse tipo de erro. Com isso podemos  //garantir, em tempo de fase de testes que salario sempre  //vá ser maior que zero.  **assert**(salario > 0);  /\*if(salario > 0)  {System.out.println("Salario calculado " + salario);}    else  {System.out.println("Calculo de salario errado");}\*/  }  } |

**OBS: perceba que foi usado um método tipo *private*, pois é um péssimo habito usá-lo em métodos públicos, pois qualquer pessoa que estiver usando seu código pode fazer a chamada do método, no caso, calcularSalario() se fosse público.**

O *assert* geralmente é usado durante a fase de desenvolvimento. Quando jogamos para produção o *assert* é ignorado.

**Figura – Habilitando asserts.**

Se alterarmos o valor do salario para -1000 e executarmos o programa, isso nos retornará um erro.

**Figura – Erro gerado pelo assert.**

Quando colocamos isso em produção, este assert estão sempre desativadas, as JVMs simplesmente irá ignorar a linha de código com *asserts*. Se caso quiséssemos criar em um método público, o melhor que podemos fazer é lançar uma exceção.

|  |
| --- |
| **public** **class** AssertsTest  { **public** **static** **void** main(String[] args)  { *calculaSalario*(-1000.0);    **try** {*calculaSalario*(-10);}  **catch**(IllegalArgumentException e)  {System.***out***.println(e.getMessage());}  }  **private** **static** **void** calculaSalario(**double** salario)  { //estamos falando que a comparação dentro do assert  //deve ser verdadeiro, pois caso contrário, nos dirá  //que nosso código tem um erro muito sério e não estávemos  //preparados para esse tipo de erro. Com isso podemos  //garantir, em tempo de fase de testes que salario sempre  //vá ser maior que zero.  **assert**(salario > 0): "Salacio nagativo!";  }    **public** **static** **void** calculaSalario(**int** salario)  **throws** IllegalArgumentException  { **if**(salario < 0)  {**throw** **new** IllegalArgumentException("Salario negativo!");}  }  } |

**Figura – Erro com indicação por mensagem.**

O *assert* sempre retornará um valor booleano, e é um meio de garantir que seu código está seguindo o que presumimos o que deveria acontecer. Isso economiza código, pois evita de usar if-else, e por padrão vem desabilitado.

Outra informação importante é que os *asserts* podem ser usadas em métodos públicos mas existe apenas um caso, em que tenhamos certeza absoluta de que nossa variável em questão não possa assumir outro valor qualquer.

# Wrapper Classes

Wrapper é uma das classes utilitárias do Java, que são classes que facilitam nosso trabalho no dia a dia. Ao invés de crirar um código do zero para resolver um problema, muitas ou uma dessas classes já resolvem seus problemas, com muito menos linhas de código.

Para criar a classe Wrapper, só precisamos criar tipos primitivos, exceto os tipo *char* e *int*, com o nome da variável primitiva com letra maiúscula, e assim estaremos criando um Wrapper do tipo primitivo. Por exemplo:

|  |
| --- |
| **public** **class** WrappersTest  { **public** **static** **void** main(String[] args)  { //os 8 tipos primitivos do menor para o maior numericos  **byte** byteValue = 1;  **short** shortValue = 1;  **int** intValue = 10;  **long** longValue = 10L;  **float** floatValue = 10F;  **double** doubleBlue = 100.0;    //não numericos  **char** charValue = 'A';  **boolean** booleanValue = **true**;    //classes Wrapper que encapsulam os tipos primitivos  Byte byteWrapper = 1;  Short shortWrapper = 1;  Integer intWrapper = 10;  Long longWrapper = 10L;  Float floatWrapper = 10F;  Double doubleWrapper = 100.0;  Character charWrapper = 'A';  Boolean booleanWrapper = **true**;  }  } |

Apenas precisamos, nos casos dos wrappers, que não estaremos trabalhando mais com tipos primitivos, ou seja, agora estamos trabalhando com objetos e as regras de herança e polimorfismo funcionam para essas classes. Podemos remover o “L” e “F” dos valores primitivos *long* e *float*.

Mas quando trabalhamos com classes Wrapper, no java, as coisas não parecem ser tão simples assim. Trabalhando com Byte, Short e Integer não teremos tantos problemas, pois o java consegue identificar que, um byte de 1 a 127, seja um tipo Byte. Um valor maior que 127, será considerado int. Mas as coisas começam a ficar mais complicadas quando começamos a trabalhar com Long, Float e Double, pois todos os seus valores numéricos são filhos da super classe Number. Não podemos pegar o valor intWrapper e atribuir a variável longWrapper por exemplo.

Agora falaremos sobre AutoBoxing e Unboxing, sendo o primeiro, que nada mais é do que estávamos fazendo, ou seja, pegando um tipo primitivo e colocando em um wrapper. O Unboxing é por exemplo, declarar um primitivo e atribuí-lo um valor de um wrapper.

*int valor = integerWrapper;*

Além disso, quando por exemplo queremos instanciar um tipo *Integer*, podemos inserir um valor numérico String, que desde que seja um valor numérico, o java irá automaticamente convertê-lo em um valor tipo *Integer*.

*Integer integerValue = new Integer(“10”);*

E isso é válido para qualquer classe Wrapper, desde que seja inicializado com valores convenientes a suas origens. No caso dos tipo *Boolean*, poderá ser escrito com letras maiúscula ou minúscula, pois nesse caso não é case sensitive. Cada classe wrapper é conhecida como utilitária, pois facilitam nossas vidas, com seus métodos. O *Character* por exemplo tem *isDigit(‘1’)*, que retorna um booleano se o valor inserido for tipo numérico.

# StringBuilder e StringBuffer

Essas classes possuem uma performance que a classe String, pois esta classe todas as vezes que a criamos, ela é imutável, por causa disso todas as vezes que fazemos uma alteração, uma nova string é alocada no pool de strings no reap de memória iniciado pela JVM.

A StringBuilder funciona da seguinte maneira, esta não vai criar uma string no pool de strings, a StringBuilder não é uma String, são classes diferentes. Não podemos diretamente atribuir uma String em um StringBuilder pois ambas são classes diferentes.

**Figura – Erro de compilação: String X StringBuilder.**

|  |
| --- |
| **public** **class** StringBuilderTest  { **public** **static** **void** main(String[] args)  { String frase = "Uma frase comum";  //criação de uma String com 10 caracteres  StringBuilder sb = **new** StringBuilder(10);  //método com sobrecarga, mas normalmente usamos  //a que recebe String  sb.append(frase);  //isso funciona pois automaticamente e indiretamente  //o java estará usando o método toString() da classe  //StringBuilder  System.***out***.println(sb);  }  } |

## reverse()

Outro método que demonstra uma performance melhor que o String, é o Reverse.

|  |
| --- |
| **public** **class** StringBuilderTest  { **public** **static** **void** main(String[] args)  { String frase = "Uma frase comum";    //criação de uma String com 10 caracteres  StringBuilder sb = **new** StringBuilder(10);    //método com sobrecarga, mas normalmente usamos  //a que recebe String  sb.append(frase);    //isso funciona pois automaticamente e indiretamente  //o java estará usando o método toString() da classe  //StringBuilder  System.***out***.println(sb);    //metodo reverse, reverte a ordem da string  System.***out***.println(sb.reverse());  }  } |

## delete()

Funciona como o método substring da classe String.

|  |
| --- |
| **Public** **class** StringBuilderTest  { **public** **static** **void** main(String[] args)  { String frase = “Uma frase comum”;    //criação de uma String com 10 caracteres  StringBuilder sb = **new** StringBuilder(10);    //método com sobrecarga, mas normalmente usamos  //a que recebe String  sb.append(frase);    //isso funciona pois automaticamente e indiretamente  //o java estará usando o método toString() da classe  //StringBuilder  System.***out***.println(sb);    //étodo reverse, reverte a ordem da string  //System.out.println(sb.reverse());    //delete  System.***out***.println(sb.delete(0, 4));  }  } |

## insert()

É o oposto do delete().

|  |
| --- |
| **public** **class** StringBuilderTest  { **public** **static** **void** main(String[] args)  { String frase = "Uma frase comum";    //criação de uma String com 10 caracteres  StringBuilder sb = **new** StringBuilder(10);    //método com sobrecarga, mas normalmente usamos  //a que recebe String  sb.append(frase);    //isso funciona pois automaticamente e indiretamente  //o java estará usando o método toString() da classe  //StringBuilder  System.***out***.println(sb);    //metodo reverse, reverte a ordem da string  //System.out.println(sb.reverse());    //delete  System.***out***.println(sb.delete(0, 4));    //insert  System.***out***.println(sb.insert(11, " hello world"));  }  } |

O *StringBuffer* é uma classe muito similar com o *StringBuilder*, com a diferença que na primeira, os métodos são sincronizados, mas possui os mesmos métodos do segundo.

# Classe Date e Calendar

Data sempre foi algo um pouco complicado de trabalhar, pois existem datas do computador, do servidor, datas de diferentes países, então o java oferece uma customização para trabalharmos com internacionalização de datas de uma forma bem simples, usando a classe *Locale*. Mas por enquanto vamos trabalhar com o básico, a princípio com a primeira classe a se trabalhar com Data, que é o *Date*.

A classe *Date* nunca foi muito boa para se trabalhar com internacionalização, por isso foi adicionado uma nova classe chamada *Calendar*, que até o java 7, é a classe responsável para se trabalhar com internacionalização de datas. A partir da versão 8 é que foi criado mais um pacote de datas chamada *Time*, que oferece muito mais funcionalidades do que ambas as classes anteriores. A classe *Date* já está praticamente com todos os seus métodos obsoletos.

## Date:

Na classe *Date*, todas as datas são passadas em milissegundos.

|  |
| --- |
| **import** java.util.Date;  //pegando a hora atual  **public** **class** ManipulacaoDatasTeste  { **public** **static** **void** main(String[] args)  { Date date = **new** Date();  System.***out***.println(date);  }  } |
| **public** **class** ManipulacaoDatasTeste  { **public** **static** **void** main(String[] args)  { Date date = **new** Date(1000000000L);  System.***out***.println(date);  }  } |

Se quisermos saber, no primeiro caso, quanto ficaria essa data em milissegundos, basta chamar o método *getTime()*.

|  |
| --- |
| **public** **class** ManipulacaoDatasTeste  { **public** **static** **void** main(String[] args)  { Date date = **new** Date();  System.***out***.println(date.getTime());  }  } |

Perceba que com a classe *Date* é muito complicado trabalhar com datas, pois por exemplo, quiséssemos trabalhar com uma hora, teríamos que pegar o valor do *getTime()* e somar com equivalente a uma hora em milissegundos.

|  |
| --- |
| **public** **class** ManipulacaoDatasTeste  { **public** **static** **void** main(String[] args)  { Date date = **new** Date();  date.setTime(date.getTime() + 3600000);  System.***out***.println(date);  }  } |

## Calendar

*Calendar* é uma classe Abstrata, portanto não podemos criar uma instância do modo convencional usando *Calendar*. Para podermos criar um objeto do tipo, podemos fazer da seguinte maneira:

|  |
| --- |
| **public** **class** ManipulacaoDatasTeste  { **public** **static** **void** main(String[] args)  { Date date = **new** Date();  date.setTime(date.getTime() + 3600000);  System.***out***.println(date);    Calendar calendar = Calendar.*getInstance*();  System.***out***.println(calendar.getTime());  }  } |

Se mandarmos imprimir apenas o objeto *calendar*, irá imprimir um monte de informações úteis, o que nos mostra que o *Calendar* é bem mais completo que o *Date*. Se quisermos fazer com que o esta classe receba um *Date*, podemos fazer da seguinte maneira:

|  |
| --- |
| **public** **class** ManipulacaoDatasTeste  { **public** **static** **void** main(String[] args)  { Date date = **new** Date();  date.setTime(date.getTime() + 3600000);  System.***out***.println(date);    Calendar calendar = Calendar.*getInstance*();  System.***out***.println(calendar.getTime());    //ojeto calendar recebendo um tipo date  calendar.setTime(date);  System.***out***.println(calendar.getTimeInMillis());  System.***out***.println(calendar.getTimeZone().getDisplayName());  System.***out***.println(calendar.getTime());}  } |

O método *getTime()* da classe *Calendar* retorna um tipo *Date*, então podemos fazer o modo inverso também.

|  |
| --- |
| **public** **class** ManipulacaoDatasTeste  { **public** **static** **void** main(String[] args)  { Date date = **new** Date();  date.setTime(date.getTime() + 3600000);  System.***out***.println(date);    Calendar calendar = Calendar.*getInstance*();  System.***out***.println(calendar.getTime());    //ojeto calendar recebendo um tipo date  calendar.setTime(date);  System.***out***.println(calendar.getTimeInMillis());  System.***out***.println(calendar.getTimeZone().getDisplayName());  System.***out***.println(calendar.getTime());  System.***out***.println(calendar.getFirstDayOfWeek());  System.***out***.println(calendar.***DAY\_OF\_WEEK***);    //um Date recebendo um tipo Calendar através do método  //getTime()  Date date2 = calendar.getTime();  System.***out***.println(date2);  }  } |

Se quisermos adicionar duas horas:

|  |
| --- |
| **public** **class** ManipulacaoDatasTeste  { **public** **static** **void** main(String[] args)  { Date date = **new** Date();  date.setTime(date.getTime() + 3600000);  System.***out***.println(date);    Calendar calendar = Calendar.*getInstance*();  System.***out***.println(calendar.getTime());    //ojeto calendar recebendo um tipo date  calendar.setTime(date);  System.***out***.println(calendar.getTimeInMillis());  System.***out***.println(calendar.getTimeZone().getDisplayName());  System.***out***.println(calendar.getTime());  System.***out***.println(calendar.getFirstDayOfWeek());  System.***out***.println(calendar.***DAY\_OF\_WEEK***);    //um Date recebendo um tipo Calendar através do método  //getTime()  Date date2 = calendar.getTime();  System.***out***.println(date2);    calendar.add(Calendar.***HOUR***, 2);  System.***out***.println(calendar.getTime());  }  } |

Outro método interessante é o *roll()*.

|  |
| --- |
| **public** **class** ManipulacaoDatasTeste  { **public** **static** **void** main(String[] args)  { Date date = **new** Date();  date.setTime(date.getTime() + 3600000);  System.***out***.println(date);    Calendar calendar = Calendar.*getInstance*();  System.***out***.println(calendar.getTime());    //ojeto calendar recebendo um tipo date  calendar.setTime(date);  System.***out***.println(calendar.getTimeInMillis());  System.***out***.println(calendar.getTimeZone().getDisplayName());  System.***out***.println(calendar.getTime());  System.***out***.println(calendar.getFirstDayOfWeek());  System.***out***.println(calendar.***DAY\_OF\_WEEK***);    //um Date recebendo um tipo Calendar através do método  //getTime()  Date date2 = calendar.getTime();  System.***out***.println(date2);    //add horas no tempo  calendar.add(Calendar.***HOUR***, 2);  System.***out***.println(calendar.getTime());    //este mostra os meses do ano de 0 a 11  calendar.roll(Calendar.***MONTH***, 11);  Date date3 = calendar.getTime();  System.***out***.println(date3);  }  } |

# Formatação de datas

Iremos nesta aula fazer formatação de datas usando a classe *DateFormat*. Esta classe é bem simples pois temos 6 formas de formatarmos datas.

|  |
| --- |
| **public** **class** DateFormatTeste  { **public** **static** **void** main(String[] args)  { Calendar calendar = Calendar.*getInstance*();  DateFormat[] df = **new** DateFormat[6];    //1º formato  df[0] = DateFormat.*getInstance*();    //2º formato  df[1] = DateFormat.*getDateInstance*();    //3º formato  df[2] = DateFormat.*getDateInstance*(DateFormat.***SHORT***);    //4º formato  df[3] = DateFormat.*getDateInstance*(DateFormat.***MEDIUM***);    //5º formato  df[4] = DateFormat.*getDateInstance*(DateFormat.***LONG***);    //6º formato  df[5] = DateFormat.*getDateInstance*(DateFormat.***LONG***);    **for**(**int** i = 0; i < df.length; i++)  {System.***out***.println(df[i].format(calendar.getTime()));}  }  } |

A classe *DateFormat* é uma classe que já tem alguns tipos pré definidos para imprimirmos. Agora iremos ver a classe *SimpleDateFormat*, que nos permite formatar datas da forma que quisermos. É uma classe concreta cujos construtores podem receber como parâmetro a forma de como queremos formatar as datas, porém é necessário seguir um padrão.

<https://docs.oracle.com/javase/7/docs/api/java/text/SimpleDateFormat.html>

|  |
| --- |
| **public** **class** SimpleDateFormatTeste  { **public** **static** **void** main(String[] args)  { Calendar calendar = Calendar.*getInstance*();  DateFormat df = **new** SimpleDateFormat("dd/MM/YYYY");  System.***out***.println(df.format(calendar.getTime()));  }  } |

Podemos formatar, junto com a data, o horário.

|  |
| --- |
| **public** **class** SimpleDateFormatTeste  { **public** **static** **void** main(String[] args)  { Calendar calendar = Calendar.*getInstance*();  DateFormat df = **new** SimpleDateFormat("dd/MM/YYYY");  System.***out***.println(df.format(calendar.getTime()));    //tudo que estiver dentro de aspas simples,  //será desconsiderado  DateFormat df2 = **new** SimpleDateFormat(  "dd/MM/YYYY 'at' HH:mm:ss");    System.***out***.println(df2.format(calendar.getTime()));  }  } |

**OBS: Atenção que o método *format()* não retorna um *Date*  e sim uma String.**

# Internacionalização com a classe Locale

Nesta aula iremos trabalhar com a classe *Locale* para formatarmos, por exemplo, datas de acordo com países que desejarmos.

Esta classe *Locale* é muito simples de se utilizar. Primeiro precisamos chamar a própria classe, do pacote *java.util* e instanciamos um objeto do tipo. No construtor, podemos passar até dois parâmetros: a língua e/ou país. O Java segue um padrão da ISO639.

|  |
| --- |
| **public** **class** LocaleTeste  { **public** **static** **void** main(String[] args)  { //idioma inglês  Locale locale = **new** Locale("en");    //idioma inglês americano  Locale locale2 = **new** Locale("pt", "BR");    //instanciando um calendar  Calendar calendar = Calendar.*getInstance*();    //instanciando um DateFormat  DateFormat df = DateFormat.*getDateInstance*(DateFormat.***FULL***, locale2);    System.***out***.println(df.format(calendar.getTime()));    DateFormat df2 = DateFormat.*getDateInstance*(DateFormat.***FULL***, locale);    System.***out***.println(df2.format(calendar.getTime()));  }  } |

Podemos usar outros métodos dessa classe *Locale*

|  |
| --- |
| **public** **class** LocaleTeste  { **public** **static** **void** main(String[] args)  { //idioma inglês  Locale locale = **new** Locale("fr", "FR");    //idioma inglês americano  Locale locale2 = **new** Locale("pt", "BR");    //instanciando um calendar  Calendar calendar = Calendar.*getInstance*();    //instanciando um DateFormat  DateFormat df = DateFormat.*getDateInstance*(DateFormat.***FULL***, locale2);    System.***out***.println(df.format(calendar.getTime()));    DateFormat df2 = DateFormat.*getDateInstance*(DateFormat.***FULL***, locale);    System.***out***.println(df2.format(calendar.getTime()));  System.***out***.println(locale.getDisplayLanguage() + ", " +  locale.getDisplayLanguage(locale));  System.***out***.println(locale.getDisplayCountry());  }  } |

# Formatação de Números com NumberForma

Assim como a Classe *DateFormat*, a *NumberFormat* também é uma classe abstrata.

|  |
| --- |
| **public** **class** NumberFormatTest  { **public** **static** **void** main(String[] args)  { **double** valor = 123.4567;    //definindo tipos de moedas pelo país  Locale franca = **new** Locale("fr", "FR");  Locale port = **new** Locale("pt", "PT");  Locale brasil = **new** Locale("pt", "BR");  Locale eua = **new** Locale("en", "US");    NumberFormat[] nf = **new** NumberFormat[4];  nf[0] = NumberFormat.*getCurrencyInstance*(franca);  nf[1] = NumberFormat.*getCurrencyInstance*(port);  nf[2] = NumberFormat.*getCurrencyInstance*(brasil);  nf[3] = NumberFormat.*getCurrencyInstance*(eua);    **for**(NumberFormat n:nf)  {System.***out***.println(n.format(valor));}  }  } |

Um método muito utilizado dessa classe é o *parse()*.

|  |
| --- |
| **import** java.text.DecimalFormat;  **import** java.text.NumberFormat;  **import** java.text.ParseException;  **import** java.util.Locale;  **public** **class** NumberFormatTest  { **public** **static** **void** main(String[] args)  { **double** valor = 123.4567;    System.***out***.println(valor);    //definindo tipos de moedas pelo país  Locale franca = **new** Locale("fr", "FR");  Locale port = **new** Locale("pt", "PT");  Locale brasil = **new** Locale("pt", "BR");  Locale eua = **new** Locale("en", "US");    NumberFormat[] nf = **new** NumberFormat[4];  nf[0] = NumberFormat.*getCurrencyInstance*(franca);  nf[1] = NumberFormat.*getCurrencyInstance*(port);  nf[2] = NumberFormat.*getCurrencyInstance*(brasil);  nf[3] = NumberFormat.*getCurrencyInstance*(eua);    **for**(NumberFormat n:nf)  {System.***out***.println(n.format(valor));}    NumberFormat df = **new** DecimalFormat();    String valorString = "123,4567";  //convertendo valor String numerico em double  **try**  { System.***out***.println(df.parse(valorString));  df.setParseIntegerOnly(**true**);  System.***out***.println(df.parse(valorString));  }  **catch** (ParseException e)  {System.***out***.println(e.getMessage());}  }  } |

# Regex – Expressões Regulares

*Regex* é como se fosse uma linguagem dentro de outra linguagem. Várias linguagens oferecem suporte à expressões regulares, como o java no caso. *Regex* é muito poderosa quando precisamos usar padrões para buscar determinadas informações dentro de grandes arquivos de texto. Por exemplo: suponha que temos um grande arquivo de texto e queremos pegar nesse arquivo todos os CEPs que estão disponíveis lá ou todos os números de telefone. Se estiverem seguindo o mesmo padrão, conseguimos facilmente pegar todos esses dados através de *Regex*.

No java precisaremos de duas classes para se trabalhar com *Regex*:

## A) Pattern

Classe que procura padrões.

## B) Matcher

Encontra os padrões.

|  |
| --- |
| **import** java.util.regex.Matcher;  **import** java.util.regex.Pattern;  **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { String texto = "abaaaba";    //queremos encontrar "ab" dentro da variável texto  String regex = "ab";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  {System.***out***.println(matcher.start() + " ");}  }  } |

Isso significa que nas posições 0 e 4 foram encontradas a expressão padrão “ab”. Mas se alterarmos o texto para “abababa” e a expressão padrão para “aba”?

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { String texto = "abababa";    //queremos encontrar "ab" dentro da variável texto  String regex = "aba";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  {System.***out***.println(matcher.start() + " ");}  }  } |

Isso aconteceu pois o *Regex* irão sempre começar da esquerda para a direita, e uma vez que tal expressão em determinada expressão for usada no meio do texto, ou seja, no caso, a expressão “aba” da posição 0 ao 2 não será utilizado para a procura do próximo padrão. O Regex não utiliza um caractere que já foi encontrado em expressão anterior.

Agora iremos tratar de um assunto importante de *Regex*, que são os meta caracteres das expressões regulares. Os meta caracteres são caracteres que facilitam a expressão regular, pois muitas vezes, quando estamos trabalhando com *Regex*, esta dará cerca de 20 a 30 caracteres, e acaba ficando bem complicado de entendermos. Os meta caracteres então foram feitas justamente para facilitar a busca de determinados caracteres. Por exemplo, digamos que num texto tenhamos um conjunto de caracteres do tipo “bab1278abbyhgaa92178” e queremos remover apenas os números. Os meta caracteres vão servir justamente para esse tipo de problema.

Existem vários tipos de meta caracteres, mas iremos tratar somente dos mais utilizados. Uma informação importante é que todos eles começam com um “\” e para ser inserido em código, é necessário dobrá-lo, pois somente um é uma outra coisa, portanto é necessário inserir “\\”.

## C) “\d”

Este meta caractere busca em uma frase todos os dígitos.

|  |
| --- |
| **import** java.util.regex.Matcher;  **import** java.util.regex.Pattern;  **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { String texto = "bab1278abbyhgaa92178";    //queremos encontrar "ab" dentro da variável texto  String regex = "\\d";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  {System.***out***.print(matcher.start() + " ");}  }  } |

Perceba que apenas encontrou posições em que dígitos foram encontrados.

## D) “\D”

Encontra tudo o que não for dígito.

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { String texto = "bab1278abbyhgaa92178";    //queremos encontrar "ab" dentro da variável texto  String regex = "\\D";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  {System.***out***.print(matcher.start() + " ");}  }  } |

## E) “\s”

Este meta caracteres identifica espaços em branco.

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { String texto = "bab1278abby hgaa92178";    //queremos encontrar "ab" dentro da variável texto  String regex = "\\s";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  {System.***out***.print(matcher.start() + " ");}  }  } |

## F) “\S”

O que não for espaço em branco. Perceba que no resultado abaixo, foi o oposto da meta anterior.

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { String texto = "bab1278abby hgaa92178";    //queremos encontrar "ab" dentro da variável texto  String regex = "\\S";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  {System.***out***.print(matcher.start() + " ");}  }  } |

## G) “\w”

Procura tudo o que for letras de a-z, A-Z, dígitos e underline.

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { String texto = "bab1278abby\_hgaa92178";    //queremos encontrar "ab" dentro da variável texto  String regex = "\\w";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  {System.***out***.print(matcher.start() + " ");}  }  } |

## H) “\W”

É o oposto do meta caractere anterior. Perceba que a execução do código abaixo só identificou o espaço.

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { String texto = "bab1278abby\_ hgaa92178";    //queremos encontrar "ab" dentro da variável texto  String regex = "\\W";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  {System.***out***.print(matcher.start() + " ");}  }  } |

Agora iremos ver como encontrar um range de caracteres, letras e assim por diante. Imagine que temos uma determinada frase por exemplo “cafeBASE” e queremos encontrar somente as letras A, B e C, ignorando se são maiúsculas ou não. Para isso, devemos usar os [ ] e dentro dela especificar os conteúdos desejados.

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { String texto = "cafeBABE";    //queremos encontrar "ab" dentro da variável texto  String regex = "[abcABC]";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  {System.***out***.print(matcher.start() + " ");}  }  } |

Agora imagine que queremos encontrar as letras do alfabeto inteiro, sem importar com se é maiúsculo ou não, basta inserir no meio do intervalo de caracteres um “-“.

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { String texto = "123A456a789b101112B";    //queremos encontrar "ab" dentro da variável texto  String regex = "[a-zA-Z]";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  {System.***out***.print(matcher.start() + " ");}  }  } |

Este mesmo caso vale também para os números, incluindo os números hexadecimais.

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { **int** numeroHex = 0xaff;  String texto = "123A456a789b101112B";    //queremos encontrar "ab" dentro da variável texto  String regex = "[a-zA-Z]";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  {System.***out***.print(matcher.start() + " ");}    System.***out***.println(numeroHex);  }  } |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { //int numeroHex = 0xaff;  String texto = "12 0x 0X 0xFFABC 0x10G 0x1";    //queremos encontrar "ab" dentro da variável texto  String regex = "0[xX][0-9a-fA-F]";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  {System.***out***.print(matcher.start() + " ");}    //System.out.println(numeroHex);  }  } |

Veja que podemos verificar quais são os valores identificado por essas posições.

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { //int numeroHex = 0xaff;  String texto = "12 0x 0X 0xFFABC 0x10G 0x1";    //queremos encontrar "ab" dentro da variável texto  String regex = "0[xX][0-9a-fA-F]";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  { //toda vez que encontrar um valor que esta no  //regex, vai escrever  System.***out***.println("posição " + matcher.start() +  ": " + matcher.group());  }    //System.out.println(numeroHex);  }  } |

# Quantificadores em Regex

Se olharmos novamente o que fizemos na última aplicação, não apresenta exatamente o que queríamos, pois na nossa variável texto 0xF é um valor válido mas na verdade o numero hexadecimal é 0xFFABC e a mesma coisa temos em 0x10G mas isso não representa numero hexadecimal válido, por causa do “G”.

Portanto nesta aula iremos usar outro recurso para pegar exatamente o que queremos em nosso regex. Estamos procurando algo que comece com “0[xX]” e depois “[0-9a-fA-F]” só que isso uma vez, então a expressão 0x da variável texto casou com a primeira parte e logo depois o resto casou com a segunda parte. Isso acontece porque não temos quantificadores.

Os quantificadores é uma forma de dizer que devemos procurar por uma ou mais ocorrências de determinada expressão. Temos basicamente 4 tipos de quantificadores.

## A) “?”

Significa zero ou um.

## B) “\*”

Significa zero ou mais ocorrência.

## C) “+”

Significa uma ou mais ocorrências.

## D) “[]”

Usado se quisermos customizar, por exemplo, [n,m] que significa números de valor mínimo **n** e máximo **m**.

## E) “()”

Usado para agrupar expressão.

## F) “|” (pipe)

Usado para usar a expressão lógica tipo OU.

## G) “$”

Usado para caso quisermos pular linha.

Então por exemplo, se quiséssemos ter uma expressão regular e temos algo como “o(v|c)o“, estamos pedindo para procurar algo que comece com ‘o’ e tenha ‘v’ OU ‘c’ seguido de ‘o’ novamente. Isso então poderá casar com “ovo” ou “oco”. Outro exemplo seria “maca(rr|c)ão” e isso casaria com “macarrão” ou “macacão”.

Nestes casos precisamos usar o agrupamento, pois o agrupamento vai servir para o nosso exemplo que está em nossa variável regex do nosso último código.

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { //int numeroHex = 0xaff;  String texto = "12 0x 0X 0xFFABC 0x10G 0x1";    //queremos encontrar "ab" dentro da variável texto  String regex = "0[xX]([0-9a-fA-F])?";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  { //toda vez que encontrar um valor que esta no  //regex, vai escrever  System.***out***.println("posição " + matcher.start() +  ": " + matcher.group());  }    //System.out.println(numeroHex);  }  } |

Perceba que no caso acima, tivemos um problema, pois queremos que os valores dentro do parênteses poderiam repetir de 0 a 1 e considerou o “0x” como válido. Na verdade esse valor tem que se repetir de uma ou mais vezes. Para corrigir isso, então trocamos ‘?’ por ‘\*’.

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { //int numeroHex = 0xaff;  String texto = "12 0x 0X 0xFFABC 0x10G 0x1";    //queremos encontrar "ab" dentro da variável texto  String regex = "0[xX]([0-9a-fA-F])+";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  { //toda vez que encontrar um valor que esta no  //regex, vai escrever  System.***out***.println("posição " + matcher.start() +  ": " + matcher.group());  }    //System.out.println(numeroHex);  }  } |

Agora retornou, para a posição 9, o que queríamos, mas o que na verdade foi feito foi uma varredura da variável texto começando do ‘0’ até o último caractere definido no regex e quando não encontrou mais, retorna a procurar do ‘0’ seguido de ‘x’ novamente. Perceba que o nosso primeiro está correto mas o segundo, referente a posição 17, não pois a segunda expressão que encontrou, no texto, tem o ‘G’ e podemos identificar isso como uma expressão inteira, ou seja, um numero hexadecimal não válido. Se repararmos aqui temos um delimitador que é um espaço em branco para cada valor.

Para resolver isso, temos que solicitar que para cada expressão, deva seguir com espaço em branco, ou seja, “\\s”.

|  |
| --- |
| .  .  .  String regex = "0[xX]([0-9a-fA-F])+\\s";  .  .  . |

Acabamos de eliminar o errado mas também deixamos para trás o último que estava correto, o “0x1”, justamente porque este último não está seguido de espaço em branco, então para resolver isso, basta dizermos que cada expressão deverá estar seguido de espaço em branco OU fim de linha.

|  |
| --- |
| .  .  .  String regex = "0[xX]([0-9a-fA-F])+([\\s|$)](file:///\\s|$))";  .  .  . |

Desta vez iremos trabalhar um pouco mais de quantificadores e os meta caracteres. Vamos buscar e-mails e data de um determinado texto. Começando com os e-mails:

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { //int numeroHex = 0xaff;  //String texto = "12 0x 0X 0xFFABC 0x10G 0x1";    //queremos encontrar "ab" dentro da variável texto  //String regex = "0[xX]([0-9a-fA-F])+(\\s|$)";    String texto = "fulano@hotmail.com, 102Abc@gmail.com, "  + "\*@!abrao@mail, teste@gmail.br, teste@mail";    /\*o ponto "." é um coringa usado em expressões  \*regulares, portanto devemos sempre usar "\\."  \*no lugar, para dizer que estamos usando um "."  \*texto e não como caractere coringa\*/  String regex = "([a-zA-Z0-9\\.\_-])+@([a-zA-z])+\\.([a-zA-z])+";    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  { //toda vez que encontrar um valor que esta no  //regex, vai escrever  System.***out***.println("posição " + matcher.start() +  ": " + matcher.group());  }    //System.out.println(numeroHex);  }  } |

Mas e se colocássemos [teste@gmail.com.br](mailto:teste@gmail.com.br)?

|  |
| --- |
| String texto = "fulano@hotmail.com, 102Abc@gmail.com, "  + "\*@!abrao@mail, teste@gmail.com.br, teste@mail"; |

Perceba que ele trouxe a mesma coisa, pois em nosso regex colocamos que aceite apenas um “.” após o “@”.

|  |
| --- |
| String regex = "([a-zA-Z0-9\\.\_-])[+@([a-zA-z])+(\\.([a-zA-z])+)](mailto:+@([a-zA-z])+(\\.(%5ba-zA-z%5d)+))+"; |

Mas e se colocássemos o email “[\*@!abrao@mail.com.br](mailto:*@!abrao@mail.com.br)”?

|  |
| --- |
| String texto = "fulano@hotmail.com, 102Abc@gmail.com, "  + "\*@!abrao@mail.br, teste@gmail.com.br, teste@mail"; |

Perceba que ele nos trouxe o e-mail, pois quando montamos uma expressão regular estamos querendo encontrar determinado padrão dentro de um texto. Se quisermos validar um texto podemos usar o seguinte da classe *String* ou *Pattern*.

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { //int numeroHex = 0xaff;  //String texto = "12 0x 0X 0xFFABC 0x10G 0x1";    //queremos encontrar "ab" dentro da variável texto  //String regex = "0[xX]([0-9a-fA-F])+(\\s|$)";    String texto = "fulano@hotmail.com, 102Abc@gmail.com, "  + "\*@!abrao@mail.br, teste@gmail.com.br, teste@mail";    /\*o ponto "." é um coringa usado em expressões  \*regulares, portanto devemos sempre usar "\\."  \*no lugar, para dizer que estamos usando um "."  \*texto e não como caractere coringa\*/  String regex = "([a-zA-Z0-9\\.\_-])+@([a-zA-z])+(\\.([a-zA-z])+)+";    /\*recomendável usar String\*/  System.***out***.println("E-mail valido? "+"\*@!abrao@mail.br".matches(regex));    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  { //toda vez que encontrar um valor que esta no  //regex, vai escrever  System.***out***.println("posição " + matcher.start() +  ": " + matcher.group());  }    //System.out.println(numeroHex);  }  } |

Perceba que retornou falso pois ele vai validar e não buscar a expressão regular dentro do texto, pois perceba que o e-mail não retornou por completo. Mas podemos melhorar isso e ter o mesmo retorno.

|  |
| --- |
| String regex = "([\\w\\.])[+@([a-zA-z])+(\\.([a-zA-z])+)](mailto:+@([a-zA-z])+(\\.(%5ba-zA-z%5d)+))+"; |

Agora vamos buscar datas. Supondo que queremos sempre que nossa regex obedeça o seguinte formato: dd/mm/aaaa.

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { //int numeroHex = 0xaff;  //String texto = "12 0x 0X 0xFFABC 0x10G 0x1";    //queremos encontrar "ab" dentro da variável texto  //String regex = "0[xX]([0-9a-fA-F])+(\\s|$)";    /\*String texto = "fulano@hotmail.com, 102Abc@gmail.com, "  + "\*@!abrao@mail.br, teste@gmail.com.br, teste@mail";\*/    String texto = "05/10/2010 05/05/2015 1/1/01 01/05/95";    /\*o ponto "." é um coringa usado em expressões  \*regulares, portanto devemos sempre usar "\\."  \*no lugar, para dizer que estamos usando um "."  \*texto e não como caractere coringa\*/  //String regex = "([a-zA-Z0-9\\.\_-])+@([a-zA-z])+(\\.([a-zA-z])+)+";  //String regex = "([\\w\\.])+@([a-zA-z])+(\\.([a-zA-z])+)+";    String regex = "\\d\\d/\\d\\d/\\d\\d\\d\\d";    /\*recomendável usar String\*/  System.***out***.println("E-mail valido: "+"\*@!abrao@mail.br".matches(regex));    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  { //toda vez que encontrar um valor que esta no  //regex, vai escrever  System.***out***.println("posição " + matcher.start() +  ": " + matcher.group());  }    //System.out.println(numeroHex);  }  } |

Mas podemos ainda melhorar isso, pois queremos que deve ter exatamente dois dígitos para dia e mês e de 2 a 4 para ano.

|  |
| --- |
| String regex = "\\d{2}/\\d{2}/\\d{2,4}"; |

Perceba que agora ele pegou a última data também.

## H) “^”

Para fechar esse assunto de regex, iremos tratar do caractere de negação em regex, que é “^”, usado para excluir algo que não queremos na nossa regex. Por exemplo, que em nosso texto apareça qualquer coisa que não seja nem ‘a’ nem ‘b’ e nem ‘c’, nossa regex será [^abc]. Esse caractere de negação é muito útil dependendo da lógica que faz.

|  |
| --- |
| **public** **class** RegexTeste  { **public** **static** **void** main(String[] args)  { //int numeroHex = 0xaff;  //String texto = "12 0x 0X 0xFFABC 0x10G 0x1";    //queremos encontrar "ab" dentro da variável texto  //String regex = "0[xX]([0-9a-fA-F])+(\\s|$)";    /\*String texto = "fulano@hotmail.com, 102Abc@gmail.com, "  + "\*@!abrao@mail.br, teste@gmail.com.br, teste@mail";\*/    //String texto = "05/10/2010 05/05/2015 1/1/01 01/05/95";    /\*o ponto "." é um coringa usado em expressões  \*regulares, portanto devemos sempre usar "\\."  \*no lugar, para dizer que estamos usando um "."  \*texto e não como caractere coringa\*/  //String regex = "([a-zA-Z0-9\\.\_-])+@([a-zA-z])+(\\.([a-zA-z])+)+";  //String regex = "([\\w\\.])+@([a-zA-z])+(\\.([a-zA-z])+)+";    String texto = "projeto1.bkp, proj1.java, proj1.class, "  + "proj1final.java, proj2.bkp, proj3.java";    //queremos pegar tudo que comece com proj, mas...  String regex = "proj([^,])\*";    /\*recomendável usar String\*/  System.***out***.println("E-mail valido: "+"\*@!abrao@mail.br".matches(regex));    Pattern pattern = Pattern.*compile*(regex);  Matcher matcher = pattern.matcher(texto);    System.***out***.println("texto: " + texto);  System.***out***.println("indice: 0123456789");  System.***out***.println("expressao: " + matcher.pattern());  System.***out***.println("posições encontradas");    //enquanto o matcher encontra padrão desse texto  **while**(matcher.find())  { //toda vez que encontrar um valor que esta no  //regex, vai escrever  System.***out***.println("posição " + matcher.start() +  ": " + matcher.group());  }    //System.out.println(numeroHex);  }  }  **RESULTADO:**  E-mail valido: false  texto: projeto1.bkp, proj1.java, proj1.class, proj1final.java, proj2.bkp, proj3.java  indice: 0123456789  expressao: proj([^,])\*  posições encontradas  posição 0: projeto1.bkp  posição 14: proj1.java  posição 26: proj1.class  posição 39: proj1final.java  posição 56: proj2.bkp  posição 67: proj3.java |

# Tokens e delimitadores com String e Scanner

Vamos tratar desses dois recursos nesta aula e para isso criemos uma classe com método estático main e declarar um objeto *String* com vários nomes nele.

|  |
| --- |
| String nomes = "Willian, Paulo, Joana, Camila, Anna, John, Matheus"; |

Precisamos agora é separar cada um desses nomes e guarda-los em variáveis para trabalharmos individualmente com cada um deles. Os nomes são os tokens e o delimitador que iremos usar é a vírgula. Temos três formas mas iremos abordar apenas duas de trabalharmos com delimitadores e tokens, que será através de String e Scanner.

## A) Tratamento de token e delimitadores por String

|  |
| --- |
| **public** **class** TokenTest  { **public** **static** **void** main(String[] args)  { String nomes = "Willian, Paulo, Joana, Camila, Anna, John, Matheus";    //pelo método String, passando um regex ou apenas String  String[] tokens = nomes.split(",");    //iteração com array de String  **for**(String nome:tokens) {System.***out***.print(nome);}  }  } |
| **Resultado:**  Willian Paulo Joana Camila Anna John Matheus |

## B) Tratamento de token e delimitadores por Scanner

O construtor do scanner não aceite parâmetros vazios, mas vem sobrecarregado de várias opções, pois pode receber um arquivo, stream e também String. Quando se trabalha com *Scanner*, temos a opção de pegar o token e fazer uma conversão automaticamente. Por padrão essa classe utiliza o espaço. Caso queiramos trocar o delimitador temos que chamar a variável objeto do tipo Scanner e usar o método *userDelimiter()*. Mas o jeito mais simples de se trabalhar é transformando tudo para *String*. Diferentemente da classe String precisamos trabalhar com *while*.

|  |
| --- |
| **public** **class** ScannerTest  { **public** **static** **void** main(String[] args)  { Scanner scan = **new** Scanner("1 true 100 oi");  //verifica dentro desse ojeto scan através  //do delimitador " " se existe uma próxima  //posição. Então primeiro verifica se existe,  //para depois pegarmos. O método next() irá  //devolver o valor e em seguida irá mudar o  //índice automaticamente. E quando chegar no  //final, quando hasNext() irá finalizar o looping  **while**(scan.hasNext()) {System.***out***.println(scan.next());}  }  } |
| 1  true  100  Oi |

Vamos agora criar um novo Scanner e transformar o antigo em tipos primitivos.

|  |
| --- |
| **public** **class** ScannerTest  { **public** **static** **void** main(String[] args)  { Scanner scan = **new** Scanner("1 true 100 oi");  **while**(scan.hasNext()) {System.***out***.print(scan.next()+" ");}  System.***out***.println("\n");  Scanner scan2 = **new** Scanner("1 true 100 oi");  **while**(scan2.hasNext())  { **if**(scan2.hasNextInt())  { **int** i = Integer.*parseInt*(scan2.next());  System.***out***.print(i + " ");  }    **else** **if**(scan2.hasNextBoolean())  { **boolean** bol = Boolean.*parseBoolean*(scan2.next());  System.***out***.print(bol + " ");  }    **else** {System.***out***.print(scan2.next() + " ");}  }  }  } |
| **Resultado**  1 true 100 oi  1 true 100 oi |

# Resources Bundles

Imagine o seguinte problema, que estamos criando um sistema de tudo isso que fizemos até agora e temos a seguinte tarefa: traduzir todas as saídas do sistema para um cliente de outro idioma. Precisamos primeiramente criar e preparar um arquivo do tipo *Resource bundle*. O java irá procurar este arquivo dentro do pacote *class path* dentro do nosso pacote padrão. Podemos cria-lo de duas formas, uma usando a IDE e outra usando um arquivo tipo *file* criado do zero, com algumas regras.

**Figura – Criação de um arquivo de internacionalização. NomeArquivo\_idioma\_PAISORIGEM.properties**

|  |
| --- |
| #CHAVE = VALOR  hello = hello  good.morning = Good morning |
| **public** **class** ResourceBundleTest  { **public** **static** **void** main(String[] args)  { //instanciando um ResourceBundle, com apenas o nome do arquivo  //e um objeto do tipo Locale, para pegar a localização do  //idioma que queremos traduzir  //System.out.println(Locale.getDefault());  ResourceBundle rb = ResourceBundle.*getBundle*(  "messages", **new** Locale("en", "US"));  System.***out***.println(rb.getString("hello"));  System.***out***.println(rb.getString("good.morning"));  }  } |
| **Resultado:**  hello  Good morning |

Se tentarmos passar um valor que não existe no arquivo, teremos um erro em tempo de execução. Para termos para outros idiomas basta criarmos o mesmo arquivo properties com outro idioma e país, seguindo aquela norma usada para definição do *Locale*. Supondo que queremos usar agora um properties que não seja para uma língua específica e que palavras são muito próximas para qualquer outra língua com mesma escrita, podemos usar o recurso de herança.

**Figura – Criação de arquivo properties genérica.**

|  |
| --- |
| #arquivo genérico  show = show |
| **public** **class** ResourceBundleTest  { **public** **static** **void** main(String[] args)  { //instanciando um ResourceBundle, com apenas o nome do arquivo  //e um objeto do tipo Locale, para pegar a localização do  //idioma que queremos traduzir  //System.out.println(Locale.getDefault());  ResourceBundle rb = ResourceBundle.*getBundle*(  "messages", **new** Locale("en", "US"));  System.***out***.println(rb.getString("hello"));  System.***out***.println(rb.getString("good.morning"));  System.***out***.println(rb.getString("show"));  }  } |
| **Resultado:**  hello  Good morning  show |

Mas se replicarmos essa mesma palavra no arquivo genérico mas com outro significado no arquivo específico?

|  |
| --- |
| #CHAVE = VALOR  hello = hello  good.morning = Good morning  show = concert |
| **Resultado:**  hello  Good morning  Concert |

# File Classes

A partir de agora iremos tratar de um assunto I/O, ou seja, entradas e saídas e as classes que mais iremos utilizar são:

## A) File

É a classe mais básica para criar arquivos.

|  |
| --- |
| **public** **class** FileTest  { **public** **static** **void** main(String[] args)  { //Criando um novo arquivo  //se for criado com apenas o nome, o  //mesmo será criado dentro do projeto.  File file = **new** File("arquivo.txt");  //método que retorna booleano indicando  //se o arquivo foi gerado.  **try**  { **if**(file.createNewFile())  {System.***out***.println("Arquivo criado com sucesso");}  }  **catch** (IOException e) {System.***out***.println(e.getMessage());}  }  } |
| **Resultado:**  Arquivo criado com sucesso |

Se tentarmos rodar novamente, ocorrerá uma exceção pois o arquivo já existe.

|  |
| --- |
| **public** **class** FileTest  { **public** **static** **void** main(String[] args)  { //Criando um novo arquivo  //se for criado com apenas o nome, o  //mesmo será criado dentro do projeto.  File file = **new** File("arquivo.txt");  //método que retorna booleano indicando  //se o arquivo foi gerado.  **try**  { **boolean** criado = file.createNewFile();  **if**(criado) {System.***out***.println("Arquivo criado com sucesso: " + criado);}    **else** {System.***out***.println("Arquivo já existe " + criado);}  }  **catch** (IOException e)  {System.***out***.println("Arquivo já existe - " + e.getMessage());}  }  } |
| **Resultado:**  Arquivo já existe false. |

Os métodos interessantes a saber são:

|  |
| --- |
| **public** **class** FileTest  { **public** **static** **void** main(String[] args)  { //Criando um novo arquivo  //se for criado com apenas o nome, o  //mesmo será criado dentro do projeto.  File file = **new** File("arquivo.txt");  //método que retorna booleano indicando  //se o arquivo foi gerado.  **try**  { **boolean** criado = file.createNewFile();  **if**(criado)  {System.***out***.println("Arquivo criado com sucesso: " + criado);}    **else** {System.***out***.println("Arquivo já existe " + criado);}    //se o arquivo ja existe  **if**(file.exists())  { **if**(file.delete())  {System.***out***.println("Arquivo já existe e será deletado");}  }  }  **catch** (IOException e)  { System.***out***.println("Arquivo já existe - " +  e.getMessage());  }  }  } |
| **Resultado:**  Arquivo já existe false  Arquivo já existe e será deletado |

Agora faremos um processo que acontece na vida real.

|  |
| --- |
| **public** **class** FileTest  { **public** **static** **void** main(String[] args)  { //Criando um novo arquivo  //se for criado com apenas o nome, o  //mesmo será criado dentro do projeto.  File file = **new** File("files\\arquivo.txt");  //método que retorna booleano indicando  //se o arquivo foi gerado.  **try**  { **if**(!file.exists())  { **if**(file.createNewFile())  { System.***out***.println("Arquivo criado com "  + "sucesso em " + file.getPath());  }  }    **else**  { **if**(file.delete())  { System.***out***.println("Arquivo ja "  + "existe e foi deletado");  }  }  }  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  } |
| **Resultado:** |

Se quisermos saber qual o path absoluto do arquivo.

|  |
| --- |
| **public** **class** FileTest  { **public** **static** **void** main(String[] args)  { //Criando um novo arquivo  //se for criado com apenas o nome, o  //mesmo será criado dentro do projeto.  File file = **new** File("files\\arquivo.txt");  //método que retorna booleano indicando  //se o arquivo foi gerado.  **try**  { **if**(!file.exists())  { **if**(file.createNewFile())  { System.***out***.println("Arquivo criado com "  + "sucesso em " + file.getPath());  }  }    **else**  { System.***out***.println(file.getAbsolutePath());  **if**(file.delete())  { System.***out***.println("Arquivo ja "  + "existe e foi deletado");  }  }  }  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  } |
| **Resultado:**  F:\Users\eduardowmu\Desktop\meusdoc\estudo\FATEC\7 - OUTROS SEMESTRES\YOUTUBE\Maratona java\Repositorio\JavaKnowledges\MaratonaJava\files\arquivo.txt  Arquivo ja existe e foi deletado |

Para finalizar, em termos de log ou registros de modificação de arquivo.

|  |
| --- |
| **public** **class** FileTest  { **public** **static** **void** main(String[] args)  { //Criando um novo arquivo  //se for criado com apenas o nome, o  //mesmo será criado dentro do projeto.  File file = **new** File("files\\arquivo.txt");  //método que retorna booleano indicando  //se o arquivo foi gerado.  **try**  { **if**(!file.exists())  { **if**(file.createNewFile())  { System.***out***.println("Arquivo criado com "  + "sucesso em " + file.getPath() +  " na data: " + **new** Date(file.lastModified()));  }  }    **else**  { System.***out***.println(file.getAbsolutePath());  **if**(file.delete())  {System.***out***.println("Arquivo ja " + "existe e foi deletado");}  }  }  **catch** (IOException e) {System.***out***.println(e.getMessage());}  }  } |
| **Resultado:**  Arquivo criado com sucesso em files\arquivo.txt na data: Sat Jan 16 00:23:48 GMT-03:00 2021 |

## B) FileReader

É uma classe em que podemos criar arquivos e ler o conteúdo do arquivo que desejar. Serve para ler respectivamente caracteres em um arquivo. Pegaremos o exemplo aplicado no item D, para ler o arquivo criado.

|  |
| --- |
| **public** **class** FileWritterReaderTeste  { **public** **static** **void** main(String[] args)  { //criando um arquivo  File file = **new** File("files\\arquivo.txt");  **if**(file.exists())  { **try**  { FileWriter fw = **new** FileWriter(file, **true**);  fw.write("Escrevendo uma mensagem no arquivo"  + "\nEscrevendo mais mensagem.");  fw.flush();  //fecha o arquivo.  fw.close();    //leitura do arquivo  FileReader fr = **new** FileReader(file);  **char**[] text = **new** **char**[500];  **int** size = fr.read(text);  **for**(**char** c:text) {System.***out***.print(c);}  fr.close();  }  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  **else**  { **try** {file.createNewFile();}  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  }  } |
| **Resultado:**  Escrevendo uma mensagem no arquivoEscrevendo uma mensagem no arquivo  Escrevendo mais mensagem.Escrevendo uma mensagem no arquivo  Escrevendo mais mensagem.\_ |

## C) BufferedReader

É uma classe em que temos uma otimização em cima da *FileReader*, pois esta não é tão otimizada para abertura de grandes arquivos. Já o *BufferedReader* já trabalha criando um buffer de memória e que agiliza bastante o processo de leitura, pois ao invés de fazer a leitura, caractere por caractere, o faz linha por linha.

Otimizando o mesmo código feito em *BufferedWriter*:

|  |
| --- |
| **public** **class** BufferedWRTeste  { **public** **static** **void** main(String[] args)  { //criando um arquivo  File file = **new** File("files\\arquivo.txt");  **if**(file.exists())  { **try**  { FileWriter fw = **new** FileWriter(file, **true**);  BufferedWriter bw = **new** BufferedWriter(fw);    bw.write("Escrevendo uma mensagem no arquivo"  + "\nEscrevendo mais mensagem.");  /\*este método irá se encarregar de encontrar o  \*caractere especial que vai pular linha baseado  \*no sistema operacional.\*/  bw.newLine();  bw.write("Pulando uma linha");  bw.flush();  //fecha o arquivo.  bw.close();    //leitura do arquivo  FileReader fr = **new** FileReader(file);    //Buffered Reader muda um pouco as coisas  BufferedReader br = **new** BufferedReader(fr);  //este método, ao invés de ler caractere por  //caractere, este faz leitura linha a linha  br.readLine();    String str = **null**;  //enquanto não houver linha nula...  **while**((str = br.readLine()) != **null**)  {System.***out***.println(str);}  /\*Não há necessidade de fechar os files mais  \*internos, quando temos os mais externos fechando  \*, pois estes já se encarregam de fechar os mais  \*internos ao mesmo tempo, se houver.\*/  br.close();  }  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  **else**  { **try** {file.createNewFile();}  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  }  } |
| **Resultado:**  Escrevendo mais mensagem.Escrevendo uma mensagem no arquivo  Escrevendo mais mensagem.Escrevendo uma mensagem no arquivo  Escrevendo mais mensagem.Escrevendo uma mensagem no arquivo  Escrevendo mais mensagem.  Pulando uma linhaEscrevendo uma mensagem no arquivo  Escrevendo mais mensagem.  Pulando uma linha |

## D) FileWritter

É o mesmo que *FileReader* só que para escrita e não para leitura. Classe que serve para escrever caracteres em um arquivo.

|  |
| --- |
| **public** **class** FileWritterReaderTeste  { **public** **static** **void** main(String[] args)  { //criando um arquivo  File file = **new** File("files\\arquivo.txt");  **if**(file.exists())  { **try**  { FileWriter fw = **new** FileWriter(file);  fw.write("Escrevendo uma mensagem no arquivo");  fw.flush();  //fecha o arquivo.  fw.close();  }  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  **else**  { **try** {file.createNewFile();}  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  }  } |
|  |

Existe também um construtor uma opção booleana de fazer um append toda vez que quisermos inserir algo a mais do que já existe, ao invés de sobreescrever.

|  |
| --- |
| **public** **class** FileWritterReaderTeste  { **public** **static** **void** main(String[] args)  { //criando um arquivo  File file = **new** File("files\\arquivo.txt");  **if**(file.exists())  { **try**  { FileWriter fw = **new** FileWriter(file, **true**);  fw.write("Escrevendo uma mensagem no arquivo"  + "\nEscrevendo mais mensagem.");  fw.flush();  //fecha o arquivo.  fw.close();  }  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  **else**  { **try** {file.createNewFile();}  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  }  } |
|  |

## E) BufferedWritter

É o análogo de *BufferedReader* só que para escrita. Pegando o mesmo código usado em FileWriter para escrever, e o mesmo arquivo criado.

|  |
| --- |
| **public** **class** BufferedWRTeste  { **public** **static** **void** main(String[] args)  { //criando um arquivo  File file = **new** File("files\\arquivo.txt");  **if**(file.exists())  { **try**  { FileWriter fw = **new** FileWriter(file, **true**);  BufferedWriter br = **new** BufferedWriter(fw);    br.write("Escrevendo uma mensagem no arquivo"  + "\nEscrevendo mais mensagem.");  /\*este método irá se encarregar de encontrar o  \*caractere especial que vai pular linha baseado  \*no sistema operacional.\*/  br.newLine();  br.write("Pulando uma linha");  br.flush();  //fecha o arquivo.  br.close();    //leitura do arquivo  FileReader fr = **new** FileReader(file);  **char**[] text = **new** **char**[500];  **int** size = fr.read(text);  **for**(**char** c:text) {System.***out***.print(c);}  fr.close();  }  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  **else**  { **try** {file.createNewFile();}  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  }  } |
| **Resultado:**  Escrevendo uma mensagem no arquivoEscrevendo uma mensagem no arquivo  Escrevendo mais mensagem.Escrevendo uma mensagem no arquivo  Escrevendo mais mensagem.Escrevendo uma mensagem no arquivo  Escrevendo mais mensagem.Escrevendo uma mensagem no arquivo  Escrevendo mais mensagem.  Pulando uma linha\_ |

Podemos ainda fazer melhor, usando o *try with resources*, escrevendo menos e aumentando muito a performance.

|  |
| --- |
| **public** **class** BufferedWRTeste  { **public** **static** **void** main(String[] args)  { // criando um arquivo  File file = **new** File("files\\arquivo.txt");  **if** (file.exists())  { **try** (BufferedWriter bw = **new** BufferedWriter(**new** FileWriter(file));  BufferedReader br = **new** BufferedReader(**new** FileReader(file));)  { bw.write("Escrevendo uma mensagem no arquivo" +  "\nEscrevendo mais mensagem.");  /\*  \* este método irá se encarregar de encontrar o caractere especial que vai pular  \* linha baseado no sistema operacional.  \*/  bw.newLine();  bw.write("Pulando uma linha");  bw.flush();  String str;  // enquanto não houver linha nula...  **while** ((str = br.readLine()) != **null**) {  System.***out***.println(str);  }  }  **catch** (IOException e) {System.***out***.println(e.getMessage());}  /\*  \* try { FileWriter fw = new FileWriter(file, true); BufferedWriter bw = new  \* BufferedWriter(fw);  \*  \* bw.write("Escrevendo uma mensagem no arquivo" +  \* "\nEscrevendo mais mensagem."); este método irá se encarregar de encontrar o  \* caractere especial que vai pular linha baseado no sistema operacional.  \* bw.newLine(); bw.write("Pulando uma linha"); bw.flush(); //fecha o arquivo.  \* bw.close();  \*  \* //leitura do arquivo FileReader fr = new FileReader(file);  \*  \* //Buffered Reader muda um pouco as coisas BufferedReader br = new  \* BufferedReader(fr); //este método, ao invés de ler caractere por //caractere,  \* este faz leitura linha a linha br.readLine();  \*  \* String str = null; //enquanto não houver linha nula... while((str =  \* br.readLine()) != null) {System.out.println(str);} Não há necessidade de  \* fechar os files mais internos, quando temos os mais externos fechando , pois  \* estes já se encarregam de fechar os mais internos ao mesmo tempo, se houver.  \* br.close(); } catch (IOException e) {System.out.println(e.getMessage());}  \*/  }  **else**  { **try** {file.createNewFile();}  **catch** (IOException e) {System.***out***.println(e.getMessage());}  }  }  } |
| **Resultado:**  Escrevendo uma mensagem no arquivo  Escrevendo mais mensagem.  Pulando uma linha |

# Classe File para diretórios

Até agora só trabalhamos com arquivos, mas também podemos trabalhar com diretórios na classe File.

|  |
| --- |
| **public** **class** SourceFileTeste  { **public** **static** **void** main(String[] args)  { File file = **new** File("folder");  //para quem estiver acostumado com linux  **boolean** mkdir = file.mkdir();  System.***out***.println("Diretório criado " + mkdir);  }  } |
|  |

Caso um diretório já existir, o mesmo não será criado. Então se executarmos novamente essa tarefa, veremos que nossa booleana retornará *false*.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVAAAABQCAIAAADA/bo6AAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsMB2mqY3AAAGP9JREFUeF7tXQtUldeV/u/lcS8IXMA3IJenUSRqMHUyWCVqMhWTWkwmTtNOi3FWccZkBUjHSdvYpEmTTFw2I2QlXUpmjKSdZJatE2p8pEnUpfGRNBVfFB15g6KiAveiF+Rx7+xz/vf9z/+4CBZ+zr/uwnvPv88+e39777P3Of9DS1Orh6EHRYAiMDYQsPgF/PjoUFB8XFjQ2FCfajkmEDhXc2lM6Kmi5Mz0eOGMLOAh2tlQv9U9MJYBorqbCYGLl66COj5bmJmUCkgXy+1uoE+Inwx/xYBno52GekBQUuIRjkDr5TafzT7Chbw74llu98RNncQFPI32uwM6HeVuInD56jVfKI12EXJLbw8N+LvpgXSsu4rA1bbrNOCliIsBnzg1jBbzd9UZ6WDDjEDbtRtMqG2YBxl97LkM7xfw58/ujoyMZXzMgM/q9VoHfBYv+mIRftpCw5yJCWF2Wi+NaJO3nP7QohDQZ2GmTM8NsUePaNHvWLjrNzpowCtRJAd89eldUzMfibb0Qaj7fIyX/TDob9v12+NjbR5P97UrbcmJCVGR4XdsGspguBCo+6osOetJP+7Xaj/t6b45NeM7oaaO+RvtHUyILMNXt9zc/IcGHzi0ymELtvxs1fT48WauCzQC/tHxIdYBT/etr/98u6bGGhNjf3CxJcrR3OqOmxoJke92dXlcN6enipf4hsttKd/BIlD75bvpf/sjv97ulkOerhsejyd+1qMmjvmOzk5fsCx0n9x0coLrTyiDqRw+q7Uz5v7fPJc1WLxHQT+dgHd9+nlQc1NEmM3T09sd6Qhb+ZgQ8L19/c31LVmZqQotm77Yvr+ea43NWpl3r8MIENDrZLQ/MbHRCLc7pXF1917t9LS5u6Psoc5JEY4w7Vl/COUcQlbMhePvTscB/+cLrU1tnbnfSA+3hdy6fNQ70Ofpau+6dTPt/h+qICU1IhOT9fiK2YasiLkNhQqu07s+akg26jwEJVxuty8Y3UUmHHmvfJnkOf7Cxp+oOcfGn22qtc2vePEBEkHzh09krD+Izyx+58vf5SfcqYv59f/i1Qlvpp6seHKaUb6v/Xw9S/rCLzcJfYiNUo5WbfY9NTWhYfY+izUkzN5//ZqvB13BZ4/+vr7gILUb8iDO1+SvXpOXxVQeOu0yqsKIoOvt9+4/e/FEfdv4SFtOxtSZ06Jb2z1nmm6MCOECFMILKzIGMprvbMPVbz9wT5gtGL6HT82OSMiZNHNlf2+vJj/OiPmrl8ZU7iw/3BTg4IMgh5mi4izrLo45K1YbTBXkgSwWi9XCSD/egV5oBOq5scHED5wCGr9e6OfF8n+ckFFfdLP1Bv5sZo4elXEmdJEPbYQAJDNCJtCAtL/GBwQ52whf2BY4pcqKiJZQ9YROm9bp6XH1e+GvNTLKYhdvV+rp7o6I0Ll7yTH7vpT2huZRFfEfn2ic6LB/a860KdHhsHIJDw2e7YyNjQhtaHMPwoX/ul1AfjDl7d6BcHtocJAVhb7kA2eNHc6FK+fF1Dc2G6MeIVRWCG754e3vDQ1BKer5jZ88/fOd+c+9/3jBlm99/01BYDgLNIp+LR/++OmZH996cSF/JnH194TvCupBNyAxAuksiA0R/ssN6+HDhjp7qHEKJpqnb4BL3RGLvuna+8nAjfagKVPCFi6UEt/q6kqYgm7WM3agMo9JYerrYxavzklEBduJDtwzZcmahYk8D76dUEOKXVIRB7ZuXJLccADxASazOysqKtuBEd/XdXbXTtwgH0JT3NNNN/oGBualTKy76j5c3Zo2xdHp6b3S6fnR0pnHLlxNnhSlq2zz4W0H2fVMytL8RdEgQ+dcXsHmQ+WnovNWzHHJaJyIWFR8XowwBhmlAPSCfVZPT9/xcxdnJk6AUD9wsulWT2+bq+uflqFlKpw1ejiSkmN3NjXnJIKl/A2BpFeDWo4GaCpzA0aGA8OtBD/aVomgg5/8Eo+AA7Z+VkxlZZ3E4jJtrFaLD+dz4fAN9IbYkcNvfH4ZUfHgkGBfD2R4+ZWNloO79xc9+3sLoRhu2f7d2evYMn/dx56Xvgn/Hn455lfpb2UWP1sCPxa/df5/fgCQNX/w9zOK90vICB0ZnOFRVcKIZ4s+6ng9W8VIv3j9zXXr1rFBLg11aIRTapYll/R9/UHXWrvON7nqXJbrC3I7Hv3e9flLW26HwgIeGLVe7rpypcsaEhGll+FdZ07WxyYncqu/9o7oxflsrH50ImYJqvnzV87rOMBXcUx75SkmBzcylQe50o4THLrAig53WcKcOsPWDDz9ktT6A9sOMcAczqZ2VJ5Cuaj5VGX0UtSyWjKh6Dn4+UvtM+KiYen+wZGalMlRC2ZMgWIeWlB4GEuIiYuwkKuXptSfPOty3Ds3tb6RK4abG+tS5s4BMOQ0wFsEJIdp4Lc/iCih0GpIetygXlDS93nBh/sjw2wg/gMZ8UvuS3piUSZ32QUu0AV8KA2hJZJCU2Q13g38cHAuBNAYvI5YhCdB0fQq3tKZJLO4XBcIeKuVkX5Qhg9GmeyNLYde2vzH5//9D4Uv7Sh4/v0fFL77Lz/dDu1wFmj8esFPZul0p5wVpjn8yux1Gbs911yea1W/PvftFR9cQsNZmM+La5ehxt1FB5/dcgwoj24pnvUJanF5Xl6k0REinj37vyuqMNvdzFu/bVbKI7S88gaKeane8BMaNbqoBPyAdWJc5AynY3qiI32aI9XpSE6IcsZHJcahFAe79KFB3Q47qhpUHKa98qNt5du3VVTGLF6BXBwfsclO/NXV2cGkOtms7pgzN6W9k6v5Y7NyMLGsEZOhLhzP8gN1sAHLMuToE5PAUTjm6HuHCxg6omPq9+/ipgajfu3u6ZsQFVZ3xQ3h/Y20Sc3Xb/YPeJMnR/V71fd2/XhDGt8OuvPbliAPVww3NXXOm81q7UcD2sVyp9AiiGVIRMnV2NCeOtfw/hkIPc4emj0r8VTdFajfv6y+dOBk4+8OV8F3V9PRIO9to7hgtKPBNkpDaIvkp6nUDZQ4EKXR8JY5eF4QLC7vjtfwsg+sz0NwSb/2yfmFTy1c/88PbShc/ur6lb/asOrlf30M2uEsXsP7d2T2X2hRNFovNlQzRX+3CBMnPlX07Od1Tei7hXm4ZG0OalyU+wzzl6aLFmvyPYvfWrbqNy0cZ9WOKKAw28+LM8MnOsInPlpysKZJKY+0RYmZNr1qhhcYDXTUDFw67uvGxTF/eG7e1FzAC/s9kM8HcbhcncpeUMmzydMvA6jwR7s+a3KYgxB+XxhefY6PsLu7e2MjbGiy9/r2n70EiSIhdtyJumv3JsTqawLF5wEGy/l4FkfunJ3VASUJFDsdSUloOiPQ6DMeHAXatPP5bMFBHTe7vV7v/JnxD85NenzhLGh0Nx+1+zwd9YcMcUZRHePgZm7DhtDWdJhxUK7hGZ83NASV9DGOsNjo8Akx4ybGRkyaEDl5omPSeJTJ0Fmf13/1m7gk76GSz44oFsUoH+MIxwcKJD4DWrgVNIIWfU98amdXTwnzzPiosJeAj3ZHdLb4466edvbzWo7Gun7D889Ji3kYDn5Co0YXnYAf6KzvbzkcYnF7ayqY3puCc3i9A2E22TUPQ37DEkHuZeqa2CB0nT5Vz2d7pr2hCed6nDS4EkDSha/kAxlqdl5eVmwHX0Lo9pweF3P+UkfqFMeDs+JO1F/7/sL0rOQJsJ6/P2XiOHuIavfmRm7lgnI1SoRYBY7c4UxmGk+daYzhMrOSBgBpP3EGA4IWQRooobV0nXEc2E274OCg5Kmxe7660N122n3mv25VvXf1660wSEr26u6Ohmvndvt82st5dnGB525sO5kAGiKR0BAx1D4r0Kl6i44xlbv0MHcDFDu2bP/pa+8SP7Dmt4UGKfa3nfk/Ln57uf2lI/zWd8t7v4XvzpQMZvOnbGPLeyVvFS+Dch3iGwU+Ryn97lz98dl3Hj7X0KTTEbMteR8Su86m/Qv/VixEO1TyQm0PjXBKrbvOpl1/y5FxUydZbRZmILL38nEm8WEWZntYuMfT43Cox4CWOdCu7y6o+RENulDPVwGxMZ2QkFGgwCacvDRgu+wsr8R88aaOzgHF5AG0o8MwkJGMXkPOTIhpud519PzlhTOnsps3j2Q53d19Z1vaZ5EzPHu9GrTIQWMkzs06tbNi+wkmNjVFKAggJJidsKHA7XkSaJwLl6SWH9gGoR6TNS+FacBiE1Fy3Ltiaed2DgfZficJDpzh0YkHZkwb8HpvnH5/Ysp8e9QkljY0xDpt7vLL57+4cvr3kzPzrPKr1miLBPbPOBut4W+mUBrCqSoSEQ1BThIOzpT9B/lNO55QzVt07G9FC1nZkvPlNQs2ffAV7OXhnuIaDROhPxCtJYWLYV7wZ53zhvv8PY/N4O9MfGjLX3ZBSn/wtfNb+MaH3z6/exHKnqgzu30gfj/yk6hlmzHP4j2eJCuTpNmRZXtP9NO4R9Fn7td1fB1CfeObJUAr7OGhsZVaYH7kG292//HIgoey4U677tP/GTEFAeTt9926HsJkrGZvvHG73B3Xb8xITw7CmpnsaGxz17W54TqWLSQI7BcSZJ3tHB88CjX96uB79y7IF6xz5U9b49PuGecQ1yZQ219trPG4u+Lv+26QbZyp7OjrR3to8uOGu/s2bGP6mGc277/Uepk9mRAf93bxEvgSbguKjhg1j4esf66QlX/Tf5QKWhIbpRioBnz2kgdiIeC/fkekDo3wZfyw5XJX3BS4tdZ3+dJlKxM0PSXOVF5iLmWOH9hus0cIOtn6OoJ7XajixMeM+X/T8n8XBny2aVlPKNL7qAfCwkDAy24Mg/3Xf/jFnuaLrWq6ORPi//vFXJjlR73y6gqoBjzbxW7lNnLhableH6GAz5o7M27yeBMDNKpVu90jbruAIj7vQP/tW6xGjcfL7RHRtogpCfd9h91yMtkRZPXCnprJlLpzdcgB73a7wsLwnhy+VAs1vd9VKR9e8/h8Fqh7Q/DOJz1GFwLnPisdnzRvUjq6WcSUR3AQOOkgbjQwJRiiUuSAN7nSVL0xgEAopCEa8ApD04AfA74/JlW0haKLYmNSdS2lacBTlzAnAmF2uoAnWJYGvDndnWpF/zMVog+IAU9dhCJAETA9ArTsMb2JqYIUAREBGvDUGygCYwgBGvBjyNhUVYoADXjqAxSBMYTAXyPga0sXWBaU1g4HyvvWGucMtNyxdt9wyCLyFEeCAZHmIgKqAsv6YDmHFDKWvcAyENwMYIW4DxJUXpJBO8kgOnJYEyVG7LhDZgDo40cvtdiQ2soA4CokBMczHvBD5xNphUd9RwvTjOsxdEMLY4IdlzN74WExOGoyLgxzxDNMdkkNOxjW3AACuVtZ8r0FfF9jkBnHqmBvYFYwbK/a0lerCgqqXr2jOd0ARBKBJFoH1hHzQFgDzooDBXt69QbOcL5yZo/oJ7l5BWUV/m7DWbmmhCnKvyPtDWOtS+jveDoBv2/tCJmrdBXzIwBbaaaYmupj2RnpbKe0wsLcQPlTelUEavfsYFatX7+K2bFnWKq4uwV9bWl+UeZe31bBN+R+kru+pEoR8bxDbSg4NkK1Vw94XA5U5LF5BX4sL2OOFaXzpZpY6bBxhabYtWuh+oGfeLrdx5VC8Fug5ScPYT7GX0q50lpaX0pqbd2hGWGABaUXeG+AeT6vArioRT1M0McUs7CkfOP7SROmTGxeWRjQHwtlg8JHSXlYwYbs2f5k0t8GsNILF/lCBzEXIeSl1lwM4Xh/JC3tEWnEy1xC5ga8nygSixQigrepe4iko5pBFS5HQAX0OFaQp8wEAnvQUL+KkcaF1FMkqPJC4khgYZD1UqCtG18aNt7HNLV64MNXLWyJW4LejAsVn+wQa0tpnQmlEC4aUEXEVw+4OmJ/SL7i7yxTgRU+LbT5DyklEyoTiRiSoVkeWHCxhuGGUqrC6cXqKYwqyocZCQooh5YqK5LyaJElFIyARVWqpuzlX9L7Vfgc8tBPZiltMwkW9esm7SUfV0LoP5RkuSF6CuAhFLb8N5kfyLDlzUUAXBBJibBUCx0zcdj4DUpwOYVyoiJacSDxNhFDicT+cUGUR+G90l5EZbXjS9pFDH7W8QgZft+momPg7uvVy9zaC1Vstodjedmx6hrMNRvmdZ59dkk5rgwgkQrt6HvVBf8qjx9Iepab06CmUBzKoaGF55FWuMF/JQaFVzZTtpyY6NFqD2K7ajmebhFnfkZHjHi1yNMlryzOAxukGxIq4AhreLFElHIm9zKgfnpGdtly8rrLIE+/QfzAF9eq+yqqeKdQNxCX3xFPlOOLNgnLXN4lZNgSG+UCKRFmUyDrfBrJTNWgJJcj8iG6ACz4hd2U3LxMWeXOBUU6LAXEHRfBVUgOpuq9kmgiKBtIfPGbR6zjEQIebxeVM/kaBbG8ACC7sF7tqHZe3E7jMrCCUJLRtIZmS6V8phzUUadLKywvyVZuvwxWerafQQn9BjHYS06GZy11axnkyUtCAB+tVWH/De3EsTO6loFQsuBTgSUdEgcBWRSIxJnMKOb6HmKUkxYdzFf6fgERL5nTxOpy6EJiqJVVW8NjP/LBMpiUPNKmZzJld7YJqw61sJ2GpnYFmXJoaDnGgQ5OyU/5gBMb6ip72/tK+V1UNAzav8OcuV0YxIjN9pBA+Xl+XwUhn2C3kEExOHAM9lIhA2vB7OhfPhnkiRJmRRmbUUjg49X4pk07MrlCRsNAiI9QyrBrLCHi+V0s2dqY2Cg3uhJhbQ8RepMNanwuQKVIGVv9sUdtaSl8l2+/aGzd+Y9ElIfsvZKuBpU1rJb2Lr28fIFtLm7TLncruvLA1vSDvuKqIiNAyLLOr87k/pcdvMOmOnTu1r3IMDibr+JLeggBzctYudOrOfGF+gspBeU9OtJ3rKphJ2nO6qixgiFcuUFX2PZm8lBg5xgcOAZ7Kcj4LR1QAwekNlZKzHH/5VX8EkwJPlubl5Vl8htYBANxbIV5gx9GmiWzM6tR0Qh5P3OvkACJjX5CKhDW8RChO9GghiMDW5Jd8XFHPvOIcplraOuOHZQoD9F7JUKqox2IJhJawqadfJOC/jIjAoo9quFVUrkpKN25HN6xjXG/A0C4zWNj42hQoSWs/1b5HTP1Z2D8xptBTii020hFAKqiUXqTxVAjiqoczf0/7QFztxq7J0pHbLT/IdwbMtQqCvxowA8btCOaMXsj35A46ojW05Bw3F2NQ7fTZmhUlki8VWB5WYFkbz8AFgGR+r8Ao7wc/38w9KAIUATMiAB9440ZrUp1ogioIEBLeuoaFIExhAAN+DFkbKoqRYAGPPUBisAYQiDwgMfbioN8u4EWsPgOEN3rRMM1ukKyQAeSP1cWiAeJ+7Qa2guPTA0D8oEIS2lHOQIqAS8+kje0d9KphQV6rrMKbsocg9eJ4PIrw92OqqE9vnKk9nDBKPdBKv5dREA9w/M3RQuPk3FS4bvsh/qSJfJnQ8E+LKOT8L5bA6FHSTKnB/D6n7voHHQo8yGgX9Kzj5Oxz4cQC0toXFsqvPmLLzkV7x7ADfgBKu7mZL6AJbylAA2k5Ekua0nd1ewkKVw4OY0PJC16pA9UcK88Q5rxhzGRWCoJIqJI/N3beksnyUDicsDY6OZzZaqREQT0Ax4enoDnyNhDrbAs24GfTEMvOmCfjtq3VnwX2F4GP6/NPX0u3i6MMzp4J3pSBXdGtYTotwqepNHVuyuVR8sG/jV20hrF0ECc7oKc/Ht+0KMgXCP3pI9hkdgHEiU3UHNlE/82OxYQrTU7rAa40cX6iIC8ET+gNGMEASMBrw+F8AoIcFbktqhO5RO55l3KsrcbyF874c+TJIVGdwU5fnST9FYPIwMhbkKKF5I5iWUgIqkAqxxIhRC//EK+g2oYeX2jUgozImAk4ANfZqKHeKXPRRtano9sePetxbuKbCXCJfNhkTiAgdgaAb21QNhaNSHyw4LymGWqH/BQIxYR3+angRl+KFt8u5FIiVYH0vc0yN5ugF47EdjjQoF0R6+yIMpkyPaS17TgV4DhA7FkX3GE3nDKNgYiErFoEd8HIw6kLSJ+bJt704Qq8oa0pETmR4D8PLz0Ld1irvZPbcK7AAlP8UpppdlebJe98xIDLdKRnk4mjy55obj89ZWEJ4mlHDiRjQ8kQJJdUiK8OFLgWLBX/rZHznF0RZKu4TmJSQMRdZc1iiZQQ37IH62mDEchAvThGfPP6VRDioCAgH5JT8GiCFAETIMADXjTmJIqQhHQR4AGvD5GlIIiYBoEaMCbxpRUEYqAPgI04PUxohQUAdMgQAPeNKakilAE9BGgAa+PEaWgCJgGARrwpjElVYQioI8ADXh9jCgFRcA0CNCAN40pqSIUAX0EaMDrY0QpKAKmQYAGvGlMSRWhCOgjQANeHyNKQREwDQI04E1jSqoIRUAfARrw+hhRCoqAaRCgAW8aU1JFKAL6CNCA18eIUlAETIMADXjTmJIqQhHQR4AGvD5GlIIiYBoEaMCbxpRUEYqAPgI04PUxohQUAdMg8P/OB1HFTlMZ1AAAAABJRU5ErkJggg==)

Para criarmos um arquivo dentro deste novo diretório:

|  |
| --- |
| **public** **class** SourceFileTeste  { **public** **static** **void** main(String[] args)  { File file = **new** File("folder");  //para quem estiver acostumado com linux  **boolean** mkdir = file.mkdir();  System.***out***.println("Diretório criado " + mkdir);  File file2 = **new** File("folder\\arquivo.txt");  **try**  { file2.createNewFile();  System.***out***.println("Arquivo criado " +  file2.getName());  }  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  } |
| **public** **class** SourceFileTeste  { **public** **static** **void** main(String[] args)  { File file = **new** File("folder");  //para quem estiver acostumado com linux  **boolean** mkdir = file.mkdir();  System.***out***.println("Diretório criado " + mkdir);  File file2 = **new** File(file, "arquivo.txt");  **try**  { file2.createNewFile();  System.***out***.println("Arquivo criado " +  file2.getName());  }  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  } |
|  |

É possível também renomarmos nossos arquivos.

|  |
| --- |
| **public** **class** SourceFileTeste  { **public** **static** **void** main(String[] args)  { File file = **new** File("folder");  //para quem estiver acostumado com linux  **boolean** mkdir = file.mkdir();  System.***out***.println("Diretório criado " + mkdir);  File file2 = **new** File("folder\\arquivo.txt");  **try**  { file2.createNewFile();  System.***out***.println("Arquivo criado " +  file2.getName());  }  **catch** (IOException e)  {System.***out***.println(e.getMessage());}    //renomeando arquivo existente, sempre devemos também incluir  //a sua localização.  File renamedFile = **new** File("folder\\novoArquivo.txt");  System.***out***.println("Arquivo renomeado: " +  file2.renameTo(renamedFile));  }  } |
|  |

Para finalizar, podemos também buscar o nome do diretório do arquivo.

|  |
| --- |
| **public** **class** SourceFileTeste  { **public** **static** **void** main(String[] args)  {*findSourceFile*();}  **public** **static** **void** findSourceFile()  { File file = **new** File("folder");  //método que retorna os arquivos dentro  //do dietório  **for**(String fileName:file.list())  {System.***out***.println(fileName);}  }  } |
|  |

# Classe Console

Essa classe nunca será usado para aplicações de projeto, mas ela foi inserida no java 6 e a única utilidade é para conseguir maior chance de passar na prova de certificação. Um console é nada mais nada a menos que um teclado com o qual podemos entrar com dados diretamente em programa.

# NIO

Tudo o que vimos agora sobre o pacote IO, é considerado como apenas o básico. Esse novo recurso de entrada e saída foi introduzido no java 7, NIO, nada mais conhecido como New IO. Existem 3 classes que devemos reparar muito e que podem acabar confundindo.

Deve se lembrar da classe *File*, que faz parte do pacote IO, para trabalhar tanto com diretório como com arquivos. Porém, iremos chamar aqui a classe *File* e a nova Interface, que faz parte do NIO, que veio para substituir esta classe, que é a *Path*. Isso nada mais é que uma conversão.
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E para trabalhar com a classe *Path*, foram criadas mais duas classes:

## A) Paths:

Esta sim é uma classe concreta. Para criarmos um *Path* teremos que utilizar essa classe.

## B) Files

É uma classe que utiliza os recursos de Paths e faz, por exemplo, copiar ou deletar arquivos.
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|  |
| --- |
| **public** **class** CriandoPathTeste  { **public** **static** **void** main(String[] args)  { Path path = Paths.*get*("files\\arquivo.txt");  //outra forma de separar cada local e recuperar  //os arquivos  Path path2 = Paths.*get*("folder", "novoArquivo.txt");  }  } |

Veremos agora que podemos usar um objeto da classe *Path* e transformá-lo em um tipo *File* e vice e versa.

|  |
| --- |
| **public** **class** CriandoPathTeste  { **public** **static** **void** main(String[] args)  { Path path = Paths.*get*("files\\arquivo.txt");  //outra forma de separar cada local e recuperar  //os arquivos  Path path2 = Paths.*get*("folder", "novoArquivo.txt");    //Transformando um tipo Path em um tipo File  File file = path2.toFile();    //Processo inverso  Path path3 = file.toPath();  }  } |

Com a classe *File*, aprendemos como criar um diretório, usando o mkdir. Com a *Path*, temos o seguinte.

|  |
| --- |
| **public** **class** CriandoPathTeste  { **public** **static** **void** main(String[] args)  { Path path = Paths.*get*("files\\arquivo.txt");  //outra forma de separar cada local e recuperar  //os arquivos  Path path2 = Paths.*get*("folder", "novoArquivo.txt");    //Transformando um tipo Path em um tipo File  File file = path2.toFile();    //Processo inverso  Path path3 = file.toPath();    Path path4 = Paths.*get*("diretorio");    **try** {Files.*createDirectory*(path4);}  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  } |
|  |

Se caso esse diretório já existisse, daria um erro em tempo de execução. Portanto, para otimizar nosso código, podemos fazer a seguinte melhoria para evitar esse tipo de erro.

|  |
| --- |
| **public** **class** CriandoPathTeste  { **public** **static** **void** main(String[] args)  { Path path = Paths.*get*("files\\arquivo.txt");  //outra forma de separar cada local e recuperar  //os arquivos  Path path2 = Paths.*get*("folder", "novoArquivo.txt");    //Transformando um tipo Path em um tipo File  File file = path2.toFile();    //Processo inverso  Path path3 = file.toPath();    Path path4 = Paths.*get*("diretorio");    **try**  { **if**(Files.*notExists*(path4))  {Files.*createDirectory*(path4);}    **else** {System.***out***.println("Diretório já existente");}  }  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  } |

Agora, a partir de *Path*, criar um arquivo.

|  |
| --- |
| **public** **class** CriandoPathTeste  { **public** **static** **void** main(String[] args)  { Path path = Paths.*get*("files\\arquivo.txt");  //outra forma de separar cada local e recuperar  //os arquivos  Path path2 = Paths.*get*("folder", "novoArquivo.txt");    //Transformando um tipo Path em um tipo File  File file = path2.toFile();    //Processo inverso  Path path3 = file.toPath();    Path path4 = Paths.*get*("diretorio");    Path path5 = Paths.*get*("diretorio\\arquivo.txt");    **try**  { /\*if(Files.notExists(path4))  {Files.createDirectory(path4);}\*/    **if**(Files.*notExists*(path5))  {Files.*createFile*(path5);}    **else** {System.***out***.println("Arquivo já existente");}  }  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  } |
|  |

Se tentássemos chamar o método *createDirectory()* para criar o “arquivo.txt”, isso iria criar um diretório. Para isso, podemos usar o método *getParent()*, e assim será criado apenas o diretório.

|  |
| --- |
| **public** **class** CriandoPathTeste  { **public** **static** **void** main(String[] args)  { Path path = Paths.*get*("files\\arquivo.txt");  //outra forma de separar cada local e recuperar  //os arquivos  Path path2 = Paths.*get*("folder", "novoArquivo.txt");    //Transformando um tipo Path em um tipo File  File file = path2.toFile();    //Processo inverso  Path path3 = file.toPath();    Path path4 = Paths.*get*("diretorio");    Path path5 = Paths.*get*("diretorio\\arquivo.txt");    **try**  { /\*if(Files.notExists(path4))  {Files.createDirectory(path4);}\*/    /\*if(Files.notExists(path5))  {Files.createFile(path5);}\*/    **if**(Files.*notExists*(path5.getParent()))  {Files.*createDirectory*(path5.getParent());}    **else** {System.***out***.println("Diretório já existente");}  }  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  } |

Outras manipulações interessantes que podemos fazer com essas classes.

|  |
| --- |
| **public** **class** CriandoPathTeste  { **public** **static** **void** main(String[] args)  { Path path = Paths.*get*("files\\arquivo.txt");  //outra forma de separar cada local e recuperar  //os arquivos  Path path2 = Paths.*get*("folder", "novoArquivo.txt");    //Transformando um tipo Path em um tipo File  File file = path2.toFile();    //Processo inverso  Path path3 = file.toPath();    Path path4 = Paths.*get*("diretorio");    Path path5 = Paths.*get*("diretorio\\arquivo.txt");    **try**  { /\*if(Files.notExists(path4))  {Files.createDirectory(path4);}\*/    /\*if(Files.notExists(path5))  {Files.createFile(path5);}\*/    **if**(Files.*notExists*(path5.getParent()))  {Files.*createDirectory*(path5.getParent());}    **else** {System.***out***.println("Diretório já existente");}  }  **catch** (IOException e)  {System.***out***.println(e.getMessage());}    **try** //copia um arquivo existente de um diretório para outro  { Files.*copy*(path, path4,  StandardCopyOption.***REPLACE\_EXISTING***);  //deleta arquivo caso exista.  Files.*deleteIfExists*(path2);  }  **catch**(IOException e2)  {System.***out***.println(e2.getMessage());}  }  } |
|  |

Um resumo dessa aula é:
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# Normalizando Paths

Quando temos vários diretórios e subdiretórios, ao invés de localizar um diretório ou arquivo de acordo com o *path* absoluto, podemos simplesmente usar “..\”.

|  |
| --- |
| **public** **class** NormalizacaoTeste  { **public** **static** **void** main(String[] args)  { Path p1 = Paths.*get*("files\\..\\teste.txt");  **if**(Files.*notExists*(p1.getParent()))  { **try** {Files.*createDirectories*(p1.getParent());}  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  **if**(Files.*notExists*(p1))  { **try** {Files.*createFile*(p1);}  **catch** (IOException e)  {System.***out***.println(e.getMessage());}  }  System.***out***.println(p1);  System.***out***.println(p1.normalize());  }  } |

# Resolvendo paths

Pode ser que em determinado momento tenhamos dois paths, e desejamos agora juntá-los, isso significa resolver path. Imagine a seguinte situação:

|  |
| --- |
| **public** **class** ResolvendoPaths  { **public** **static** **void** main(String[] args)  { Path dir = Paths.*get*("home\\willian");  Path file = Paths.*get*("dev\\arquito.txt");  Path result = dir.resolve(file);  }  } |
| **Resultado:**  home\willian\dev\arquito.txt |

Problema disso é quando temos caminhos absolutos e relativos.

|  |
| --- |
| **public** **class** ResolvendoPaths  { **public** **static** **void** main(String[] args)  { Path dir = Paths.*get*("home\\willian");  Path file = Paths.*get*("dev\\arquito.txt");  Path result = dir.resolve(file);  System.***out***.println(result);    Path absoluto = Paths.*get*("/home/willian");  Path relativo = Paths.*get*("dev");  Path file2 = Paths.*get*("file.txr");    System.***out***.println("1: " + absoluto.resolve(relativo));  System.***out***.println("2: " + absoluto.resolve(file));  System.***out***.println("3: " + relativo.resolve(file));  System.***out***.println("4: " + relativo.resolve(absoluto));  System.***out***.println("5: " + file.resolve(absoluto));  System.***out***.println("6: " + file.resolve(relativo));  }  } |
| **Resultado**  home\willian\dev\arquito.txt  1: \home\willian\dev  2: \home\willian\dev\arquito.txt  3: dev\dev\arquito.txt  4: \home\willian  5: \home\willian  6: dev\arquito.txt\dev |

Perceba que nas situações 4 e 5 temos dois caminhos absolutos, sendo que estamos pegando um caminho relativo e tentando resolver com caminho absoluto. Estamos tentando conectar esse caminho relativo com o caminho absoluto, mas o caminho absoluto, como o nome já diz, é absoluto e não precisa de nada antes dele e ele mesmo se resolve por isso que em ambas as situações foi repetido.

Toda vez que formos tentar utilizar um caminho relativo ou um *file*, com o absoluto teremos de volta aquele caminho absoluto, ao contrário, funcionará normalmente. No último índice, temos um *file* que tenta resolver com um caminho relativo, perceba que foi feito uma bagunça, pois existe um diretório dentro de um arquivo, o que não é valido em nenhuma hipótese.