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ВВЕДЕНИЕ

Большинству программистов (и не только) известно такое дерево как бинарное дерево поиска. Деревья поиска используют тогда, когда нужно очень часто выполнять операцию поиск. В обычном дереве поиска есть очень большой недостаток: когда на вход получаем отсортированные данные, наше дерево становится обычным массивом. И тогда операция поиск будет осуществляться за такую же сложность, как и в массиве, — за O(n), где n — количество элементов в массиве. Есть несколько способов, как можно обычное дерево сделать сбалансированным (поиск имеет сложность O(log n) и 2-3 деревья это один из них.

1.  2-3 деревья и его свойства

2-3 дерево (англ. 2-3 tree) — структура данных, являющаяся B-деревом, представляющая собой сбалансированное дерево поиска, такое что из каждого узла может выходить две или три ветви, и глубина всех листьев одинакова.

![](data:image/png;base64,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)

Свойства 2-3 дерева:

1. Все нелистовые вершины содержат одно поле и 2 поддерева или 2 поля и 3 поддерева.
2. Все листовые вершины находятся на одном уровне (на нижнем уровне) и содержат 1 или 2 поля.
3. Все данные отсортированы (по принципу двоичного дерева поиска).
4. Нелистовые вершины содержат одно или два поля, указывающие на диапазон значений в их поддеревьях.
5. Высота 2-3 дерева O(log n), где n — количество элементов в дереве.

2. Операции с 2-3 деревьями

Я в своей курсовой работе реализовал такие операции с 2-3 деревьями как:

* Поиск элемента
* Добавление
* Поиск минимального элемента
* Удаление

2.1 Поиск

Операцию поиска можно описать при помощи простого алгоритма:

Поиск начинаем с корня дерева.

1. Ищем искомый ключ key в текущей вершине, если нашли, то возвращаем вершину, иначе
2. Если key меньше первого ключа вершины, то идем в левое поддерево и переходим к пункту 1, иначе
3. Если в дереве 1 ключ, то идем в правое поддерево и переходим к пункту 1, иначе
4. Если key меньше второго ключа вершины, то идем в среднее поддерево и переходим к пункту 1, иначе
5. Идем в правое поддерево и переходим к пункту 1.

2.2 Добавление

Также как и для поиска, операция добавления имеет определённый алгоритм.

Для того, чтобы вставить в дерево элемент с ключом key, нужно следовать пунктам.

1. Если дерево пусто, то создать новую вершину, вставить ключ и вернуть в качестве корня эту вершину, иначе
2. Если вершина является листом, то вставляем ключ в эту вершину и если получили 3 ключа в вершине, то разделяем её, иначе
3. Сравниваем ключ key с первым ключом в вершине, и если key меньше данного ключа, то идем в первое поддерево и переходим к пункту 2, иначе
4. Смотрим, если вершина содержит только 1 ключ (является 2-вершиной), то идем в правое поддерево и переходим к пункту 2, иначе
5. Сравниваем ключ key со вторым ключом в вершине, и если key меньше второго ключа, то идем в среднее поддерево и переходим к пункту 2, иначе
6. Идем в правое поддерево и переходим к пункту 2.

Для примера вставим keys = {1, 2, 3, 4, 5, 6, 7}:

При вставке key=1 мы имеем пустое дерево, а после получаем единственную вершину с единственным ключа key=1:
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Дальше вставляем key=2:

![image](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE4AAAA0CAMAAAATzf6IAAABLFBMVEU9OkHK6f+Il6aLm6rJ5/2htcfH5ftBP0eftMU+O0I/PEI/PURsdICNnayYq7vJ6P6es8RAPkVBPkVaXmhmbHd2gY5+iph+i5mBj52RorKbrsCbr8CcsMGessOht8m20OS20eW+2u+/3PDA3fLB3fLI5/5BPkZCQEhDQUlEQkpFREtGRk5HR09JSlJMTFRMTVVOTldPT1hUVmBXWmRcYGtgZnFiaHNlbHdmbXhmbnlrc39ueIRveIV7h5R/jJqFk6KGlqSHlqWNna2Pn6+PoLCQobGRo7OUprWWqLiWqLmYrL2brr+ftcagtcait8mkusylu82nvc+uxtmvx9qwydyyy96yzN+zzeC0zeC2z+O41Oi71eq71uu71+y92O3C3/XD4PXG5PnG5frG5fvHptD+AAABIElEQVR42u3XxW7DQBAG4H+a1F5DagcaZigzc8rMzPj+71BXVW5xtFFGag/7H+Y2n7Ra7WoGMBZEUaOOoxVEzAAigkpuqKvjhNwS5SLYcZI6WKInnS1Uj8CWdAUU4OMCpDjFKe5vuIm7oH9Xf72ovW4Oy3PTL+TPmaeU3zihW12Wm3t7uvHnemnVq2uUkOSiX9fj3f5c/tHy6hhlJDkrPoQWnBn+qZOUauNmW3CNIy8zciPP9xYf13fxPgU2Liw+ZsHGWVltEWyceRhcAhtnHtRW2nqzUdu+rNn2TPOmXbra6/GyLsvt/04x2abaaGPI+VTfp+IUpzjF/VeumubjMhWknDjXAppwtjF4TuVjjvVYlOlsADBiboFjeX/IzRv4BjuQGl3J93t7AAAAAElFTkSuQmCC)

Теперь вставляем key=3 и получаем вершину, содержащую 3 ключа:

![image](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGgAAAA0CAMAAABRjo0fAAABnlBMVEU9OkHK6f+uxtmsxNfJ5/2htcc/PEI/PURsdICYq7u30uZOTldaXmh2gY56hpR7h5R8iZeHlqWht8myzN+71eq71uu+2++/3PDB3fLG5PnH5fs+O0JAPkVBPkZFREtFRUxGRU1GRk5JSFFMTVVPT1hPUFpVV2FWWWNcYGtveIVxe4h8h5WDkqCFk6KGlKOUpreWqLmbrr+br8CcsMGyy9620eW40+a50+e92O3A3PHB3vPC3vTE4ffF4/jI5vzI5/5BPkVBP0dCQEhDQUhEQkpEQ0tHR09IR1BJSVFJSlJMTFRNTVdQUVpUVmBVWGJXWmRhZXFgZnFhZ3JiaHNmbnlqcn5rc39ueIRweYZxeoZxe4d5hZJ9ipd+iph+i5l/jJqGlqSJmKeLm6qNna2Pn6+PoLCRorKRo7OUprWWqLiYrL2dscKdscOessOftMWftcagtcahtsiit8mjuMqkusynvc+rwtWvx9qwydyxyt2zzeC0zeC2z+O20OS41Oi61em71+y+2u/A3fLC3/XD4PXD4fbE4vfE4vjG5frG5fuxJJL+AAABqElEQVR42u3YRXPCQBQH8H0lhRQoUtyh3mIVnBbq7u7u7u7eb90Aw23D5JAwPew7vBz+yf5mMpvsziKEnLWHGgMIVgbNwZwTMaX6BmiWFghW0maAJiXjQNRTiQStIc8buJHO2I8EL1lMi0CE8lAiIBCBCESg/wfJ7ij2p9q8QXNk3YXNbKoHs94v4woNvwA7JD6DEvUJaFpx2SlcqOspbSk3aPxdG2CHioFZxtAyLGGyGlhgei34OEHy35uyQnao5EnC9D5owGSroham28HPCZIs2lEOSGxN9XLYYr1DDgrOsy4HlH2B0/jA0j0ZvGrnDerS3UvwSTWAqAzxBdkuPwZZoo4xpfS1kifIemQazRH3fB3zA0kazRMsE8WSGTfCCyTeo6bwSadhM30NhfmAxHXJGtZvjBpJz8gNbpCcpguSNF2NH2wbrneKmFrBZAPxRJ36HB45/oJ2M9vzRqzTm929/+DSivpoIrzmIgsfgQhEIAIRiEB5gnSxcuGdivgzcoPRWyUsU+Uzpnb9iiYAU0jAg0ETwOd8CnTM7gf0wh116m8bZhwI/QGBHDJQvZWV5QAAAABJRU5ErkJggg==)

Теперь эта вершина нарушает свойства 2-3 дерева, поэтому вызовется функция разделения вершины split
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Дальше по алгоритму вставляем key=4:
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Key=5:

![image](data:image/png;base64,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)

Снова нарушилось свойства 2-3 дерева, делаем разделение:
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Key=6:
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Теперь нам предстоит сделать два разделения, т.к. вершина, в которую вставили новый ключ теперь имеет 3 ключа (сначала разделим ее):
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А теперь и корень имеет 3 вершины — разделим его и получим сбалансированное дерево, которое при таких входных данных с обычным двоичным деревом поиска мы бы не смогли получить:
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2.3 Поиск минимального элемента

Поиск минимального элемента происходит точно также, как и в обычном бинарном дереве поиска: спускаемся в самый левый нижний узел и его левый ключ и будет минимальным.

2.4 Удаление

Удаление в 2-3-дереве, как и в любом другом дереве, происходит только из листа (из самой нижней вершины). Поэтому, когда мы нашли ключ, который нужно удалить, сначала надо проверить, находится ли этот ключ в листовой или нелистовой вершине. Если ключ находится в нелистовой вершине, то нужно найти эквивалентный ключ для удаляемого ключа из листовой вершины и поменять их местами. Для нахождения эквивалентного ключа есть два варианта: либо найти максимальный элемент в левом поддереве, либо найти минимальный элемент в правом поддереве.

Чтобы удалить из дерева ключ key=4, для начала нужно найти эквивалентный эму элемент и поменять местами: это либо key=3, либо key=5. Так как я выбрал второй способ, то меняю ключи key=4 и key=5 местами и удаляю key=4 из листа
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После того, как удалили ключ, у нас могут получиться концептуально 4 разные ситуации: 3 из них нарушают свойства дерева, а одна — нет. Поэтому для вершины, из которой удалили ключ, нужно вызвать функцию исправления fix(), которая вернет свойства 2-3 дерева.

Случай 0: самый простой случай: если дерево состоит из одной вершины (корень), которая имеет 1 ключ, то просто удаляем эту вершину.

Случай 1: если нужно удалить ключ из листа, где находятся два ключа, то мы просто удаляем ключ и на этом функция удаления закончена.
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Случай 2 (распределение или redistribute): мы удаляем ключ из вершины и вершина становится пустой. Если хотя бы у одного из братьев есть 2 ключа, то делаем простое правильное распределение и работа закончена.
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Случай 3 (склеивание или merge): пожалуй, самый сложный случай, так как после склеивания всегда обязательно идти по дереву вверх и опять применять операции либо merge, либо redistribute.
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[3 Экспериментальное исследование эффективности алгоритма](#__RefHeading___Toc4337_3153689509)

В практической части было проведено 2 исследования: 1) зависимость времени выполнения функции добавления в 2-3 дереве и обычном бинарном дереве поиска от количества элементов, у которых случайные значения (график 1); 2) также зависимость времени выполнения функции добавления в 2-3 дереве и бинарном дереве поиска от количества элементов, у которых значения только возрастают (худший случай бинарного дерева поиска) (график 2).

График 1. Зависимость времени выполнения функции от кол-ва элементов со случайными значениями.

График 2. Зависимость времени выполнения функции от кол-ва элементов с возрастающими значениями.

Данное исследование подтвердило, что 2-3 деревья, в отличии от бинарного дерева поиска не имеют худшего случая и сложность их операций всегда равна О(log n), где n – количество элементов.

ЗАКЛЮЧЕНИЕ

В результате выполнения работы было реализовано 2-3 дерево и проверено наглядно, что, действительно, его высота не превышает log n, где n – это количество узлов, что делает его самобалансирующимся.

ПРИЛОЖЕНИЕ

1 Исходный код программы

#include <iostream>

#include <stdlib.h>

#include <conio.h>

#define COUNT 10

using namespace std;

struct node {

public:

int size; // количество занятых ключей

int key[3]; // ключи

node \*first; // левый дочерний узел

node \*second; // средний

node \*third; // правый

node \*fourth; // дополнительный

node \*parent; // родитель

bool find(int k) { // Этот метод возвращает true, если ключ k находится в вершине, иначе false.

for (int i = 0; i < size; ++i)

if (key[i] == k) return true;

return false;

}

void swap(int &x, int &y) {

int r = x;

x = y;

y = r;

}

void sort2(int &x, int &y) {

if (x > y) swap(x, y);

}

void sort3(int &x, int &y, int &z) {

if (x > y) swap(x, y);

if (x > z) swap(x, z);

if (y > z) swap(y, z);

}

void sort() { // Ключи в вершинах должны быть отсортированы

if (size == 1) return;

if (size == 2) sort2(key[0], key[1]);

if (size == 3) sort3(key[0], key[1], key[2]);

}

void insert\_to\_node(int k) { // Вставляем ключ k в вершину (не в дерево)

key[size] = k;

size++;

sort();

}

void remove\_from\_node(int k) { // Удаляем ключ k из вершины (не из дерева)

if (size >= 1 && key[0] == k) {

key[0] = key[1];

key[1] = key[2];

size--;

} else if (size == 2 && key[1] == k) {

key[1] = key[2];

size--;

}

}

void become\_node2(int k, node \*first\_, node \*second\_) { // Преобразовать в 2-вершину.

key[0] = k;

first = first\_;

second = second\_;

third = nullptr;

fourth = nullptr;

parent = nullptr;

size = 1;

}

bool is\_leaf() { // Является ли узел листом; проверка используется при вставке и удалении.

return (first == nullptr) && (second == nullptr) && (third == nullptr);

}

void print(node \*p, int space) {

if (!p) return;

space += COUNT;

print(p->third, space);

cout << endl;

print(p->second, space);

for (int i = COUNT; i < space; i++) cout << " ";

if (p->key[0] != 0) {

if ((p->key[0] != p->key[1]) && (p->key[1] != 0) && (p->key[0] < p->key[1])) cout << p->key[0] << " " << p->key[1] << " ";

else cout << p->key[0] << " ";

}

cout << endl;

print(p->first, space);

}

// Создавать всегда будем вершину только с одним ключом

node(int k): size(1), key{k, 0, 0}, first(nullptr), second(nullptr),

third(nullptr), fourth(nullptr), parent(nullptr) {}

node (int k, node \*first\_, node \*second\_, node \*third\_, node \*fourth\_, node \*parent\_):

size(1), key{k, 0, 0}, first(first\_), second(second\_),

third(third\_), fourth(fourth\_), parent(parent\_) {}

friend node \*split(node \*item); // Метод для разделение вершины при переполнении;

friend node \*insert(node \*p, int k); // Вставка в дерево;

friend node \*search(node \*p, int k); // Поиск в дереве;

friend node \*search\_min(node \*p); // Поиск минимального элемента в поддереве;

friend node \*merge(node \*leaf); // Слияние используется при удалении;

friend node \*redistribute(node \*leaf); // Перераспределение также используется при удалении;

friend node \*fix(node \*leaf); // Используется после удаления для возвращения свойств дереву

friend node \*remove(node \*p, int k); // удаление из дерева;

};

node \*insert(node \*p, int k) { // вставка ключа k в дерево с корнем p

if (!p || p->key[0] == 0) return new node(k); // если дерево пусто, то создаем первую 2-3-вершину (корень)

if (p->is\_leaf()) p->insert\_to\_node(k);

else if (k <= p->key[0]) insert(p->first, k);

else if ((p->size == 1) || ((p->size == 2) && k <= p->key[1])) insert(p->second, k);

else insert(p->third, k);

return split(p);

}

node \*split(node \*item) {

if (item->size < 3) return item;

node \*x = new node(item->key[0], item->first, item->second, nullptr, nullptr, item->parent);

node \*y = new node(item->key[2], item->third, item->fourth, nullptr, nullptr, item->parent);

if (x->first) x->first->parent = x; // Правильно устанавливаем "родителя" "сыновей".

if (x->second) x->second->parent = x; // После разделения, "родителем" "сыновей" является "дедушка",

if (y->first) y->first->parent = y; // Поэтому нужно правильно установить указатели.

if (y->second) y->second->parent = y;

if (item->parent) {

item->parent->insert\_to\_node(item->key[1]);

if (item->parent->first == item) item->parent->first = nullptr;

else if (item->parent->second == item) item->parent->second = nullptr;

else if (item->parent->third == item) item->parent->third = nullptr;

// Дальше происходит своеобразная сортировка ключей при разделении.

if (item->parent->first == nullptr) {

item->parent->fourth = item->parent->third;

item->parent->third = item->parent->second;

item->parent->second = y;

item->parent->first = x;

} else if (item->parent->second == nullptr) {

item->parent->fourth = item->parent->third;

item->parent->third = y;

item->parent->second = x;

} else {

item->parent->fourth = y;

item->parent->third = x;

}

node \*tmp = item->parent;

delete item;

return tmp;

} else {

x->parent = item; // Так как в эту ветку попадает только корень,

y->parent = item; // то мы "родителем" новых вершин делаем разделяющийся элемент.

item->become\_node2(item->key[1], x, y);

return item;

}

}

node \*search(node \*p, int k) { // Поиск ключа k в 2-3 дереве с корнем p.

if (!p) return nullptr;

if (p->find(k)) return p;

if (k < p->key[0]) return search(p->first, k);

if (((p->size == 2) || (p->size == 1)) && (k < p->key[1])) return search(p->second, k);

if (p->size == 2) return search(p->third, k);

return nullptr;

}

node \*search\_min(node \*p) { // Поиск узла с минимальным элементов в 2-3-дереве с корнем p.

if (!p) return p;

if (!(p->first)) return p;

else return search\_min(p->first);

}

node \*remove(node \*p, int k) { // Удаление ключа k в 2-3-дереве с корнем p.

node \*item = search(p, k); // Ищем узел, где находится ключ k

if (!item) return p;

node \*min = nullptr;

if (item->key[0] == k) min = search\_min(item->second); // Ищем эквивалентный ключ

else min = search\_min(item->third);

if (min) { // Меняем ключи местами

int &z = (k == item->key[0] ? item->key[0] : item->key[1]);

item->swap(z, min->key[0]);

item = min; // Перемещаем указатель на лист, т.к. min - всегда лист

}

item->remove\_from\_node(k); // И удаляем требуемый ключ из листа

return fix(item); // Вызываем функцию для восстановления свойств дерева.

}

node \*fix(node \*leaf) {

if (leaf->size == 0 && leaf->parent == nullptr) { // Случай 0, когда удаляем единственный ключ в дереве

delete leaf;

return nullptr;

}

if (leaf->size != 0) { // Случай 1, когда вершина, в которой удалили ключ, имела два ключа

if (leaf->parent) return fix(leaf->parent);

else return leaf;

}

node \*parent = leaf->parent;

if (parent->first->size == 2 || parent->second->size == 2 || parent->size == 2) leaf = redistribute(leaf); // Случай 2, когда достаточно перераспределить ключи в дереве

else if (parent->size == 2 && parent->third->size == 2) leaf = redistribute(leaf); // Аналогично

else leaf = merge(leaf); // Случай 3, когда нужно произвести склеивание и пройтись вверх по дереву как минимум на еще одну вершину

return fix(leaf);

}

node \*redistribute(node \*leaf) {

node \*parent = leaf->parent;

node \*first = parent->first;

node \*second = parent->second;

node \*third = parent->third;

if ((parent->size == 2) && (first->size < 2) && (second->size < 2) && (third->size < 2)) {

if (first == leaf) {

parent->first = parent->second;

parent->second = parent->third;

parent->third = nullptr;

parent->first->insert\_to\_node(parent->key[0]);

parent->first->third = parent->first->second;

parent->first->second = parent->first->first;

if (leaf->first != nullptr) parent->first->first = leaf->first;

else if (leaf->second != nullptr) parent->first->first = leaf->second;

if (parent->first->first != nullptr) parent->first->first->parent = parent->first;

parent->remove\_from\_node(parent->key[0]);

delete first;

} else if (second == leaf) {

first->insert\_to\_node(parent->key[0]);

parent->remove\_from\_node(parent->key[0]);

if (leaf->first != nullptr) first->third = leaf->first;

else if (leaf->second != nullptr) first->third = leaf->second;

if (first->third != nullptr) first->third->parent = first;

parent->second = parent->third;

parent->third = nullptr;

delete second;

} else if (third == leaf) {

second->insert\_to\_node(parent->key[1]);

parent->third = nullptr;

parent->remove\_from\_node(parent->key[1]);

if (leaf->first != nullptr) second->third = leaf->first;

else if (leaf->second != nullptr) second->third = leaf->second;

if (second->third != nullptr) second->third->parent = second;

delete third;

}

} else if ((parent->size == 2) && ((first->size == 2) || (second->size == 2) || (third->size == 2))) {

if (third == leaf) {

if (leaf->first != nullptr) {

leaf->second = leaf->first;

leaf->first = nullptr;

}

leaf->insert\_to\_node(parent->key[1]);

if (second->size == 2) {

parent->key[1] = second->key[1];

second->remove\_from\_node(second->key[1]);

leaf->first = second->third;

second->third = nullptr;

if (leaf->first != nullptr) leaf->first->parent = leaf;

} else if (first->size == 2) {

parent->key[1] = second->key[0];

leaf->first = second->second;

second->second = second->first;

if (leaf->first != nullptr) leaf->first->parent = leaf;

second->key[0] = parent->key[0];

parent->key[0] = first->key[1];

first->remove\_from\_node(first->key[1]);

second->first = first->third;

if (second->first != nullptr) second->first->parent = second;

first->third = nullptr;

}

} else if (second == leaf) {

if (third->size == 2) {

if (leaf->first == nullptr) {

leaf->first = leaf->second;

leaf->second = nullptr;

}

second->insert\_to\_node(parent->key[1]);

parent->key[1] = third->key[0];

third->remove\_from\_node(third->key[0]);

second->second = third->first;

if (second->second != nullptr) second->second->parent = second;

third->first = third->second;

third->second = third->third;

third->third = nullptr;

} else if (first->size == 2) {

if (leaf->second == nullptr) {

leaf->second = leaf->first;

leaf->first = nullptr;

}

second->insert\_to\_node(parent->key[0]);

parent->key[0] = first->key[1];

first->remove\_from\_node(first->key[1]);

second->first = first->third;

if (second->first != nullptr) second->first->parent = second;

first->third = nullptr;

}

} else if (first == leaf) {

if (leaf->first == nullptr) {

leaf->first = leaf->second;

leaf->second = nullptr;

}

first->insert\_to\_node(parent->key[0]);

if (second->size == 2) {

parent->key[0] = second->key[0];

second->remove\_from\_node(second->key[0]);

first->second = second->first;

if (first->second != nullptr) first->second->parent = first;

second->first = second->second;

second->second = second->third;

second->third = nullptr;

} else if (third->size == 2) {

parent->key[0] = second->key[0];

second->key[0] = parent->key[1];

parent->key[1] = third->key[0];

third->remove\_from\_node(third->key[0]);

first->second = second->first;

if (first->second != nullptr) first->second->parent = first;

second->first = second->second;

second->second = third->first;

if (second->second != nullptr) second->second->parent = second;

third->first = third->second;

third->second = third->third;

third->third = nullptr;

}

}

} else if (parent->size == 1) {

leaf->insert\_to\_node(parent->key[0]);

if (first == leaf && second->size == 2) {

parent->key[0] = second->key[0];

second->remove\_from\_node(second->key[0]);

if (leaf->first == nullptr) leaf->first = leaf->second;

leaf->second = second->first;

second->first = second->second;

second->second = second->third;

second->third = nullptr;

if (leaf->second != nullptr) leaf->second->parent = leaf;

} else if (second == leaf && first->size == 2) {

parent->key[0] = first->key[1];

first->remove\_from\_node(first->key[1]);

if (leaf->second == nullptr) leaf->second = leaf->first;

leaf->first = first->third;

first->third = nullptr;

if (leaf->first != nullptr) leaf->first->parent = leaf;

}

}

return parent;

}

node \*merge(node \*leaf) {

node \*parent = leaf->parent;

if (parent->first == leaf) {

parent->second->insert\_to\_node(parent->key[0]);

parent->second->third = parent->second->second;

parent->second->second = parent->second->first;

if (leaf->first != nullptr) parent->second->first = leaf->first;

else if (leaf->second != nullptr) parent->second->first = leaf->second;

if (parent->second->first != nullptr) parent->second->first->parent = parent->second;

parent->remove\_from\_node(parent->key[0]);

delete parent->first;

parent->first = nullptr;

} else if (parent->second == leaf) {

parent->first->insert\_to\_node(parent->key[0]);

if (leaf->first != nullptr) parent->first->third = leaf->first;

else if (leaf->second != nullptr) parent->first->third = leaf->second;

if (parent->first->third != nullptr) parent->first->third->parent = parent->first;

parent->remove\_from\_node(parent->key[0]);

delete parent->second;

parent->second = nullptr;

}

if (parent->parent == nullptr) {

node \*tmp = nullptr;

if (parent->first != nullptr) tmp = parent->first;

else tmp = parent->second;

tmp->parent = nullptr;

delete parent;

return tmp;

}

return parent;

}

int main() {

int i = 1, key;

node \*root = new node(0);

node \*find = new node(0);

while (1) {

system("cls");

cout << "1. Insert\n";

cout << "2. Lookup\n";

cout << "3. Min\n";

cout << "4. Delete\n";

cout << "5. Print\n";

cout << "0. Quit\n";

cout << " :";

cin >> i;

switch(i) {

case 1:

system("cls");

cout << "Enter key to insert: ";

cin >> key;

root = insert(root, key);

break;

case 2:

system("cls");

cout << "Enter key to lookup: ";

cin >> key;

find = search(root, key);

if (find == nullptr) cout << "Key " << key << " not found\n";

else cout << "Key " << key << " found\n";

getch();

break;

case 3:

system("cls");

find = search\_min(root);

if (!find || find->key[0] == 0) cout << "No elements\n";

else cout << "Min = " << find->key[0];

getch();

break;

case 4:

system("cls");

cout << "Enter key to delete: ";

cin >> key;

root = remove(root, key);

break;

case 5:

system("cls");

root->print(root, 0);

getch();

break;

case 0:

return 0;

}

}

}