![Pode ser uma imagem de texto que diz "INSTITUTO FEDERAL São Paulo Câmpus Catanduya"](data:image/jpeg;base64,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)

**DYNAMODB**

**Eduardo Lucas Lemes Januário**

**Guilherme Batista de Souza**

**CATANDUVA**

2025

| **DYNAMODB** |
| --- |

*"NoSQL não significa 'sem SQL', mas sim 'Não Apenas SQL'”*

*- Paráfrase ao conceito popularizado por Martin Fowler e Pramod J. Sadalage, em seu livro "NoSQL Distilled: A Brief Guide to the Emerging World of Polyglot Persistence".*
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**Resumo**

A constante evolução das demandas tecnológicas impulsionou uma reavaliação fundamental dos paradigmas de gerenciamento de dados. Em um cenário marcado pela proliferação de informações não estruturadas e semi-estruturadas, bem como pela necessidade imperativa de escalabilidade e performance em tempo real, os sistemas de banco de dados tradicionais, baseados no modelo relacional, revelaram limitações inerentes.

Nesse contexto, emergiu o conceito de bancos de dados NoSQL. Esta abordagem reflete a compreensão de que a diversidade de desafios computacionais exige um portfólio igualmente diverso de ferramentas de persistência de dados. Tais sistemas transcendem a rigidez das tabelas e esquemas fixos, oferecendo modelos de dados alternativos, como pares chave-valor, documentos, colunas amplas ou grafos. Essa flexibilidade intrínseca se alinha perfeitamente com a natureza dinâmica dos dados modernos, proporcionando uma capacidade de organização mais adaptável às necessidades específicas de aplicações que operam com vastos volumes de informações e exigem alta vazão de operações de leitura e escrita.

Este estudo explorará as características distintivas do Amazon DynamoDB, um serviço NoSQL que oferece performance e escalabilidade em ambientes de alta demanda, e seu impacto em aplicações de grande porte.

**Abstract**

The continuous evolution of technological demands has prompted a fundamental reevaluation of data management paradigms. In a landscape characterized by the proliferation of unstructured and semi-structured information, alongside the imperative need for real-time scalability and performance, traditional database systems, based on the relational model, have revealed inherent limitations.

In this context, the concept of NoSQL databases emerged. This approach reflects the understanding that the diversity of computational challenges necessitates an equally diverse portfolio of data persistence tools. Such systems transcend the rigidity of fixed tables and schemas, offering alternative data models like key-value pairs, documents, wide columns, or graphs. This intrinsic flexibility aligns perfectly with the dynamic nature of modern data, providing an organizational capacity more adaptable to the specific needs of applications operating with vast volumes of information and requiring high throughput for read and write operations.

This study will explore the distinctive characteristics of Amazon DynamoDB, a NoSQL service that delivers performance and scalability in high-demand environments, and its impact on large-scale applications.
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# **Introdução**

Um banco de dados não relacional é um sistema de armazenamento de dados que não utiliza o modelo tradicional de tabelas compostas por linhas e colunas, como nos bancos de dados relacionais. Em vez disso, esses bancos empregam modelos de dados alternativos e mais flexíveis, como estruturas de pares chave-valor, documentos no formato JSON, colunas amplas ou grafos baseados em vértices e arestas. Essa abordagem permite que os dados sejam organizados de maneira mais dinâmica, adequada às necessidades específicas de determinadas aplicações, especialmente aquelas que lidam com grandes volumes de informações, estrutura de dados variável e que demandam alta performance em operações massivas de leitura e escrita.

Os bancos de dados NoSQL (*Not Only SQL*) surgiram com o objetivo de superar limitações comuns aos sistemas relacionais tradicionais, principalmente no que se refere à escalabilidade horizontal, à flexibilidade no armazenamento e à eficiência sob cargas de trabalho intensas e dinâmicas. Tornaram-se fundamentais em ambientes computacionais modernos, como aplicações web em tempo real, plataformas de mídia social, serviços de streaming, sistemas de recomendação, Internet das Coisas (IoT) e análise de dados em larga escala. Cada modelo NoSQL é projetado para atender a diferentes exigências, oferecendo características específicas de desempenho, estruturação e organização de dados.

Atualmente, os bancos NoSQL são classificados em quatro grandes categorias, de acordo com sua modelagem de dados. O primeiro modelo é o chave-valor, no qual os dados são armazenados como pares compostos por uma chave única e um valor, permitindo acesso extremamente rápido. O segundo modelo é o de documentos, que organiza os dados em estruturas semelhantes a documentos JSON ou BSON, oferecendo flexibilidade e escalabilidade, permitindo que diferentes registros tenham estruturas distintas. O terceiro modelo é o colunar, no qual os dados são armazenados por colunas em vez de linhas, sendo altamente eficiente para consultas analíticas, agregações e grandes volumes de dados transacionais. Por fim, há o modelo de grafos, voltado para o armazenamento de dados altamente inter-relacionados, sendo ideal para redes sociais, sistemas de roteamento e motores de recomendação.

No desenvolvimento deste trabalho, o foco recaiu sobre o banco de dados Amazon DynamoDB, uma solução NoSQL gerenciada e oferecida pela AWS, que combina as arquiteturas chave-valor e documento. O DynamoDB destaca-se por sua alta escalabilidade, baixa latência, replicação global e modelo de cobrança baseado em demanda, sendo amplamente utilizado em aplicações que exigem desempenho constante e operações em grande escala. O projeto desenvolvido tem como objetivo compreender e aplicar, na prática, os conceitos do DynamoDB, demonstrando seu funcionamento por meio da construção de um sistema real de controle de estoque, denominado Turtle Track, que utiliza essa tecnologia como backend para o gerenciamento de dados.

Esse projeto não se limita apenas à exploração teórica dos conceitos de bancos NoSQL, mas também propõe a aplicação prática desses conhecimentos, construindo uma solução funcional e aplicável ao mercado. Dessa forma, busca-se não apenas compreender as vantagens e limitações do DynamoDB, mas também avaliar, na prática, sua eficiência, escalabilidade, robustez e aplicabilidade em um cenário concreto de desenvolvimento de software voltado ao gerenciamento de estoques.

# **DynamoDB**

O Amazon DynamoDB é um banco de dados não relacional desenvolvido e disponibilizado pela Amazon Web Services (AWS), cujo projeto visa oferecer uma solução altamente escalável, distribuída e de baixa latência, adequada às demandas das aplicações modernas que operam em larga escala. Ao longo dos anos, consolidou-se como uma das soluções NoSQL mais robustas do mercado, sendo amplamente utilizado por empresas de diferentes setores que necessitam de alta disponibilidade, performance consistente e elasticidade operacional.

## 1 Histórico e Desenvolvedor Principal

O desenvolvimento do DynamoDB tem origem direta nas necessidades internas da própria Amazon, que, no início dos anos 2000, enfrentava dificuldades para garantir alta disponibilidade, tolerância a falhas e escalabilidade em seus sistemas de backend, especialmente durante eventos sazonais como a Black Friday, quando havia picos extremos de acesso.

Em 2007, engenheiros da Amazon publicaram o artigo técnico intitulado “Dynamo: Amazon's Highly Available Key-Value Store”, que descrevia um sistema interno de banco de dados distribuído, projetado para garantir alta disponibilidade, mesmo em cenários de falhas de hardware e redes. Esse documento se tornou um marco na história dos bancos NoSQL, influenciando significativamente a indústria.

Baseando-se nos princípios descritos nesse artigo — como particionamento de dados, replicação, consistência eventual e resiliência a falhas —, a Amazon lançou oficialmente, em janeiro de 2012, o Amazon DynamoDB, que representa a evolução do conceito original. Ao contrário do Dynamo interno, que demandava manutenção manual e configuração complexa, o DynamoDB foi projetado como um serviço totalmente gerenciado e serverless, eliminando a necessidade de administração da infraestrutura por parte dos usuários. Isso inclui escalabilidade automática, gerenciamento de nós, balanceamento de carga e provisionamento de capacidade, tornando-se altamente atraente tanto para startups quanto para grandes corporações.

## 2 Modelo de Dados Utilizado

O DynamoDB adota um modelo de dados que combina os paradigmas chave-valor e documento, oferecendo grande flexibilidade na organização e no armazenamento das informações. Os dados são estruturados em tabelas, mas, diferentemente dos bancos de dados relacionais, não exigem esquemas fixos. Isso permite que cada item (ou registro) dentro da mesma tabela possua um conjunto de atributos distinto, com diferentes tipos e estruturas.

Cada item é obrigatoriamente identificado por uma chave primária, que pode ser composta de duas formas:

* Chave simples, utilizando apenas um atributo denominado chave de partição (partition key).
* Chave composta, formada pela combinação de uma chave de partição e uma chave de ordenação (sort key), o que permite armazenar múltiplos itens que compartilham a mesma chave de partição, diferenciando-os pela sort key.

Além disso, o DynamoDB permite a criação de Índices Secundários Globais (GSI) e Índices Secundários Locais (LSI), que possibilitam consultas adicionais sobre atributos que não fazem parte da chave primária, aumentando significativamente a flexibilidade na realização de buscas e ordenações complexas.

Por trabalhar com um modelo sem esquema rígido, o DynamoDB é altamente adaptável a mudanças nos requisitos das aplicações, permitindo adicionar ou remover atributos dos itens sem a necessidade de alterar a estrutura da tabela, o que oferece agilidade no desenvolvimento e manutenção de sistemas.

## 3 Linguagem de Consulta

Ao contrário dos bancos de dados relacionais, que utilizam SQL (Structured Query Language) como linguagem padrão de consulta, o DynamoDB opera por meio de uma interface baseada em chamadas de API, acessíveis através dos SDKs oficiais da AWS, como o Boto3 para Python, o AWS SDK para Java, entre outros. As operações de leitura, escrita, atualização e exclusão são executadas diretamente por essas APIs, utilizando dados estruturados no formato JSON.

Para consultas mais elaboradas, o DynamoDB oferece suporte à linguagem PartiQL, uma extensão declarativa que permite realizar operações semelhantes às do SQL em estruturas NoSQL, facilitando a curva de aprendizado para desenvolvedores acostumados com bancos relacionais. Mesmo assim, PartiQL ainda possui limitações em relação a junções (*joins*) e operações relacionais complexas.

O banco oferece dois modos principais de leitura:

* Leitura consistente eventual, que prioriza desempenho e escalabilidade, permitindo que as leituras possam, em alguns casos, não refletir imediatamente a última atualização.
* Leitura fortemente consistente, que garante que a leitura sempre retorne a versão mais atual dos dados, embora com maior consumo de throughput e, potencialmente, maior latência.

O DynamoDB também suporta operações de escaneamento completo da tabela (Scan) e consultas filtradas por chave (Query), sendo este último muito mais eficiente, pois opera diretamente sobre os índices primários ou secundários.

## 4 Casos de uso e aplicações reais

O DynamoDB é utilizado por algumas das maiores e mais exigentes empresas do mundo, cuja operação depende diretamente de bancos de dados com alta disponibilidade, latência ultrabaixa e capacidade de escalar horizontalmente sem comprometimento da performance.

Um exemplo notável é a Snap Inc., responsável pelo aplicativo Snapchat, que adotou o DynamoDB como parte central de sua arquitetura distribuída baseada em microserviços. A migração de uma infraestrutura monolítica para uma estrutura distribuída com DynamoDB resultou em uma redução superior a 20% na latência mediana para envio de mensagens, além de permitir que o sistema processe mais de 10 milhões de requisições por segundo durante picos de uso. A adoção dessa arquitetura também contribuiu para uma redução expressiva nos custos operacionais relacionados à infraestrutura.

No segmento de streaming de mídia, empresas como Netflix, Hulu e Disney+ utilizam o DynamoDB para gerenciar dados críticos, como preferências de usuários, sessões ativas, listas personalizadas, catálogos de conteúdo e controle de dispositivos, garantindo uma experiência de usuário fluida mesmo durante picos massivos de audiência, como lançamentos de filmes ou séries populares.

No setor financeiro, bancos e fintechs empregam o DynamoDB para processamento de transações em tempo real, gerenciamento de carteiras digitais, históricos de clientes e monitoramento antifraude. A capacidade do DynamoDB de replicar dados entre múltiplas regiões com latência inferior a milissegundos é essencial para garantir a segurança, a consistência e a disponibilidade contínua dos serviços.

O DynamoDB também é amplamente adotado em setores como e-commerce, jogos online, IoT (Internet das Coisas) e inteligência artificial, evidenciando sua versatilidade para aplicações que exigem alta escalabilidade, disponibilidade global, consistência e performance previsível.

Estes casos demonstram, de forma concreta, que o DynamoDB não é apenas uma solução para grandes corporações, mas também um recurso acessível e escalável para startups, pequenas e médias empresas que precisam de uma infraestrutura de banco de dados confiável, elástica e de fácil manutenção, adaptando-se perfeitamente às exigências da transformação digital atual.

# **Comparativo**

Os bancos de dados relacionais (SQL) e os bancos de dados não relacionais (NoSQL) adotam filosofias fundamentalmente distintas quanto ao armazenamento e gerenciamento de dados. Enquanto os bancos relacionais, como MySQL, PostgreSQL e Oracle, utilizam uma estrutura rígida baseada em tabelas com esquemas predefinidos, os bancos NoSQL como DynamoDB, MongoDB e Cassandra oferecem uma abordagem mais flexível, geralmente sem esquemas fixos e com suporte a formatos variados como chave-valor, documentos JSON, colunas ou grafos.

NoSQL surgiu da necessidade de lidar com grandes volumes de dados não estruturados, escalabilidade horizontal e alta disponibilidade, especialmente em aplicações modernas como redes sociais, IoT e comércio eletrônico. Por outro lado, bancos SQL são altamente eficazes em garantir integridade e consistência de dados por meio de transações ACID — essenciais em aplicações financeiras, por exemplo.

As diferenças também se refletem na forma de escalar os sistemas. Enquanto os bancos SQL geralmente escalam verticalmente (aumentando a capacidade de um único servidor), os bancos NoSQL são projetados para escalar horizontalmente (adicionando múltiplos servidores). Além disso, os relacionais usam SQL como linguagem padrão de consulta, enquanto os bancos NoSQL frequentemente utilizam APIs próprias ou linguagens de consulta mais específicas, como o PartiQL no DynamoDB.

| **Critério** | **Banco de Dados Relacional (SQL)** | **Banco de Dados Não Relacional (NoSQL)** |
| --- | --- | --- |
| Modelo de dados | Tabelas com esquema fixo | Flexível (chave-valor, documento, etc.) |
| Linguagem de consulta | SQL | API própria, JSON, PartiQL, etc. |
| Consistência | Forte (ACID) | Eventual (BASE), com exceções |
| Escalabilidade | Vertical | Horizontal |
| Tipos de dados | Estruturados | Semi ou não estruturados |
| Ideal para... | Transações complexas, integridade | Grandes volumes de dados, alta velocidade |
| Gerenciamento | Manual ou com automação parcial | Totalmente gerenciado (em muitos casos) |
| Exemplo | MySQL, PostgreSQL, Oracle | DynamoDB, MongoDB, Cassandra |

Ao comparar o DynamoDB com outro banco de dados NoSQL do tipo documento, o MongoDB surge como uma escolha natural. Ambos suportam dados no formato JSON, são altamente escaláveis e são amplamente utilizados por grandes empresas para aplicações modernas. No entanto, suas arquiteturas e formas de operação diferem significativamente.

O DynamoDB, oferecido como serviço totalmente gerenciado pela AWS, é focado em desempenho extremo, com escalabilidade automática, alta disponibilidade e baixa latência. Ele combina os modelos chave-valor e documento, mas com forte ênfase em throughput e infraestrutura “serverless”. Já o MongoDB, de código aberto, é mais flexível no uso de documentos aninhados e operações complexas de agregação, além de permitir instalação local (on-premises) ou em nuvens de múltiplos provedores.

Uma das maiores diferenças está no modelo de gerenciamento: enquanto o DynamoDB elimina completamente a necessidade de administrar servidores ou ajustar performance, o MongoDB exige configuração e manutenção contínua — a menos que seja usado com o serviço gerenciado MongoDB Atlas. Além disso, o DynamoDB é altamente integrado ao ecossistema AWS, oferecendo segurança, controle de acesso e replicação regional com um clique, o que o torna ideal para quem já utiliza serviços da Amazon.

A escolha pelo DynamoDB se justifica principalmente pela sua robustez e simplicidade operacional. Para aplicações que exigem baixa latência em escala global, o DynamoDB proporciona um desempenho previsível e confiável, sem a necessidade de gerenciamento de infraestrutura. Além disso, sua integração nativa com outros serviços da AWS (como Lambda, S3, CloudWatch, etc.) torna-o uma excelente opção para arquiteturas modernas e orientadas a eventos. Apesar do MongoDB oferecer maior flexibilidade na modelagem de dados, o DynamoDB leva vantagem em cenários onde performance, escalabilidade e simplicidade de manutenção são essenciais.

| **Critério** | **DynamoDB (AWS)** | **MongoDB** |
| --- | --- | --- |
| Tipo | Chave-valor + Documento JSON | Documento JSON |
| Gerenciamento | Totalmente gerenciado (serverless) | Local ou gerenciado (Atlas) |
| Linguagem de consulta | APIs AWS + PartiQL | MongoDB Query Language (MQL) |
| Operações de agregação | Limitadas | Muito poderosas (aggregation pipeline) |
| Escalabilidade | Automática e horizontal | Manual (sharding) ou automatizada (Atlas) |
| Integração com cloud | Nativa com AWS | Multicloud (Azure, GCP, AWS via Atlas) |
| Performance | Otimizado para leitura/gravação de alta velocidade | Equilibrado, com foco em modelagem flexível |
| Modelo de consistência | Eventual (com suporte a forte em leitura) | Forte (com consistência configurável) |
| Backup e segurança | Nativos e automatizados | Necessita configuração (ou Atlas) |

Ao comparar bancos de dados relacionais e não relacionais, fica evidente que cada paradigma atende a necessidades distintas do mundo tecnológico atual. Os bancos relacionais, como o MySQL, continuam sendo essenciais para aplicações que demandam integridade transacional, estrutura rígida e relacionamentos complexos entre dados. Já os bancos NoSQL, como o DynamoDB, se destacam pela flexibilidade, escalabilidade horizontal e desempenho em tempo real, sendo altamente eficazes em cenários modernos de alto volume e variabilidade de dados.

Especificamente no universo dos bancos de dados não relacionais, o DynamoDB demonstra uma abordagem robusta e otimizada para aplicações em escala, como redes sociais, e-commerce e sistemas com grande número de leituras e gravações simultâneas. Quando comparado ao MongoDB, por exemplo, o DynamoDB oferece simplicidade operacional e integração profunda com a nuvem AWS, características fundamentais para projetos com foco em desempenho e mínima administração de infraestrutura.

No entanto, apesar de suas vantagens, o DynamoDB também apresenta limitações — como suporte limitado a operações de agregação e dependência do ecossistema AWS — que precisam ser consideradas no momento da escolha tecnológica. Assim, torna-se essencial analisar cuidadosamente os prós e contras dessa solução para decidir se ela realmente atende às necessidades específicas de cada projeto.

# **Prós e Contras**

O Amazon DynamoDB é amplamente reconhecido como uma solução de banco de dados não relacional que atende às exigências de aplicações modernas que demandam alta escalabilidade, desempenho consistente e disponibilidade global. Projetado para ambientes de grande volume e com intensa variação de carga, esse banco de dados oferece uma infraestrutura gerenciada e automatizada, com foco na eliminação de tarefas administrativas relacionadas à manutenção de servidores, replicação de dados e gerenciamento de desempenho. Sua integração nativa ao ecossistema da Amazon Web Services (AWS) o torna ainda mais atrativo para organizações que já operam em nuvem ou pretendem migrar seus sistemas para ambientes altamente escaláveis.

No entanto, apesar de suas vantagens evidentes, o DynamoDB apresenta limitações que devem ser cuidadosamente analisadas antes de sua adoção. Um dos principais desafios enfrentados por equipes de desenvolvimento é a necessidade de adaptação a um novo modelo de dados, que difere substancialmente do paradigma relacional tradicional. A ausência de suporte nativo a operações como junções entre tabelas, consultas complexas e transações relacionais exige uma mudança na lógica de modelagem e consulta dos dados. Adicionalmente, embora a linguagem PartiQL ofereça uma interface semelhante ao SQL, suas funcionalidades permanecem limitadas em relação aos bancos de dados relacionais convencionais.

Experiências práticas de grandes corporações que adotaram o DynamoDB reforçam seu potencial. A Snap Inc., desenvolvedora do Snapchat, obteve significativa melhoria de desempenho após a adoção do serviço, alcançando mais de dez milhões de requisições por segundo em momentos de pico e reduzindo em mais de 20% a latência de envio de mensagens. A Netflix, por sua vez, utiliza o DynamoDB para armazenar preferências de usuários, histórico de exibição e dados de personalização de conteúdo, assegurando um serviço ágil e escalável mesmo em horários de alta audiência. O próprio marketplace da Amazon integra o DynamoDB em componentes críticos como carrinho de compras, gerenciamento de sessões e rastreamento de pedidos, aproveitando sua integração total com os demais serviços da nuvem AWS.

Apesar desses resultados positivos, há registros de dificuldades enfrentadas por desenvolvedores e administradores ao lidar com o custo operacional da ferramenta. Em muitos casos, a má configuração de índices secundários, uso ineficiente de leituras consistentes e ausência de otimização no particionamento de dados podem resultar em aumentos significativos nos custos mensais. A cobrança baseada em throughput provisionado ou no consumo sob demanda exige atenção constante, planejamento adequado e monitoramento frequente, especialmente em ambientes com variação imprevisível de carga.

| **Categoria** | **Prós** | **Contras** |
| --- | --- | --- |
| Desempenho | Baixa latência mesmo sob carga intensa | Requisições consistentes podem ser mais lentas e custosas |
| Escalabilidade | Escalabilidade horizontal automática, sem intervenção manual | Gargalos podem ocorrer se o particionamento for mal estruturado |
| Gerenciamento | Totalmente gerenciado, reduzindo a sobrecarga operacional | Dependência do ecossistema AWS |
| Modelo de dados | Flexível, sem necessidade de esquema fixo | Exige nova abordagem de modelagem, diferente do paradigma relacional |
| Segurança e backup | Suporte nativo a backup automático, replicação regional e criptografia | Configurações de segurança mais avançadas requerem conhecimento técnico |
| Linguagem de consulta | APIs bem documentadas e suporte a PartiQL | Funcionalidades limitadas para consultas complexas e agregações |
| Custos | Modelo de cobrança baseado no uso real, com modo on-demand disponível | Custos imprevisíveis em cenários de tráfego irregular ou mal dimensionado |
| Casos de uso | Utilizado por grandes empresas, como Snapchat, Netflix e Amazon | Pouco indicado para aplicações com lógica de negócio altamente relacional |

Considerando todos os fatores analisados, verifica-se que as vantagens do DynamoDB superam suas limitações, especialmente quando utilizado em contextos que demandam alta performance, disponibilidade contínua e escalabilidade dinâmica. Em projetos com arquitetura moderna, baseados em microsserviços, eventos em tempo real ou serviços globais, o DynamoDB apresenta-se como uma escolha técnica sólida e eficiente. Entretanto, sua adoção deve ser precedida de uma avaliação criteriosa do perfil do sistema e da equipe técnica, uma vez que sua utilização inadequada pode acarretar custos operacionais elevados e dificuldades de manutenção. Em síntese, o DynamoDB é altamente recomendável para soluções orientadas a volume e desempenho, desde que seu uso esteja alinhado com as características do projeto e com boas práticas de modelagem e operação em bancos NoSQL.

# **Aplicação Desenvolvida - TurtleTrack**

## 1 Introdução

O Turtle Track surge como uma solução eficiente para o controle de estoque de empresas, negócios locais e pequenos empreendimentos que necessitam de um gerenciamento prático, seguro e acessível. Seu desenvolvimento foi pensado para atender à necessidade de controle preciso sobre produtos, oferecendo funcionalidades que permitem desde o cadastro, busca, atualização até a exclusão de itens, tudo por meio de uma interface gráfica intuitiva e de fácil utilização. A proposta central do sistema está fundamentada na combinação de uma interface amigável com uma infraestrutura robusta, baseada na nuvem, capaz de proporcionar aos usuários uma gestão simplificada, porém altamente eficaz, de seus estoques.

A crescente demanda por soluções tecnológicas que viabilizem o gerenciamento eficiente de estoques reflete a transformação digital pela qual as empresas vêm passando nas últimas décadas. Cada vez mais, organizações buscam ferramentas que combinem praticidade, escalabilidade, segurança e disponibilidade, a fim de substituir métodos manuais e planilhas, que são suscetíveis a erros, inconsistências e perda de dados. Nesse cenário, o Turtle Track se posiciona como uma resposta tecnológica moderna, capaz de suprir essas carências operacionais. A aplicação foi desenvolvida utilizando a linguagem de programação Python, integrando-se diretamente ao serviço de banco de dados não relacional Amazon DynamoDB, que oferece alta disponibilidade, escalabilidade automática e performance consistente, características essenciais para sistemas que demandam confiabilidade e operação contínua.

Este projeto reflete não apenas uma solução funcional para controle de estoque, mas também representa uma aplicação prática de conceitos atuais de desenvolvimento de software e arquitetura de dados, unindo programação, experiência de usuário e tecnologia em nuvem. Por meio da adoção do DynamoDB, o sistema elimina limitações comuns dos bancos de dados tradicionais, oferecendo maior flexibilidade na modelagem dos dados e garantindo desempenho superior mesmo em cenários de alta demanda. Dessa forma, o Turtle Track se apresenta como uma ferramenta capaz de potencializar a organização, o controle e a eficiência operacional dos estoques, alinhando-se às necessidades das empresas na era da transformação digital.

## 2 Contextualização e Problematica

No ambiente empresarial atual, a gestão de estoque é um dos pilares da sustentabilidade operacional. Erros manuais, perda de informações, falta de histórico e dificuldade na visualização dos dados são problemas recorrentes em empresas que ainda realizam o controle de seus estoques de forma manual ou com ferramentas não especializadas, como planilhas. Esses métodos são propensos a falhas, não oferecem atualizações em tempo real e dificultam o acompanhamento da disponibilidade dos produtos.

Além disso, sistemas tradicionais baseados em bancos de dados relacionais podem se tornar caros, pouco escaláveis e complexos de gerenciar para empresas que buscam simplicidade e flexibilidade. Surge, portanto, a necessidade de uma solução que combine um backend eficiente e escalável, como o DynamoDB, com uma aplicação desktop de fácil utilização, capaz de atender as principais demandas operacionais de controle de estoque.

## 3 Descrição Funcional da Aplicação

O Turtle Track foi desenvolvido para atender às principais necessidades operacionais no gerenciamento de estoque, oferecendo um conjunto robusto de funcionalidades que permitem controle, organização e manutenção eficiente dos produtos. A seguir, são descritas detalhadamente as principais operações contempladas pelo sistema.

* Cadastro de Produtos

O cadastro de produtos é uma das funções centrais do Turtle Track e tem como objetivo garantir que todos os itens do estoque estejam devidamente registrados, organizados e identificados de maneira única e precisa. Por meio dessa funcionalidade, o usuário insere informações fundamentais, como o código identificador (ID) do produto, nome, quantidade disponível em estoque e preço unitário.

Esse processo é essencial não apenas para a organização do estoque, mas também para assegurar a integridade e a rastreabilidade dos dados. Cada produto é registrado utilizando uma chave única, denominada product\_id, que funciona como a chave primária na tabela do DynamoDB. Isso evita duplicidade de registros e permite que todas as operações futuras, como consultas, atualizações e deleções, sejam realizadas de forma eficiente e segura.

Além disso, a aplicação realiza uma verificação automática para garantir que não existam produtos com o mesmo ID ou nome, prevenindo erros e inconsistências no banco de dados. O cadastro bem estruturado reflete diretamente na qualidade do controle de estoque e na precisão das informações acessadas pelos usuários.

* Busca e Exibição de Produtos

A funcionalidade de busca permite ao usuário consultar rapidamente qualquer produto armazenado no banco de dados, utilizando como critério principal o código identificador (ID) do item. Esse mecanismo foi projetado para oferecer respostas rápidas e precisas, permitindo que o operador visualize informações como nome, quantidade em estoque e preço do produto em tempo real.

Essa operação é fundamental para auxiliar processos logísticos e operacionais, como conferências de estoque, atendimento a clientes, verificações de disponibilidade e auditorias internas. A agilidade proporcionada pela integração com o DynamoDB, que possui baixíssima latência na recuperação de dados, garante uma experiência de consulta extremamente eficiente.

A interface da busca foi desenhada para ser intuitiva, onde o usuário insere o código do produto e recebe imediatamente os dados associados, apresentados de maneira clara e organizada. Essa funcionalidade também serve como ponto de partida para operações subsequentes, como edição e exclusão de produtos.

* Edição e Atualização de Produtos

A edição de produtos é uma funcionalidade indispensável em qualquer sistema de controle de estoque, visto que os dados dos produtos estão sujeitos a alterações frequentes, seja por mudanças no preço de venda, ajustes nas quantidades após inventários físicos, correções de cadastro ou modificações na nomenclatura dos itens.

O Turtle Track permite que o usuário selecione um produto existente e realize atualizações nos campos de nome, quantidade e preço. O sistema garante que, antes de qualquer modificação, seja realizada uma validação para evitar conflitos, como o uso de um nome já atribuído a outro produto.

Essa funcionalidade garante não apenas a consistência dos dados, mas também a sua relevância e atualidade, permitindo que o estoque reflita, com precisão, a realidade operacional da empresa. Além disso, todo o processo de edição é realizado de forma simples, segura e eficiente, utilizando comandos de atualização direta no DynamoDB, que respondem quase que instantaneamente às mudanças solicitadas.

* Exclusão de Produtos

A remoção de produtos do sistema é uma função essencial para manter o banco de dados limpo, organizado e livre de registros desnecessários ou obsoletos. Essa operação é utilizada principalmente em casos de itens descontinuados, produtos com cadastro duplicado ou erros que necessitem a exclusão definitiva do registro.

Ao selecionar um produto para exclusão, o sistema executa uma operação segura no DynamoDB, utilizando o product\_id como chave para localizar e remover o item da base de dados. Antes da execução da exclusão, é possível revisar as informações do produto, minimizando riscos de remoções equivocadas.

Esse controle permite que o histórico de produtos permaneça atualizado, evitando que itens descontinuados interfiram em processos de gestão, relatórios de estoque ou consultas operacionais. A prática de manutenção periódica do banco, incluindo a exclusão de registros inválidos, é essencial para a saúde do sistema e para garantir a performance otimizada do banco de dados.

A combinação dessas quatro funcionalidades — cadastro, busca, edição e exclusão — oferece uma solução robusta, escalável e eficiente para o gerenciamento de estoques. O Turtle Track, portanto, não apenas automatiza processos operacionais, como também assegura a integridade dos dados, reduz erros manuais e oferece uma experiência de uso altamente confiável, alinhada às melhores práticas de controle logístico e gestão de inventário.

## 4 Arquitetura e Fundamentos Técnicos

A arquitetura do Turtle Track adota uma abordagem moderna, fundamentada no paradigma cliente-nuvem, na qual a aplicação opera localmente por meio de uma interface gráfica desenvolvida em Python, enquanto o armazenamento e a persistência dos dados ocorrem na nuvem, utilizando o serviço gerenciado Amazon DynamoDB. Esse modelo arquitetônico proporciona uma combinação eficiente entre simplicidade de uso no front-end e robustez, escalabilidade e resiliência no back-end.

A camada de interface foi construída com a biblioteca Tkinter, que oferece os recursos necessários para o desenvolvimento de interfaces gráficas desktop em Python, incluindo a criação de janelas, botões, caixas de texto, menus e navegação entre diferentes abas funcionais. Essa abordagem garante uma experiência de usuário intuitiva, permitindo que operadores sem formação técnica consigam manusear o sistema com facilidade e segurança.

No backend, o DynamoDB, serviço NoSQL da AWS, foi escolhido por suas características superiores em termos de desempenho, disponibilidade e escalabilidade horizontal. Trata-se de um banco de dados orientado a chave-valor e documentos, que não requer a definição de esquemas rígidos como nos bancos de dados relacionais. Isso permite que diferentes itens na mesma tabela possuam atributos distintos, tornando o modelo de dados altamente flexível e adaptável às mudanças, sem a necessidade de alterações estruturais na base.

O DynamoDB opera por meio de uma chave primária, que no caso da aplicação é representada pelo atributo product\_id. Essa chave garante a unicidade dos registros e permite que as operações de leitura, escrita, atualização e exclusão sejam extremamente rápidas, mesmo em tabelas com milhões de itens. Além disso, o DynamoDB oferece suporte à criação de Índices Secundários Globais (GSI) e Índices Secundários Locais (LSI), que possibilitam consultas eficientes por outros atributos além da chave primária, viabilizando pesquisas dinâmicas e filtragens mais sofisticadas quando necessário.

A escolha do DynamoDB se fundamenta também em sua capacidade de escalabilidade automática, que permite que o sistema absorva aumentos repentinos na carga de trabalho, seja em momentos de crescimento do volume de dados ou de picos de acesso simultâneo, sem degradação perceptível de desempenho. Essa escalabilidade é alcançada graças à arquitetura distribuída do banco, que divide os dados em múltiplas partições e replica automaticamente essas partições entre diferentes servidores e zonas de disponibilidade dentro da infraestrutura da AWS.

Adicionalmente, o DynamoDB oferece recursos como provisionamento de throughput, tanto em modo sob demanda quanto em capacidade provisionada, mecanismos de replicação global (Global Tables), que garantem baixa latência de acesso a partir de diferentes regiões geográficas, e suporte a backup e restauração automáticos, essenciais para garantir a resiliência e a continuidade do negócio.

Diferentemente dos bancos de dados relacionais tradicionais, que operam com modelos baseados em tabelas com esquemas fixos, integridade referencial e dependência de normalização, o DynamoDB permite um modelo mais flexível, orientado a entidades independentes. Isso elimina a necessidade de operações complexas como *joins*, que são custosas em termos de processamento, e favorece uma modelagem otimizada para consultas rápidas e operações simples de leitura e escrita, altamente adequadas para sistemas de controle de estoque.

Esse modelo de dados simplificado e flexível, combinado com a resiliência da arquitetura distribuída da AWS, garante que o Turtle Track opere de forma estável, rápida e escalável, atendendo tanto pequenas operações quanto cenários de crescimento acelerado, sem que sejam necessárias intervenções manuais na infraestrutura.

Dessa forma, a arquitetura do sistema não apenas atende aos requisitos funcionais do controle de estoque, como também oferece uma base tecnológica robusta, alinhada às melhores práticas de desenvolvimento de software na nuvem e gestão de dados na era da transformação digital.

## 5 Integração Pratica e Implementação da Aplicação

A implementação da aplicação Turtle Track foi concebida para garantir eficiência, simplicidade operacional e robustez tecnológica, aliando uma interface gráfica intuitiva com uma infraestrutura de dados altamente escalável. Toda a integração da aplicação com o serviço de banco de dados na nuvem Amazon DynamoDB foi realizada utilizando a biblioteca Boto3, o SDK oficial da AWS para a linguagem Python, que oferece suporte completo às operações de manipulação de dados na nuvem.

Essa integração permite que o sistema execute, de forma direta e eficiente, todas as operações essenciais de banco de dados, conhecidas pela sigla CRUD (Create, Read, Update e Delete). O banco de dados foi estruturado com uma tabela principal, na qual cada produto é armazenado utilizando o campo product\_id como chave primária. Essa configuração assegura unicidade dos registros, desempenho otimizado e acesso rápido às informações, independentemente do volume de dados armazenados.

O DynamoDB, por sua própria arquitetura distribuída e serverless, oferece altíssima disponibilidade, replicação automática dos dados e um desempenho consistente, com respostas que operam em escala de milissegundos. Isso é fundamental para aplicações de controle de estoque, que demandam não apenas precisão nas informações, mas também respostas rápidas e confiáveis em tempo real.

O desenvolvimento do Turtle Track foi planejado de forma modular, separando claramente as responsabilidades entre a camada de apresentação e a camada de dados. Na camada de apresentação, foi utilizada a biblioteca Tkinter, responsável pela construção de uma interface gráfica simples, intuitiva e funcional, contendo elementos como campos de entrada, botões de ação e navegação por abas. As abas foram organizadas para diferentes finalidades operacionais, incluindo tela de acesso, menu administrativo, cadastro de produtos, busca, edição e remoção de itens do estoque.

Em segundo plano, a camada de integração com o DynamoDB é composta por funções específicas e bem definidas. Cada função foi projetada para realizar uma operação determinada sobre a base de dados. Dentre elas, destacam-se as funções de verificação de existência de um produto, que impedem o cadastro de itens duplicados, inserção de novos produtos, consulta de informações por meio do ID, edição de dados existentes, além da exclusão segura de registros, garantindo sempre a integridade e a consistência dos dados.

O backend da aplicação foi otimizado com o uso de expressões condicionais, filtragem inteligente de dados e atualizações direcionadas, recursos nativos do DynamoDB que garantem não apenas eficiência operacional, mas também redução no custo de processamento, já que o DynamoDB adota um modelo de cobrança baseado em capacidade provisionada ou sob demanda, conforme o uso.

Essa arquitetura híbrida — interface local com banco de dados na nuvem — proporciona uma experiência de usuário fluida e de alta performance, eliminando limitações comuns em soluções que dependem de arquivos locais ou bancos de dados relacionais que exigem infraestrutura robusta e configuração complexa.

Diante disso, a seguir será apresentado o código-fonte completo da aplicação Turtle Track, contendo todas as estruturas, funções e lógicas de interface e integração com o DynamoDB. Este código materializa, de forma prática, todos os conceitos, arquiteturas e modelagens discutidos ao longo deste trabalho, permitindo uma visão detalhada do funcionamento interno do sistema e sua aplicabilidade no contexto real de controle de estoque.

from boto3 import resource

from boto3.dynamodb.conditions import Attr, Key

from datetime import datetime

import tkinter as tk

from tkinter import ttk, messagebox

from PIL import Image, ImageTk

from decimal import Decimal

dynamodb = resource('dynamodb', *region\_name*="sa-east-1") # Substitua pela sua região

ProdTable = dynamodb.Table('TurtleTrackDB')

UserTable = dynamodb.Table('Users')

def verificar\_id\_existente(*product\_id*):

response = ProdTable.get\_item(*Key*={'product\_id': product\_id})

return 'Item' in response

def verificar\_nome\_existente(*nome*):

response = ProdTable.scan(

*FilterExpression*=Attr('nome').eq(nome)

)

return len(response.get('Items', [])) > 0

def salvar\_produto\_bd(*product\_id*, *nome*, *quantidade*, *preco*):

response = ProdTable.put\_item(

*Item*={

'product\_id': product\_id,

'nome': nome,

'quantidade': quantidade,

'preco': preco,

'data\_criacao': datetime.now().isoformat()

}

)

print("Produto salvo:", response)

return response

def buscar\_produto\_bd(*product\_id*):

response = ProdTable.get\_item(

*Key*={

'product\_id': product\_id

}

)

print("Produto:", response)

return response.get('Item')

def edit\_produto\_bd(*product\_id*, *nome*, *quantidade*, *preco*):

response = ProdTable.update\_item(

*Key*={'product\_id': product\_id},

*UpdateExpression*="set nome=:n, quantidade=:q, preco=:p",

*ExpressionAttributeValues*={

':n': nome,

':q': quantidade,

':p': preco

},

*ReturnValues*="UPDATED\_NEW"

)

print("Produto atualizado:", response)

return response

def delete\_produto\_bd(*product\_id*):

response = ProdTable.delete\_item(

*Key*={'product\_id': product\_id}

)

print("Produto deletado:", response)

#FUNÇÕES DO CÓDIGO - INTEGRANDO TELA/BANCO

def configurar\_abas():

nivel\_acesso = cod\_acess\_entry.get()

# Exibe apenas as abas permitidas

if nivel\_acesso == '01': # Usuário com acesso limitado

notebook.add(aba\_buscar, *text*="Menu Usuário")

notebook.forget(aba\_acesso)

elif nivel\_acesso == '02': # Administrador com acesso total

notebook.add(aba\_menu, *text*="Menu Admin")

notebook.forget(aba\_acesso)

#Função botão add da busca

def chama\_add():

notebook.add(aba\_adicionar, *text*="Adicionar Produto")

notebook.forget(aba\_buscar)

#Função botão busca do menu-admin

def chama\_buscar\_admin():

notebook.add(aba\_buscar, *text*="Buscar Produto")

notebook.forget(aba\_menu)

#Função botão edit do menu-admin

def chama\_edit\_admin():

notebook.add(aba\_edit, *text*="Editar Produto")

notebook.forget(aba\_menu)

#Função botão fechar da aba add

def exit\_add():

notebook.forget(aba\_adicionar)

notebook.add(aba\_acesso, *text*="Acesso")

#Função botão fechar da aba busca

def exit\_busca():

notebook.forget(aba\_buscar)

notebook.add(aba\_acesso, *text*="Acesso")

#Função botão fechar da menu

def exit\_menu():

notebook.forget(aba\_menu)

notebook.add(aba\_acesso, *text*="Acesso")

#Função botão fechar da aba edit

def exit\_edit():

notebook.forget(aba\_edit)

notebook.add(aba\_acesso, *text*="Acesso")

# Função para obter dados da interface e adicionar produto ao estoque

def adicionar\_produto\_interface():

produto\_id = *int*(cod\_entry.get())

nome = name\_entry.get()

try:

quantidade = Decimal(qtd\_entry.get())

preco = Decimal(preco\_entry.get())

except *ValueError*:

messagebox.showerror("Erro", "Quantidade e preço devem ser números válidos.")

return

# Verificar se o ID já existe

if verificar\_id\_existente(produto\_id):

messagebox.showerror("Erro", "ID já cadastrado. Utilize outro ID.")

return

# Verificar se o nome já existe

if verificar\_nome\_existente(nome):

messagebox.showerror("Erro", "Nome já cadastrado. Utilize outro nome.")

return

try:

# Jogando dados pra função add BD

response = salvar\_produto\_bd(produto\_id, nome, quantidade, preco)

if response['ResponseMetadata']['HTTPStatusCode'] == 200:

messagebox.showinfo("Sucesso", "Produto salvo com sucesso.")

# Limpa os campos da interface

cod\_entry.delete(0, tk.END)

name\_entry.delete(0, tk.END)

qtd\_entry.delete(0, tk.END)

preco\_entry.delete(0, tk.END)

else:

messagebox.showerror("Erro", "Falha ao salvar produto.")

except:

messagebox.showinfo("Erro", "Falha ao salvar produto.")

# Função para buscar e exibir produto da aba busca

def busca\_produto\_interface\_busca():

produto\_id = *int*(cod\_busca\_entry.get())

produto = buscar\_produto\_bd(produto\_id)

if produto:

nome\_busca\_entry.config(*state*='normal') # Permite edição

nome\_busca\_entry.delete(0, tk.END)

nome\_busca\_entry.insert(0, produto.get('nome', '')) # Nome do produto

nome\_busca\_entry.config(*state*='readonly') # Só leitura

qtd\_busca\_entry.config(*state*='normal')

qtd\_busca\_entry.delete(0, tk.END)

qtd\_busca\_entry.insert(0, *str*(produto.get('quantidade', ''))) # Quantidade

qtd\_busca\_entry.config(*state*='readonly')

preco\_busca\_entry.config(*state*='normal')

preco\_busca\_entry.delete(0, tk.END)

preco\_busca\_entry.insert(0, *str*(produto.get('preco', ''))) # Preço

preco\_busca\_entry.config(*state*='readonly')

else:

messagebox.showerror("Erro", f"Produto com código {produto\_id} não encontrado.")

#Função para buscar e exibir produto da aba edit

def busca\_produto\_interface\_edit():

produto\_id = *int*(cod\_edit\_entry.get())

produto = buscar\_produto\_bd(produto\_id)

if produto:

# Exibir os dados do produto na interface de busca

nome\_edit\_entry.config(*state*='normal') # Permite edição

nome\_edit\_entry.delete(0, tk.END)

nome\_edit\_entry.insert(0, produto.get('nome', '')) # Nome

nome\_edit\_entry.config(*state*='readonly') # Modo somente leitura

qtd\_edit\_entry.config(*state*='normal')

qtd\_edit\_entry.delete(0, tk.END)

qtd\_edit\_entry.insert(0, *str*(produto.get('quantidade', ''))) # Quantidade

qtd\_edit\_entry.config(*state*='readonly')

preco\_edit\_entry.config(*state*='normal')

preco\_edit\_entry.delete(0, tk.END)

preco\_edit\_entry.insert(0, *str*(produto.get('preco', ''))) # Preço

preco\_edit\_entry.config(*state*='readonly')

else:

messagebox.showerror("Erro", f"Produto com código {produto\_id} não encontrado.")

nome\_edit\_entry.config(*state*='normal') # Permite edição

qtd\_edit\_entry.config(*state*='normal')

preco\_edit\_entry.config(*state*='normal')

# Função para buscar e atualizar o produto

def editar\_produto\_interface():

produto\_id = *int*(cod\_edit\_entry.get())

nome = nome\_edit\_entry.get()

try:

quantidade = Decimal(qtd\_edit\_entry.get())

preco = Decimal(preco\_edit\_entry.get())

except *ValueError*:

messagebox.showerror("Erro", "Quantidade e preço devem ser números válidos.")

return

# Verifica se o ID existe antes de editar

if not verificar\_id\_existente(produto\_id):

messagebox.showerror("Erro", "Produto não encontrado para editar.")

return

# Verifica se o nome já está em outro produto

produtos\_com\_nome = ProdTable.scan(

*FilterExpression*=Attr('nome').eq(nome)

).get('Items', [])

if produtos\_com\_nome:

for produto in produtos\_com\_nome:

if produto['product\_id'] != produto\_id:

messagebox.showerror("Erro", "Nome já cadastrado em outro produto.")

return

# Jogando dados pra função edit BD

response = edit\_produto\_bd(produto\_id, nome, quantidade, preco)

if response and 'Attributes' in response:

messagebox.showinfo("Sucesso", "Produto atualizado com sucesso.")

# Limpa os campos da interface de edição

cod\_edit\_entry.delete(0, tk.END)

nome\_edit\_entry.delete(0, tk.END)

qtd\_edit\_entry.delete(0, tk.END)

preco\_edit\_entry.delete(0, tk.END)

else:

messagebox.showerror("Erro", "Falha ao atualizar o produto.")

# Função para buscar e excluir o produto

def deletar\_produto\_interface():

produto\_id = *int*(cod\_edit\_entry.get())

# Jogando dados pra função delete BD

response = delete\_produto\_bd(produto\_id)

if response and 'Attributes' in response:

messagebox.showinfo("Erro", "Falha ao deletar produto.")

else:

messagebox.showinfo("Sucesso", "Produto deletado com sucesso.")

# Limpa os campos da interface

cod\_edit\_entry.delete(0, tk.END)

nome\_edit\_entry.config(*state*='normal')

nome\_edit\_entry.delete(0, tk.END)

qtd\_edit\_entry.config(*state*='normal')

qtd\_edit\_entry.delete(0, tk.END)

preco\_edit\_entry.config(*state*='normal')

preco\_edit\_entry.delete(0, tk.END)

#INTERFACE - TELAS

# Cores e estilos

COR\_FUNDO = "#f0f4f7"

COR\_BOTAO = "#4CAF50"

COR\_TEXTO = "#333"

COR\_DESTAQUE = "#2E8B57"

FONTE = ("Arial", 10)

FONTE\_TITULO = ("Arial", 14, "bold")

# Início da interface

tela = tk.Tk()

tela.title("Turtle Track - Controle de Estoque")

tela.configure(*bg*=COR\_FUNDO)

# Logo

logo\_img = Image.open("98efd7f0-09a9-4033-a446-7a637d6903e2.png")

logo\_img = logo\_img.resize((200, 80))

logo = ImageTk.PhotoImage(logo\_img)

logo\_label = tk.Label(tela, *image*=logo, *bg*=COR\_FUNDO)

logo\_label.pack(*pady*=5)

# Notebook

notebook = ttk.Notebook(tela)

notebook.pack(*pady*=10, *expand*=True)

style = ttk.Style()

style.configure("TNotebook", *background*=COR\_FUNDO)

style.configure("TFrame", *background*=COR\_FUNDO)

style.configure("TLabel", *background*=COR\_FUNDO, *font*=FONTE)

style.configure("TButton", *font*=FONTE)

# Aba de Acesso

aba\_acesso = ttk.Frame(notebook)

notebook.add(aba\_acesso, *text*="Acesso")

title\_label = tk.Label(aba\_acesso, *text*="Acesso ao Sistema", *font*=FONTE\_TITULO, *bg*=COR\_FUNDO, *fg*=COR\_DESTAQUE)

title\_label.grid(*row*=0, *column*=1, *padx*=10, *pady*=10)

cod\_acess\_label = tk.Label(aba\_acesso, *text*="Código do Acesso:", *bg*=COR\_FUNDO)

cod\_acess\_label.grid(*row*=1, *column*=0, *padx*=10, *pady*=6)

cod\_acess\_entry = tk.Entry(aba\_acesso)

cod\_acess\_entry.grid(*row*=2, *column*=1, *padx*=10, *pady*=6)

botao\_acess = tk.Button(aba\_acesso, *text*="🔓 Acessar", *bg*=COR\_BOTAO, *fg*="white", *command*=configurar\_abas)

botao\_acess.grid(*row*=3, *column*=2, *pady*=10)

# Aba Menu Admin

aba\_menu = ttk.Frame(notebook)

notebook.add(aba\_menu, *text*="Menu - Admin")

botao\_busca\_menu\_admin = tk.Button(aba\_menu, *text*="🔍 Buscar Produto", *bg*=COR\_BOTAO, *fg*="white", *command*=chama\_buscar\_admin)

botao\_busca\_menu\_admin.grid(*row*=0, *column*=0, *columnspan*=2, *pady*=10)

botao\_edit\_menu\_admin = tk.Button(aba\_menu, *text*="✏️ Editar Produto", *bg*=COR\_BOTAO, *fg*="white", *command*=chama\_edit\_admin)

botao\_edit\_menu\_admin.grid(*row*=0, *column*=4, *columnspan*=2, *pady*=10)

botao\_fechar\_busca = tk.Button(aba\_menu, *text*="❌ Fechar", *bg*="red", *fg*="white", *command*=exit\_menu)

botao\_fechar\_busca.grid(*row*=1, *column*=2, *columnspan*=2, *pady*=10)

# Aba Buscar Produto

aba\_buscar = ttk.Frame(notebook)

notebook.add(aba\_buscar, *text*="Buscar Produto")

botao\_fechar\_busca = tk.Button(aba\_buscar, *text*="❌", *bg*="red", *fg*="white", *command*=exit\_busca)

botao\_fechar\_busca.grid(*row*=0, *column*=3, *columnspan*=2, *pady*=10)

tk.Label(aba\_buscar, *text*="Código do Produto:", *bg*=COR\_FUNDO).grid(*row*=0, *column*=0, *padx*=10, *pady*=6)

cod\_busca\_entry = tk.Entry(aba\_buscar)

cod\_busca\_entry.grid(*row*=0, *column*=1, *padx*=10, *pady*=6)

tk.Button(aba\_buscar, *text*="🔍 Buscar Produto", *bg*=COR\_BOTAO, *fg*="white", *command*=busca\_produto\_interface\_busca).grid(*row*=1, *column*=1, *columnspan*=2, *pady*=10)

tk.Label(aba\_buscar, *text*="Nome do Produto:", *bg*=COR\_FUNDO).grid(*row*=2, *column*=0, *padx*=10, *pady*=6)

nome\_busca\_entry = tk.Entry(aba\_buscar, *state*='readonly')

nome\_busca\_entry.grid(*row*=2, *column*=1, *padx*=10, *pady*=6)

tk.Label(aba\_buscar, *text*="Quantidade do Produto:", *bg*=COR\_FUNDO).grid(*row*=3, *column*=0, *padx*=10, *pady*=6)

qtd\_busca\_entry = tk.Entry(aba\_buscar, *state*='readonly')

qtd\_busca\_entry.grid(*row*=3, *column*=1, *padx*=10, *pady*=6)

tk.Label(aba\_buscar, *text*="Preço do Produto:", *bg*=COR\_FUNDO).grid(*row*=4, *column*=0, *padx*=10, *pady*=6)

preco\_busca\_entry = tk.Entry(aba\_buscar, *state*='readonly')

preco\_busca\_entry.grid(*row*=4, *column*=1, *padx*=10, *pady*=6)

tk.Button(aba\_buscar, *text*="➕ Adicionar Produto", *bg*="#2196F3", *fg*="white", *command*=chama\_add).grid(*row*=5, *column*=1, *columnspan*=2, *pady*=10)

# Aba Adicionar Produto

aba\_adicionar = ttk.Frame(notebook)

notebook.add(aba\_adicionar, *text*="Adicionar Produto")

tk.Button(aba\_adicionar, *text*="❌", *bg*="red", *fg*="white", *command*=exit\_add).grid(*row*=0, *column*=3, *columnspan*=2, *pady*=10)

tk.Label(aba\_adicionar, *text*="Código do Produto:", *bg*=COR\_FUNDO).grid(*row*=0, *column*=0, *padx*=10, *pady*=6)

cod\_entry = tk.Entry(aba\_adicionar)

cod\_entry.grid(*row*=0, *column*=1, *padx*=10, *pady*=6)

tk.Label(aba\_adicionar, *text*="Nome do Produto:", *bg*=COR\_FUNDO).grid(*row*=1, *column*=0, *padx*=10, *pady*=6)

name\_entry = tk.Entry(aba\_adicionar)

name\_entry.grid(*row*=1, *column*=1, *padx*=10, *pady*=6)

tk.Label(aba\_adicionar, *text*="Quantidade do Produto:", *bg*=COR\_FUNDO).grid(*row*=2, *column*=0, *padx*=10, *pady*=6)

qtd\_entry = tk.Entry(aba\_adicionar)

qtd\_entry.grid(*row*=2, *column*=1, *padx*=10, *pady*=6)

tk.Label(aba\_adicionar, *text*="Preço do Produto:", *bg*=COR\_FUNDO).grid(*row*=3, *column*=0, *padx*=10, *pady*=6)

preco\_entry = tk.Entry(aba\_adicionar)

preco\_entry.grid(*row*=3, *column*=1, *padx*=10, *pady*=6)

tk.Button(aba\_adicionar, *text*="➕ Adicionar Produto", *bg*=COR\_BOTAO, *fg*="white", *command*=adicionar\_produto\_interface).grid(*row*=4, *column*=0, *columnspan*=2, *pady*=10)

# Aba Editar Produto

aba\_edit = ttk.Frame(notebook)

notebook.add(aba\_edit, *text*="Editar Produto")

tk.Button(aba\_edit, *text*="❌", *bg*="red", *fg*="white", *command*=exit\_edit).grid(*row*=0, *column*=3, *columnspan*=2, *pady*=10)

tk.Label(aba\_edit, *text*="Código do Produto:", *bg*=COR\_FUNDO).grid(*row*=0, *column*=0, *padx*=10, *pady*=6)

cod\_edit\_entry = tk.Entry(aba\_edit)

cod\_edit\_entry.grid(*row*=0, *column*=1, *padx*=10, *pady*=6)

tk.Button(aba\_edit, *text*="🔍 Buscar Produto", *bg*=COR\_BOTAO, *fg*="white", *command*=busca\_produto\_interface\_edit).grid(*row*=1, *column*=1, *columnspan*=2, *pady*=10)

tk.Label(aba\_edit, *text*="Nome do Produto:", *bg*=COR\_FUNDO).grid(*row*=2, *column*=0, *padx*=10, *pady*=6)

nome\_edit\_entry = tk.Entry(aba\_edit)

nome\_edit\_entry.grid(*row*=2, *column*=1, *padx*=10, *pady*=6)

tk.Label(aba\_edit, *text*="Quantidade do Produto:", *bg*=COR\_FUNDO).grid(*row*=3, *column*=0, *padx*=10, *pady*=6)

qtd\_edit\_entry = tk.Entry(aba\_edit)

qtd\_edit\_entry.grid(*row*=3, *column*=1, *padx*=10, *pady*=6)

tk.Label(aba\_edit, *text*="Preço do Produto:", *bg*=COR\_FUNDO).grid(*row*=4, *column*=0, *padx*=10, *pady*=6)

preco\_edit\_entry = tk.Entry(aba\_edit)

preco\_edit\_entry.grid(*row*=4, *column*=1, *padx*=10, *pady*=6)

tk.Button(aba\_edit, *text*="✏️ Editar Produto", *bg*="#FFA000", *fg*="white", *command*=editar\_produto\_interface).grid(*row*=5, *column*=0, *pady*=10)

tk.Button(aba\_edit, *text*="🗑️ Excluir Produto", *bg*="darkred", *fg*="white", *command*=deletar\_produto\_interface).grid(*row*=5, *column*=3, *pady*=10)

# Oculta as abas

notebook.forget(aba\_edit)

notebook.forget(aba\_adicionar)

notebook.forget(aba\_buscar)

notebook.forget(aba\_menu)

tela.mainloop()

## 6 Análise dos Resultados e Benefícios Observados

A adoção do DynamoDB na arquitetura do Turtle Track proporcionou ganhos significativos em desempenho, confiabilidade e simplicidade de operação. O modelo serverless elimina a necessidade de gerenciamento de servidores, backups manuais ou escalonamento de infraestrutura, permitindo que o foco da operação seja na lógica de negócio e não na manutenção do sistema.

Do ponto de vista do usuário, a interface desenvolvida com Tkinter garante uma curva de aprendizado extremamente baixa, permitindo que até usuários sem conhecimento técnico consigam operar o sistema de maneira eficiente.

A flexibilidade oferecida pelo DynamoDB também se mostra vantajosa na possibilidade de expansão futura do sistema, seja adicionando funcionalidades como controle de fornecedores, geração de relatórios, dashboards analíticos ou integração com APIs externas.

## 7 Considerações Finais da Aplicação

O desenvolvimento do Turtle Track demonstra como a combinação de tecnologias modernas, como Python e DynamoDB, permite criar soluções robustas, escaláveis e de fácil utilização para problemas comuns no mercado, como o controle de estoque. A aplicação atende plenamente às necessidades propostas, proporcionando um gerenciamento eficiente dos produtos, redução de erros manuais e aumento da produtividade.

O sistema ainda possui grande potencial de expansão, podendo evoluir para aplicações web, integração com serviços móveis, dashboards interativos e automação de processos logísticos. Dessa forma, o Turtle Track representa não apenas uma solução prática, mas também uma base sólida para futuros aprimoramentos no contexto da transformação digital de negócios.

# 

# **Conclusão**

O desenvolvimento deste trabalho proporcionou uma compreensão aprofundada sobre os bancos de dados não relacionais, suas características, modelos de dados e, especialmente, sobre o funcionamento do Amazon DynamoDB. A análise teórica realizada evidenciou que os bancos NoSQL surgiram como resposta às limitações dos modelos relacionais, oferecendo maior escalabilidade, flexibilidade e performance em cenários com alta demanda de dados e necessidade de respostas rápidas.

A escolha pelo DynamoDB se mostrou tecnicamente justificável, dado seu modelo serverless, sua capacidade de escalabilidade automática e sua baixa latência, fatores indispensáveis para aplicações modernas que operam em tempo real. A integração do DynamoDB com a linguagem Python, por meio da biblioteca Boto3, demonstrou ser não apenas viável, mas também eficiente, permitindo construir uma solução robusta e de fácil manutenção, alinhada às melhores práticas do desenvolvimento na nuvem.

A aplicação Turtle Track, desenvolvida como parte prática deste projeto, materializou os conceitos estudados, provando que é possível criar soluções eficientes para controle de estoque utilizando tecnologias baseadas em bancos de dados NoSQL. O sistema atendeu plenamente às necessidades propostas, possibilitando cadastro, consulta, atualização e exclusão de produtos de forma rápida, segura e escalável. Além disso, o modelo arquitetônico adotado oferece uma base sólida para expansões futuras, como integração com APIs, desenvolvimento de dashboards e migração para soluções web ou mobile.

Por fim, este trabalho não apenas proporcionou o desenvolvimento de uma aplicação funcional, mas também consolidou o entendimento de como a transformação digital, impulsionada por bancos de dados não relacionais e arquiteturas em nuvem, está moldando o futuro da gestão de dados. A adoção de soluções como o DynamoDB representa não apenas uma escolha tecnológica, mas uma estratégia de negócio voltada à escalabilidade, segurança, eficiência e inovação. Portanto, conclui-se que a utilização de bancos NoSQL, quando bem planejada e aplicada aos cenários corretos, oferece vantagens significativas frente aos modelos tradicionais, representando um caminho natural e cada vez mais necessário para organizações que buscam competitividade na era digital.
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