1. Utilizando apenas operações primitivas, escreva o pseudocódigo (PORTUGOL) de um programa que recebe uma cadeia de caracteres pelo teclado e exibe na tela a cadeia invertida. Por exemplo, se a cadeia informada é “ABCD”, será mostrada na tela a cadeia “DCBA” (a sua solução deve servir para qualquer cadeia de caracteres não apenas para o exemplo)

Algoritmo “InverteTexto”

Var

Rep, Texto: Vetor[] de caractere

cont, i: inteiro

Início

Escreva (“A tecla 0 termina a palavra”)

Escreva (“Digite uma palavra: ”)

Enquanto Texto[i] =! “\0” faça

Leia texto[i]

i++

cont++

FimEnquanto

Para (i=0;i<cont;i++)

Rep[i] = Texto[Cont - i]

Escreva Rep[i]

FimPara

Fim

2. Construa a sua versão em linguagem C para as funções de PRIMEIRO(S), RESTANTE(S) e CONCATENAÇÃO(S1, S2)

Primeiro

char primeiroChar (vetor[])

{

return vetor[0];

}

Restante

char\* restanteString (vetor[])

{

char String[]=(vetor[] - vetor[0]);

return String[];

}

Concatenação

char\* concatString(S1[], S2[])

{

int contS1, contS2, i;

char S3[];

while (S1[i] =! “\0”)

{

contS1++;

i++;

}

for (i=0; i<contS1;i++)

{

S3[i] = S1[i];

}

i=0;

while (S2[i] =! “\0”)

{

contS2++;

i++;

}

for (i=0; i<contS2;i++)

{

S3[i+contS1] = S2[i];

}

return S3[];

}

3. Faça uma breve pesquisa e descreva como duas linguagens de programação implementa as funções primitivas e derivadas para a manipulação de cadeias de caracteres. Aponte no seu relato as fontes que você consultou para obter essas informações.

**Python**

Você pode manipular dados textuais no Python usando o objeto str. As cadeias de caracteres são sequências imutáveis de *unicode*. O Unicode é um sistema projetado para representar todos os caracteres dos idiomas. No unicode, cada letra ou caractere é representado como um número de 4 bytes. Cada número representa um caractere exclusivo.

Para representar uma string, você a coloca entre aspas. Pode haver várias maneiras de fazer isso:

* Aspas simples, como neste exemplo: As aspas simples permitem que você incorpore aspas "duplas" em sua string.
* Aspas duplas. Por exemplo: "As aspas duplas permitem que você incorpore aspas 'simples' em sua string."
* Aspas triplas, como neste exemplo: """Triple quotes using double quotes"""", '''Triple quotes using single quotes.'''

A string entre aspas triplas permite que você trabalhe com strings de várias linhas, e todos os espaços em branco associados serão incluídos na string.

## **Fatiamento de strings em Python**

Como as cadeias de caracteres são uma sequência de caracteres, você pode acessá-las por meio de *fatiamento* e *indexação* da mesma forma que faria com as listas ou tuplas do Python. As cadeias de caracteres são indexadas em relação a cada caractere da cadeia e a indexação começa em 0:

Na cadeia de caracteres acima, o primeiro índice é C e está indexado em 0. O último caractere é um ponto final ., que é o 16º caractere da cadeia. Também é possível acessar os caracteres na direção oposta a partir de -1, o que significa que você também pode usar -1 como valor de índice para acessar . na cadeia de caracteres. Há também um espaço em branco entre Chocolate e cookie, que também faz parte da cadeia de caracteres e tem seu próprio índice, 9 nesse caso. Você pode verificar isso usando o fatiamento.

Como cada caractere em uma string Python tem um número de índice correspondente, você pode acessar e manipular strings da mesma forma que outros tipos de dados sequenciais. O fatiamento é uma técnica em Python que permite que você use um elemento específico ou um subconjunto de elementos de um objeto contêiner usando seus valores de índice. O fatiamento evita que você tenha que escrever instruções de loop para percorrer os índices da cadeia de caracteres para localizar ou acessar determinadas subcadeias.

## **Operações comuns com strings**

O fatiamento e o fatiamento de intervalo são as operações comuns que você precisaria executar em strings. Há também a concatenação de strings, que é tão simples quanto a adição.

O Python fornece muitos métodos internos ou funções auxiliares para manipular strings. Substituir uma substring, colocar determinadas palavras em maiúsculas em um parágrafo, encontrar a posição de uma string dentro de outra string são algumas das operações que você pode fazer com esses métodos internos.

Dê uma olhada em alguns deles em detalhes:

* str.capitalize()Retorna uma cópia da cadeia de caracteres com o primeiro caractere em maiúscula.
* str.islower()Retorna true se todos os caracteres da cadeia de caracteres forem minúsculos e false caso contrário.
* str.find(substring)Retorna o índice mais baixo da cadeia de caracteres em que a substring é encontrada. Você também pode especificar o índice inicial e final dentro da string onde deseja que a substring seja pesquisada. Retorna -1 se a substring não for encontrada.
* str.count(substring)Conta quantas vezes uma substring ocorre na string. Você também pode especificar o índice de início e de parada da string.
* str.isspace()Retorna True se houver apenas caracteres de espaço em branco na cadeia de caracteres e, caso contrário, falso. Caracteres de espaço em branco são os caracteres como espaço, tabulação, próxima linha, etc.

**Java**

Para representar uma cadeia de caractere, a linguagem Java não possui um tipo primitivo. Java usa para essa tarefa a classe String. Em uma visão mais técnica, String é uma classe presente no Java desde a versão 1.0 do JDK que implementa a interface CharSequence. Assim, podemos dizer que Strings nada mais são do que uma cadeia ordenada de caracteres. Para se trabalhar com texto, a classe String oferece diversos métodos utilitários. Entre esses métodos, podemos destacar alguns para exemplificar sua utilidade. O método lengh() retorna um int indicando o tamanho da String, ou seja, a quantidade de caracteres que há na String atual. É comum ser utilizado em loops for. Temos também o método charAt(índice), que Retorna o caractere que estiver na posição do índice (iniciado em zero) passado como parâmetro (public char charAt(int index)).

Uma boa parte dos programas de computador precisam representar e manipular números e também seqüências de caracteres. As necessidades numéricas são, grosso modo, atendidas pelos tipos primitivos tais como long, int e double. As linguagens de alto-nível têm diferentes abordagens para lidar com a necessidade de representar e manipular as seqüências de caracteres. Na linguagem Java as seqüências de caracteres podem ser representadas utilizando arranjos de caracteres (char arrays) ou então as cadeias de caracteres (strings). Aqui iremos dar ênfase no suporte de processamento de texto utilizando cadeias de caracteres.

Quando discutimos arranjos vimos que eles são objetos especiais. Os arranjos possuem "inicializadores" e arranjos podem ser indexados. As cadeias de caracteres são objetos especiais também, mas em um sentido um pouco diferente. Uma cadeia de caractere é o único objeto que possui uma representação no código fonte do programa, ou seja uma cadeia de caractere é o único objeto que tem um literal na linguagem Java.

Considere o seguinte trecho de programa:  
System.out.println(123);  
System.out.println(3.1415);  
System.out.println("Ola!");

O tipo do literal 123 é int. o tipo do literal 3.1415 é double. Em Java int e double são tipos primitivos. O tipo da cadeia de caracteres "Ola!" é String. Em Java String é uma classe(class). Uma classe é o elemento da Linguagem Java que define o estado e o comportamento de seus objetos. Mais a frente no curso iremos ver as classes com mais detalhes. Neste ponto do curso iremos apenas estudar uma classe especial denominada String cujos objetos contêm cadeias de caracteres. Uma variável do tipo String é uma variável do tipo referência, ou seja, contém um endereço de objeto. Uma variável de tipo primitivo P deverá conter um valor do tipo P, uma variável do tipo referência deverá conter um endereço de um objeto do tipo referenciado, em particular uma variável do tipo String deverá conter um endereço de um objeto do tipo String.

O trecho de programa:  
String s;  
corresponde a definir uma variável com nome s e tipo String, mas o conteúdo de s não é definido. O trecho de programa:  
String s="abcde";  
 Corresponde a definir uma variável com nome s, tipo String e conteúdo correepondendo a um endereço de memória onde o compilador montou um objeto contendo a cadeia de caracteres "abcde".

Uma variável do tipo String pode ser iniciada ou inicializada de forma semelhante a uma variável de tipo primitivo. A iniciação é feita com literais do tipo String . Um literal do tipo String é uma seqüência de caracteres iniciada e terminada com aspas. Podemos utilizar o operador de concatenação de cadeias (+). O operador de concatenação permite representar uma cadeia em diferentes linhas do texto do programa. Exemplo de declaração de variáveis do tipo cadeia de caracteres já inicializadas:  
String s1="Universidade ";  
String s2="Federal de";  
String s3=" Minas "+  
 "Gerais";  
String universidade=s1+s2+s3;

No trecho de programa acima a variável universidade é inicializada utilizando o operador de concatenação de cadeias de caracteres. Os literais de tipo String podem ser usados em comandos de atribuição:  
String universidade;  
universidade="Universidade Federal de Minas Gerais";

No trecho acima a variável universidade recebe o endereço de memória onde fica um objeto contendo a cadeia de caracteres "Universidade Federal de Minas Gerais". A figura abaixo mostra uma representação gráfica simplificada para o que discutimos acima:  
![modelo gráfico simples de um objeto String](data:image/gif;base64,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)

**Bibliografia**

18/02/2025 - 22:00 as 22:22

[**https://www.datacamp.com/pt/tutorial/python-string-tutorial**](https://www.datacamp.com/pt/tutorial/python-string-tutorial)

[**https://brainly.com.br/tarefa/60448293**](https://brainly.com.br/tarefa/60448293)

[**https://homepages.dcc.ufmg.br/~rodolfo/aeds-1-05/cadeiadecaractere/cadeiadecaractere.html**](https://homepages.dcc.ufmg.br/~rodolfo/aeds-1-05/cadeiadecaractere/cadeiadecaractere.html)