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# Data Manipulation

All information below has been committed to my own github folder: https://github.com/edwardhdavies/mydsb2023

## Problem 1: Use logical operators to find flights that:

# Had an arrival delay of two or more hours (> 120 minutes)  
summary(flights)

year month day dep\_time sched\_dep\_time  
 Min. :2013 Min. : 1.000 Min. : 1.00 Min. : 1 Min. : 106   
 1st Qu.:2013 1st Qu.: 4.000 1st Qu.: 8.00 1st Qu.: 907 1st Qu.: 906   
 Median :2013 Median : 7.000 Median :16.00 Median :1401 Median :1359   
 Mean :2013 Mean : 6.549 Mean :15.71 Mean :1349 Mean :1344   
 3rd Qu.:2013 3rd Qu.:10.000 3rd Qu.:23.00 3rd Qu.:1744 3rd Qu.:1729   
 Max. :2013 Max. :12.000 Max. :31.00 Max. :2400 Max. :2359   
 NA's :8255   
 dep\_delay arr\_time sched\_arr\_time arr\_delay   
 Min. : -43.00 Min. : 1 Min. : 1 Min. : -86.000   
 1st Qu.: -5.00 1st Qu.:1104 1st Qu.:1124 1st Qu.: -17.000   
 Median : -2.00 Median :1535 Median :1556 Median : -5.000   
 Mean : 12.64 Mean :1502 Mean :1536 Mean : 6.895   
 3rd Qu.: 11.00 3rd Qu.:1940 3rd Qu.:1945 3rd Qu.: 14.000   
 Max. :1301.00 Max. :2400 Max. :2359 Max. :1272.000   
 NA's :8255 NA's :8713 NA's :9430   
 carrier flight tailnum origin   
 Length:336776 Min. : 1 Length:336776 Length:336776   
 Class :character 1st Qu.: 553 Class :character Class :character   
 Mode :character Median :1496 Mode :character Mode :character   
 Mean :1972   
 3rd Qu.:3465   
 Max. :8500   
   
 dest air\_time distance hour   
 Length:336776 Min. : 20.0 Min. : 17 Min. : 1.00   
 Class :character 1st Qu.: 82.0 1st Qu.: 502 1st Qu.: 9.00   
 Mode :character Median :129.0 Median : 872 Median :13.00   
 Mean :150.7 Mean :1040 Mean :13.18   
 3rd Qu.:192.0 3rd Qu.:1389 3rd Qu.:17.00   
 Max. :695.0 Max. :4983 Max. :23.00   
 NA's :9430   
 minute time\_hour   
 Min. : 0.00 Min. :2013-01-01 05:00:00.00   
 1st Qu.: 8.00 1st Qu.:2013-04-04 13:00:00.00   
 Median :29.00 Median :2013-07-03 10:00:00.00   
 Mean :26.23 Mean :2013-07-03 05:22:54.64   
 3rd Qu.:44.00 3rd Qu.:2013-10-01 07:00:00.00   
 Max. :59.00 Max. :2013-12-31 23:00:00.00

flights %>%   
 filter(arr\_delay >= 120)

# A tibble: 10,200 × 19  
 year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
 <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
 1 2013 1 1 811 630 101 1047 830 137 MQ   
 2 2013 1 1 848 1835 853 1001 1950 851 MQ   
 3 2013 1 1 957 733 144 1056 853 123 UA   
 4 2013 1 1 1114 900 134 1447 1222 145 UA   
 5 2013 1 1 1505 1310 115 1638 1431 127 EV   
 6 2013 1 1 1525 1340 105 1831 1626 125 B6   
 7 2013 1 1 1549 1445 64 1912 1656 136 EV   
 8 2013 1 1 1558 1359 119 1718 1515 123 EV   
 9 2013 1 1 1732 1630 62 2028 1825 123 EV   
10 2013 1 1 1803 1620 103 2008 1750 138 MQ   
# … with 10,190 more rows, 9 more variables: flight <int>, tailnum <chr>,  
# origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
# minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
# ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

# Flew to Houston (IAH or HOU)  
  
flights %>%   
 filter(dest == "TAH" | dest == "HOU")

# A tibble: 2,115 × 19  
 year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
 <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
 1 2013 1 1 1208 1158 10 1540 1502 38 B6   
 2 2013 1 1 1306 1300 6 1622 1610 12 WN   
 3 2013 1 1 1708 1700 8 2037 2005 32 WN   
 4 2013 1 1 2030 2035 -5 2354 2342 12 B6   
 5 2013 1 2 734 700 34 1045 1025 20 WN   
 6 2013 1 2 1156 1158 -2 1517 1502 15 B6   
 7 2013 1 2 1319 1305 14 1633 1615 18 WN   
 8 2013 1 2 1810 1655 75 2146 2000 106 WN   
 9 2013 1 2 2031 2035 -4 2353 2342 11 B6   
10 2013 1 3 704 700 4 1036 1025 11 WN   
# … with 2,105 more rows, 9 more variables: flight <int>, tailnum <chr>,  
# origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
# minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
# ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

# Were operated by United (`UA`), American (`AA`), or Delta (`DL`)  
  
flights %>%   
 filter(carrier == "UA" | carrier == "AA" | carrier == "DL")

# A tibble: 139,504 × 19  
 year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
 <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
 1 2013 1 1 517 515 2 830 819 11 UA   
 2 2013 1 1 533 529 4 850 830 20 UA   
 3 2013 1 1 542 540 2 923 850 33 AA   
 4 2013 1 1 554 600 -6 812 837 -25 DL   
 5 2013 1 1 554 558 -4 740 728 12 UA   
 6 2013 1 1 558 600 -2 753 745 8 AA   
 7 2013 1 1 558 600 -2 924 917 7 UA   
 8 2013 1 1 558 600 -2 923 937 -14 UA   
 9 2013 1 1 559 600 -1 941 910 31 AA   
10 2013 1 1 559 600 -1 854 902 -8 UA   
# … with 139,494 more rows, 9 more variables: flight <int>, tailnum <chr>,  
# origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
# minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
# ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

# Departed in summer (July, August, and September)  
   
flights %>%   
 filter(month == 7 | month == 8 | month == 9)

# A tibble: 86,326 × 19  
 year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
 <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
 1 2013 7 1 1 2029 212 236 2359 157 B6   
 2 2013 7 1 2 2359 3 344 344 0 B6   
 3 2013 7 1 29 2245 104 151 1 110 B6   
 4 2013 7 1 43 2130 193 322 14 188 B6   
 5 2013 7 1 44 2150 174 300 100 120 AA   
 6 2013 7 1 46 2051 235 304 2358 186 B6   
 7 2013 7 1 48 2001 287 308 2305 243 VX   
 8 2013 7 1 58 2155 183 335 43 172 B6   
 9 2013 7 1 100 2146 194 327 30 177 B6   
10 2013 7 1 100 2245 135 337 135 122 B6   
# … with 86,316 more rows, 9 more variables: flight <int>, tailnum <chr>,  
# origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
# minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
# ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

# Arrived more than two hours late, but didn't leave late  
  
flights %>%   
 filter(arr\_delay >= 120 & dep\_delay <= 0)

# A tibble: 29 × 19  
 year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
 <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
 1 2013 1 27 1419 1420 -1 1754 1550 124 MQ   
 2 2013 10 7 1350 1350 0 1736 1526 130 EV   
 3 2013 10 7 1357 1359 -2 1858 1654 124 AA   
 4 2013 10 16 657 700 -3 1258 1056 122 B6   
 5 2013 11 1 658 700 -2 1329 1015 194 VX   
 6 2013 3 18 1844 1847 -3 39 2219 140 UA   
 7 2013 4 17 1635 1640 -5 2049 1845 124 MQ   
 8 2013 4 18 558 600 -2 1149 850 179 AA   
 9 2013 4 18 655 700 -5 1213 950 143 AA   
10 2013 5 22 1827 1830 -3 2217 2010 127 MQ   
# … with 19 more rows, 9 more variables: flight <int>, tailnum <chr>,  
# origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
# minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
# ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

# Were delayed by at least an hour, but made up over 30 minutes in flight  
  
flights %>%   
 filter(dep\_delay >= 60 & dep\_delay - arr\_delay >=30)

# A tibble: 2,074 × 19  
 year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
 <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
 1 2013 1 1 1716 1545 91 2140 2039 61 B6   
 2 2013 1 1 2205 1720 285 46 2040 246 AA   
 3 2013 1 1 2326 2130 116 131 18 73 B6   
 4 2013 1 3 1503 1221 162 1803 1555 128 UA   
 5 2013 1 3 1821 1530 171 2131 1910 141 AA   
 6 2013 1 3 1839 1700 99 2056 1950 66 AA   
 7 2013 1 3 1850 1745 65 2148 2120 28 AA   
 8 2013 1 3 1923 1815 68 2036 1958 38 9E   
 9 2013 1 3 1941 1759 102 2246 2139 67 UA   
10 2013 1 3 1950 1845 65 2228 2227 1 B6   
# … with 2,064 more rows, 9 more variables: flight <int>, tailnum <chr>,  
# origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
# minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
# ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

## Problem 2: What months had the highest and lowest proportion of cancelled flights? Interpret any seasonal patterns. To determine if a flight was cancelled use the following code

flights %>%   
 filter(is.na(dep\_time))

# What months had the highest and lowest % of cancelled flights?  
# Calculate the total number of flights and cancelled flights for each month  
flights\_summary <- flights %>%  
 group\_by(year, month) %>%  
 summarise(total\_flights = n(), cancelled\_flights = sum(is.na(dep\_time)))

`summarise()` has grouped output by 'year'. You can override using the  
`.groups` argument.

# Calculate the proportion of cancelled flights for each month  
flights\_summary <- flights\_summary %>%  
 mutate(prop\_cancelled = cancelled\_flights / total\_flights)  
  
# Determine the months with the highest and lowest proportion of cancelled flights  
highest\_prop\_cancelled <- flights\_summary %>%   
 arrange(desc(prop\_cancelled)) %>%   
 slice(1)  
  
lowest\_prop\_cancelled <- flights\_summary %>%   
 arrange(prop\_cancelled) %>%   
 slice(1)  
  
# Interpret any seasonal patterns in the data  
# You can create a bar plot to visualize the proportion of cancelled flights across different months:  
  
library(ggplot2) # load the ggplot2 package  
  
ggplot(flights\_summary, aes(x = month, y = prop\_cancelled)) +  
 geom\_bar(stat = "identity") +  
 xlab("Month") +  
 ylab("Proportion of cancelled flights") +  
 ggtitle("Proportion of cancelled flights by month")
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There appears to be no consistent pattern in the proportion of cancelled flights across the year, however, very qualitative assumptions can be made from the following graph. It must be remembered that additional analysis is required to confirm these assumptions.

The months that appear to have the highest proportion of cancellations are February, June, July and December.

December is likely to have increased cancellations due to winter weather. February is often a stormy month in many countries. For example, this is seen particularly in the US as this is when their own Winter storms occur, such as the recent Winter Storm Olive.

June and July are likely to have a higher proportion of cancellations and this is a very busy time for flying, with it being the start of summer. Airlines will often be at capacity during this period, and increase strain will likely increase the proportion of issues and therefore cancellations.

## Problem 3: What plane (specified by the tailnum variable) traveled the most times from New York City airports in 2013? Please left\_join() the resulting table with the table planes (also included in the nycflights13 package).

For the plane with the greatest number of flights and that had more than 50 seats, please create a table where it flew to during 2013.

top\_plane\_tailnum <- planes %>%  
 filter(seats > 50) %>%  
 select(tailnum) %>%  
 left\_join(flights, by = "tailnum") %>%  
 filter(year == 2013, origin %in% c("LGA", "JFK", "EWR")) %>%  
 group\_by(tailnum) %>%  
 summarise(num\_flights = n()) %>%  
 filter(num\_flights == max(num\_flights)) %>%  
 pull(tailnum)  
  
top\_plane\_tailnum

[1] "N328AA"

top\_plane\_routes <- flights %>%  
 filter(year == 2013, tailnum == top\_plane\_tailnum) %>%  
 group\_by(dest) %>%  
 summarise(num\_flights = n()) %>%  
 arrange(desc(num\_flights))  
  
top\_plane\_routes

# A tibble: 6 × 2  
 dest num\_flights  
 <chr> <int>  
1 LAX 313  
2 SFO 52  
3 MIA 25  
4 BOS 1  
5 MCO 1  
6 SJU 1

N328AA (an American Airlines Boeing 767-223ER) is the plane with the greatest number of flights from NYC airports in 2013.

## Problem 4: The nycflights13 package includes a table (weather) that describes the weather during 2013. Use that table to answer the following questions:

**What is the distribution of temperature (`temp`) in July 2013? Identify any important outliers in terms of the `wind\_speed` variable.**

weather

# A tibble: 26,115 × 15  
 origin year month day hour temp dewp humid wind\_dir wind\_speed wind\_g…¹  
 <chr> <int> <int> <int> <int> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
 1 EWR 2013 1 1 1 39.0 26.1 59.4 270 10.4 NA  
 2 EWR 2013 1 1 2 39.0 27.0 61.6 250 8.06 NA  
 3 EWR 2013 1 1 3 39.0 28.0 64.4 240 11.5 NA  
 4 EWR 2013 1 1 4 39.9 28.0 62.2 250 12.7 NA  
 5 EWR 2013 1 1 5 39.0 28.0 64.4 260 12.7 NA  
 6 EWR 2013 1 1 6 37.9 28.0 67.2 240 11.5 NA  
 7 EWR 2013 1 1 7 39.0 28.0 64.4 240 15.0 NA  
 8 EWR 2013 1 1 8 39.9 28.0 62.2 250 10.4 NA  
 9 EWR 2013 1 1 9 39.9 28.0 62.2 260 15.0 NA  
10 EWR 2013 1 1 10 41 28.0 59.6 260 13.8 NA  
# … with 26,105 more rows, 4 more variables: precip <dbl>, pressure <dbl>,  
# visib <dbl>, time\_hour <dttm>, and abbreviated variable name ¹​wind\_gust

weather %>%  
 filter(month == 7, year == 2013) %>%  
 ggplot(aes(x = temp)) +  
 geom\_histogram(binwidth = 1, fill = "lightblue") +  
 labs(title = "Temperature Distribution in July 2013",  
 x = "Temperature (F)", y = "Count")
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From the plot, we can see that the distribution of temperature is roughly normal, with a peak around 80 degrees Fahrenheit. There are a few outliers with very high wind speeds, which we can identify using a scatter plot of temperature against wind speed:

weather %>%  
 filter(month == 7, year == 2013) %>%  
 ggplot(aes(x = temp, y = wind\_speed)) +  
 geom\_point() +  
 labs(title = "Temperature vs. Wind Speed in July 2013",  
 x = "Temperature (F)", y = "Wind Speed (mph)")

Warning: Removed 2 rows containing missing values (geom\_point).
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We can see that there are a few points with very high wind speeds (> 22.5 mph). These points could be considered outliers in terms of the wind speed variable.

**- What is the relationship between `dewp` and `humid`?**

weather %>%  
 ggplot(aes(x = dewp, y = humid)) +  
 geom\_point(alpha = 0.2) +  
 labs(title = "Relationship between Dew Point and Humidity",  
 x = "Dew Point (F)", y = "Humidity (%)")

Warning: Removed 1 rows containing missing values (geom\_point).
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We can see that there is a strong positive relationship between **dewp** and **humid**. As the dew point temperature increases, the humidity also tends to increase.

**- What is the relationship between `precip` and `visib`?**

weather %>%  
 ggplot(aes(x = precip, y = visib)) +  
 geom\_point(alpha = 0.2) +  
 labs(title = "Relationship between Precipitation and Visibility",  
 x = "Precipitation (inches)", y = "Visibility (miles)")
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Although it would be plausible to think that higher precipitation will lead to lower visibility, there does not seem to be a strong relationship between the two, as seen through the large variety in visibility at similar levels of precipitation.

## Problem 5: Use the flights and planes tables to answer the following questions

**- How many planes have a missing date of manufacture?**

planes

# A tibble: 3,322 × 9  
 tailnum year type manuf…¹ model engines seats speed engine  
 <chr> <int> <chr> <chr> <chr> <int> <int> <int> <chr>   
 1 N10156 2004 Fixed wing multi engi… EMBRAER EMB-… 2 55 NA Turbo…  
 2 N102UW 1998 Fixed wing multi engi… AIRBUS… A320… 2 182 NA Turbo…  
 3 N103US 1999 Fixed wing multi engi… AIRBUS… A320… 2 182 NA Turbo…  
 4 N104UW 1999 Fixed wing multi engi… AIRBUS… A320… 2 182 NA Turbo…  
 5 N10575 2002 Fixed wing multi engi… EMBRAER EMB-… 2 55 NA Turbo…  
 6 N105UW 1999 Fixed wing multi engi… AIRBUS… A320… 2 182 NA Turbo…  
 7 N107US 1999 Fixed wing multi engi… AIRBUS… A320… 2 182 NA Turbo…  
 8 N108UW 1999 Fixed wing multi engi… AIRBUS… A320… 2 182 NA Turbo…  
 9 N109UW 1999 Fixed wing multi engi… AIRBUS… A320… 2 182 NA Turbo…  
10 N110UW 1999 Fixed wing multi engi… AIRBUS… A320… 2 182 NA Turbo…  
# … with 3,312 more rows, and abbreviated variable name ¹​manufacturer

missingmanufacturedate <- planes %>%   
 filter(is.na(year)) %>%   
 count()  
  
missingmanufacturedate

# A tibble: 1 × 1  
 n  
 <int>  
1 70

There are 70 planes with a missing date of manufacture.

**- What are the five most common manufacturers?**

planes %>%   
 mutate(manufacturer = recode(manufacturer, `AIRBUS INDUSTRIE` = 'AIRBUS')) %>%  
 count(manufacturer, sort = TRUE) %>%   
 head(5)

# A tibble: 5 × 2  
 manufacturer n  
 <chr> <int>  
1 BOEING 1630  
2 AIRBUS 736  
3 BOMBARDIER INC 368  
4 EMBRAER 299  
5 MCDONNELL DOUGLAS 120

The five most common manufacturers are Boeing, McDonnell Douglas, Bombardier, Airbus and Embraer.

**- Has the distribution of manufacturer changed over time as reflected by the airplanes flying from NYC in 2013? (Hint: you may need to use case\_when() to recode the manufacturer name and collapse rare vendors into a category called Other.)**

tailnums\_from\_NYC <- flights %>%  
 filter(origin %in% c("LGA", "JFK", "EWR")) %>%  
 distinct(tailnum) %>%  
 rename(tailnum = tailnum)  
  
planes\_dept\_nyc <- left\_join(tailnums\_from\_NYC, planes, by = "tailnum") %>%  
 select(tailnum, manufacturer, year)  
  
planes\_dept\_nyc <- planes\_dept\_nyc %>%  
 mutate(manufacturer = case\_when(  
 manufacturer %in% c("AIRBUS INDUSTRIE", "AIRBUS") ~ "AIRBUS",  
 manufacturer %in% c("MCDONNELL DOUGLAS", "MCDONNELL DOUGLAS AIRCRAFT CO", "MCDONNELL DOUGLAS CORPORATION") ~ "MCDONNELL",  
 manufacturer == "BOEING" ~ "BOEING",  
 manufacturer == "EMBRAER" ~ "EMBRAER",  
 manufacturer == "BOMBARDIER" ~ "BOMBARDIER",  
 TRUE ~ "OTHER"  
 )) %>%  
  
 group\_by(year, manufacturer) %>%  
 summarise(planes\_manufactured = n()) %>%  
 arrange(desc(planes\_manufactured))

`summarise()` has grouped output by 'year'. You can override using the  
`.groups` argument.

ggplot(planes\_dept\_nyc, aes(x = year, y = planes\_manufactured, color = manufacturer)) +  
 geom\_line(size = 2, alpha = 0.7) +  
 scale\_y\_continuous(limits = c(0, 150)) +  
 theme\_minimal() +  
 labs(title = "Number of Planes from each Manufacturer over Time")

Warning: Removed 5 row(s) containing missing values (geom\_path).
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Over time, less popular plane manufacters such as Embraer and McDonnell have fallen into obscurity. Although the market became more fragmented prior to 2010, it is clear now that the market is mainly consolidated between Airbus and Boeing.

## Problem 6: Use the flights and planes tables to answer the following questions:

- What is the oldest plane (specified by the tailnum variable) that flew from New York City airports in 2013?  
- How many airplanes that flew from New York City are included in the planes table?

N381AA is the oldest plane that flew from NYC airports in 2013

# What is the oldest plane (specified by the tailnum variable) that flew from New York City airports in 2013?  
flights %>%   
 filter(year == 2013, origin %in% c("JFK", "LGA", "EWR")) %>%   
 select(tailnum) %>%   
 distinct() %>%   
 left\_join(planes %>%   
 select(tailnum, year) %>%   
 group\_by(tailnum) %>%   
 summarise(min\_year = min(year, na.rm = TRUE)),   
 by = "tailnum") %>%   
 arrange(min\_year) %>%   
 slice\_head(n = 1)
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Inf  
  
Warning in min(year, na.rm = TRUE): no non-missing arguments to min; returning  
Inf  
  
Warning in min(year, na.rm = TRUE): no non-missing arguments to min; returning  
Inf  
  
Warning in min(year, na.rm = TRUE): no non-missing arguments to min; returning  
Inf  
  
Warning in min(year, na.rm = TRUE): no non-missing arguments to min; returning  
Inf  
  
Warning in min(year, na.rm = TRUE): no non-missing arguments to min; returning  
Inf  
  
Warning in min(year, na.rm = TRUE): no non-missing arguments to min; returning  
Inf  
  
Warning in min(year, na.rm = TRUE): no non-missing arguments to min; returning  
Inf  
  
Warning in min(year, na.rm = TRUE): no non-missing arguments to min; returning  
Inf

# A tibble: 1 × 2  
 tailnum min\_year  
 <chr> <dbl>  
1 N381AA 1956

# How many airplanes that flew from New York City are included in the planes table?  
flights %>%   
 filter(origin %in% c("JFK", "LGA", "EWR")) %>%   
 select(tailnum) %>%   
 distinct() %>%   
 left\_join(planes %>%   
 select(tailnum) %>%   
 distinct(),   
 by = "tailnum") %>%   
 count()

# A tibble: 1 × 1  
 n  
 <int>  
1 4044

4044 planes that flew from NYC are included in the planes table.

## Problem 7: Use the nycflights13 to answer the following questions:

- What is the median arrival delay on a month-by-month basis in each airport?  
- For each airline, plot the median arrival delay for each month and origin airport.

**- What is the median arrival delay on a month-by-month basis in each airport?**

flights %>%  
 group\_by(month, origin) %>%  
 summarise(median\_arr\_delay = median(arr\_delay, na.rm = TRUE))

`summarise()` has grouped output by 'month'. You can override using the  
`.groups` argument.

# A tibble: 36 × 3  
# Groups: month [12]  
 month origin median\_arr\_delay  
 <int> <chr> <dbl>  
 1 1 EWR 0  
 2 1 JFK -7  
 3 1 LGA -4  
 4 2 EWR -2  
 5 2 JFK -5  
 6 2 LGA -4  
 7 3 EWR -4  
 8 3 JFK -7  
 9 3 LGA -7  
10 4 EWR -1  
# … with 26 more rows

**- For each airline, plot the median arrival delay for each month and origin airport.**

flights %>%  
 group\_by(carrier, month, origin) %>%  
 summarise(median\_arr\_delay = median(arr\_delay, na.rm = TRUE)) %>%  
 ggplot(aes(x = month, y = median\_arr\_delay, color = origin)) +  
 geom\_line() +  
 facet\_wrap(~ carrier, scales = "free\_y")

`summarise()` has grouped output by 'carrier', 'month'. You can override using  
the `.groups` argument.
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## Problem 8: Let’s take a closer look at what carriers service the route to San Francisco International (SFO). Join the flights and airlines tables and count which airlines flew the most to SFO. Produce a new dataframe, fly\_into\_sfo that contains three variables: the name of the airline, e.g., United Air Lines Inc. not UA, the count (number) of times it flew to SFO, and the percent of the trips that that particular airline flew to SFO.

# Join flights and airlines tables  
fly\_sfo <- flights %>%  
 filter(dest == "SFO") %>%  
 left\_join(airlines, by = "carrier")   
  
# Count flights by airline  
fly\_into\_sfo <- fly\_sfo %>%  
 group\_by(name) %>%  
 summarise(count = n()) %>%  
 arrange(desc(count)) %>%  
 mutate(percent = round((count/sum(count))\*100, 2))  
  
# View fly\_into\_sfo dataframe  
fly\_into\_sfo

# A tibble: 5 × 3  
 name count percent  
 <chr> <int> <dbl>  
1 United Air Lines Inc. 6819 51.2   
2 Virgin America 2197 16.5   
3 Delta Air Lines Inc. 1858 13.9   
4 American Airlines Inc. 1422 10.7   
5 JetBlue Airways 1035 7.76

And here is some bonus ggplot code to plot the dataframe:

fly\_into\_sfo %>%   
   
 # sort 'name' of airline by the numbers it times to flew to SFO  
 mutate(name = fct\_reorder(name, count)) %>%   
   
 ggplot() +  
   
 aes(x = count,   
 y = name) +  
   
 # a simple bar/column plot  
 geom\_col() +  
   
 # add labels, so each bar shows the % of total flights   
 geom\_text(aes(label = percent),  
 hjust = 1,   
 colour = "white",   
 size = 5)+  
   
 # add labels to help our audience   
 labs(title="Which airline dominates the NYC to SFO route?",   
 subtitle = "as % of total flights in 2013",  
 x= "Number of flights",  
 y= NULL) +  
   
 theme\_minimal() +   
   
 # change the theme-- i just googled those , but you can use the ggThemeAssist add-in  
 # https://cran.r-project.org/web/packages/ggThemeAssist/index.html  
   
 theme(#  
 # so title is left-aligned  
 plot.title.position = "plot",  
   
 # text in axes appears larger   
 axis.text = element\_text(size=12),  
   
 # title text is bigger  
 plot.title = element\_text(size=18)  
 ) +  
  
 # add one final layer of NULL, so if you comment out any lines  
 # you never end up with a hanging `+` that awaits another ggplot layer  
 NULL
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## Problem 9: Let’s take a look at cancellations of flights to SFO. We create a new dataframe cancellations as follows

cancellations <- flights %>%   
   
 # just filter for destination == 'SFO'  
 filter(dest == 'SFO') %>%   
   
 # a cancelled flight is one with no `dep\_time`   
 filter(is.na(dep\_time))

To create this plot, I would need to group the cancellations data by month, carrier, and airport origin, and then count the number of cancelled flights for each combination of these variables. I could then create separate histograms for each combination of airport origin (EWR and JFK), with each histogram showing the distribution of cancelled flights for each month. The histograms could be arranged in a 2-column, 5-row grid. I could add appropriate axis labels, a title, and a legend to the plot. To achieve this, we can use **dplyr** and **ggplot2** packages in R. I will then use **facet\_grid()** to split the histograms by airport origin and use **geom\_histogram()** to plot the histograms.

## Problem 10: On your own – Hollywood Age Gap

Utilising the Hollywood Age Gap dataset, we can discover interesting facts and trends about how we view romantic relationships in movies, particularly over time. Firstly, we must import the dataset.

age\_gaps <- readr::read\_csv('https://raw.githubusercontent.com/rfordatascience/tidytuesday/master/data/2023/2023-02-14/age\_gaps.csv')

Rows: 1155 Columns: 13  
── Column specification ────────────────────────────────────────────────────────  
Delimiter: ","  
chr (6): movie\_name, director, actor\_1\_name, actor\_2\_name, character\_1\_gend...  
dbl (5): release\_year, age\_difference, couple\_number, actor\_1\_age, actor\_2\_age  
date (2): actor\_1\_birthdate, actor\_2\_birthdate  
  
ℹ Use `spec()` to retrieve the full column specification for this data.  
ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

1. **To explore the distribution of age differences between movie love interests, we can create a histogram or density plot of the age\_difference variable. We can calculate summary statistics like mean, median, and standard deviation to get an idea of the typical age difference**

* age\_gaps <- readr::read\_csv('https://raw.githubusercontent.com/rfordatascience/tidytuesday/master/data/2023/2023-02-14/age\_gaps.csv')
* Rows: 1155 Columns: 13  
  ── Column specification ────────────────────────────────────────────────────────  
  Delimiter: ","  
  chr (6): movie\_name, director, actor\_1\_name, actor\_2\_name, character\_1\_gend...  
  dbl (5): release\_year, age\_difference, couple\_number, actor\_1\_age, actor\_2\_age  
  date (2): actor\_1\_birthdate, actor\_2\_birthdate  
    
  ℹ Use `spec()` to retrieve the full column specification for this data.  
  ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.
* # Histogram of age difference  
  ggplot(age\_gaps, aes(x = age\_difference)) +  
   geom\_histogram(binwidth = 5, fill = 'blue') +  
   labs(x = 'Age difference', y = 'Count', title = 'Distribution of Age Difference in Movies')
* ![](data:image/png;base64,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)
* # Summary statistics of age difference  
  summary(age\_gaps$age\_difference)
* Min. 1st Qu. Median Mean 3rd Qu. Max.   
   0.00 4.00 8.00 10.42 15.00 52.00
* When observing this data, it is clear that the most common age difference within movies is around 5-10 years. Although we see see some age differences ranging up to 50 years old, however, this is very uncommon.

1. **We can apply the half plus seven rule to the dataset by calculating the age limits based on each character’s age and see how frequently the age difference falls within the acceptable range.**

* age\_gaps <- readr::read\_csv('https://raw.githubusercontent.com/rfordatascience/tidytuesday/master/data/2023/2023-02-14/age\_gaps.csv')
* Rows: 1155 Columns: 13  
  ── Column specification ────────────────────────────────────────────────────────  
  Delimiter: ","  
  chr (6): movie\_name, director, actor\_1\_name, actor\_2\_name, character\_1\_gend...  
  dbl (5): release\_year, age\_difference, couple\_number, actor\_1\_age, actor\_2\_age  
  date (2): actor\_1\_birthdate, actor\_2\_birthdate  
    
  ℹ Use `spec()` to retrieve the full column specification for this data.  
  ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.
* # Compute minimum and maximum partner age according to the half plus seven rule  
  min\_partner\_age <- age\_gaps$actor\_1\_age / 2 + 7  
  max\_partner\_age <- (age\_gaps$actor\_1\_age - 7) \* 2  
    
  # Count how many times the rule applies  
  sum(age\_gaps$actor\_2\_age > min\_partner\_age & age\_gaps$actor\_2\_age < max\_partner\_age)
* [1] 795
* # Count how many times the rule does not apply  
  sum(age\_gaps$actor\_2\_age < min\_partner\_age & age\_gaps$actor\_2\_age < max\_partner\_age)
* [1] 326
* sum(age\_gaps$actor\_2\_age < min\_partner\_age & age\_gaps$actor\_2\_age > max\_partner\_age)
* [1] 0
* This occurs 795 times, however, there are many times in which the rule does not apply, for example, there are 326 occasions when the rule does not apply,.

1. **We can identify the movie with the greatest number of love interests by grouping the data by movie\_name and counting the number of unique couple\_numbers.**

* age\_gaps <- readr::read\_csv('https://raw.githubusercontent.com/rfordatascience/tidytuesday/master/data/2023/2023-02-14/age\_gaps.csv')
* Rows: 1155 Columns: 13  
  ── Column specification ────────────────────────────────────────────────────────  
  Delimiter: ","  
  chr (6): movie\_name, director, actor\_1\_name, actor\_2\_name, character\_1\_gend...  
  dbl (5): release\_year, age\_difference, couple\_number, actor\_1\_age, actor\_2\_age  
  date (2): actor\_1\_birthdate, actor\_2\_birthdate  
    
  ℹ Use `spec()` to retrieve the full column specification for this data.  
  ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.
* # Summing of number of interests - using slice to get the answer from the descend order list.  
    
  most\_interests <- age\_gaps %>%   
   group\_by(movie\_name) %>%   
   summarise(num\_interests = n\_distinct(couple\_number)) %>%   
   arrange(desc(num\_interests)) %>%   
   slice(1)  
    
  most\_interests
* # A tibble: 1 × 2  
   movie\_name num\_interests  
   <chr> <int>  
  1 Love Actually 7
* The answer to this is Love Actually with 7 love interests. This is expected as this film follows various different characters and storylines, unlike typical movies which have a more focused, singular storyline.

1. **We can identify the actors/actresses with the greatest number of love interests by grouping the data by actor\_1\_name and actor\_2\_name and counting the number of unique movie\_names they appear in.**

* age\_gaps <- readr::read\_csv('https://raw.githubusercontent.com/rfordatascience/tidytuesday/master/data/2023/2023-02-14/age\_gaps.csv')
* Rows: 1155 Columns: 13  
  ── Column specification ────────────────────────────────────────────────────────  
  Delimiter: ","  
  chr (6): movie\_name, director, actor\_1\_name, actor\_2\_name, character\_1\_gend...  
  dbl (5): release\_year, age\_difference, couple\_number, actor\_1\_age, actor\_2\_age  
  date (2): actor\_1\_birthdate, actor\_2\_birthdate  
    
  ℹ Use `spec()` to retrieve the full column specification for this data.  
  ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.
* age\_gaps %>%  
   group\_by(actor\_1\_name) %>%  
   summarise(n\_love\_interests = n\_distinct(movie\_name)) %>%  
   arrange(desc(n\_love\_interests)) %>%  
   head(10)
* # A tibble: 10 × 2  
   actor\_1\_name n\_love\_interests  
   <chr> <int>  
   1 Keanu Reeves 20  
   2 Adam Sandler 17  
   3 Harrison Ford 12  
   4 Johnny Depp 11  
   5 Leonardo DiCaprio 10  
   6 Richard Gere 10  
   7 Brad Pitt 9  
   8 Humphrey Bogart 9  
   9 Sean Connery 9  
  10 Tom Cruise 9
* age\_gaps %>%  
   group\_by(actor\_2\_name) %>%  
   summarise(n\_love\_interests = n\_distinct(movie\_name)) %>%  
   arrange(desc(n\_love\_interests)) %>%  
   head(10)
* # A tibble: 10 × 2  
   actor\_2\_name n\_love\_interests  
   <chr> <int>  
   1 Scarlett Johansson 12  
   2 Emma Stone 11  
   3 Keira Knightley 10  
   4 Drew Barrymore 9  
   5 Julia Roberts 9  
   6 Amanda Seyfried 8  
   7 Renee Zellweger 8  
   8 Audrey Hepburn 7  
   9 Emily Blunt 7  
  10 Jennifer Aniston 7

1. **We can create a scatter plot of release\_year against age\_difference to see if the mean/median age difference stays constant over the years.**

* # calculate mean and median age difference by release year  
  age\_diff\_by\_year <- age\_gaps %>%  
   group\_by(release\_year) %>%  
   summarise(mean\_age\_diff = mean(age\_difference),   
   median\_age\_diff = median(age\_difference))  
    
  # create line plots to visualize the trend over time  
  ggplot(age\_diff\_by\_year, aes(x = release\_year)) +  
   geom\_line(aes(y = mean\_age\_diff, color = "Mean Age Difference")) +  
   geom\_line(aes(y = median\_age\_diff, color = "Median Age Difference")) +  
   labs(title = "Mean and Median Age Difference by Release Year",  
   x = "Release Year", y = "Age Difference in Years",  
   color = "Statistic") +  
   scale\_color\_manual(values = c("Mean Age Difference" = "blue", "Median Age Difference" = "red"))
* ![](data:image/png;base64,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)
* It certainly does not stay constant over the years, and has even seen a high increase in both mean and median age difference in recent years.

1. **We can filter the data by same-gender love interests and calculate the frequency of occurrence to see how often Hollywood depicts same-gender relationships.**

* age\_gaps <- readr::read\_csv('https://raw.githubusercontent.com/rfordatascience/tidytuesday/master/data/2023/2023-02-14/age\_gaps.csv')
* Rows: 1155 Columns: 13  
  ── Column specification ────────────────────────────────────────────────────────  
  Delimiter: ","  
  chr (6): movie\_name, director, actor\_1\_name, actor\_2\_name, character\_1\_gend...  
  dbl (5): release\_year, age\_difference, couple\_number, actor\_1\_age, actor\_2\_age  
  date (2): actor\_1\_birthdate, actor\_2\_birthdate  
    
  ℹ Use `spec()` to retrieve the full column specification for this data.  
  ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.
* age\_gaps %>%  
   filter(!is.na(character\_1\_gender), !is.na(character\_2\_gender)) %>%  
   group\_by(character\_1\_gender, character\_2\_gender) %>%  
   summarise(n\_movies = n\_distinct(movie\_name)) %>%  
   mutate(total\_movies = sum(n\_movies)) %>%  
   mutate(percentage = n\_movies/total\_movies\*100) %>%  
   select(character\_1\_gender, character\_2\_gender, n\_movies, percentage) %>%  
   arrange(desc(n\_movies))
* `summarise()` has grouped output by 'character\_1\_gender'. You can override  
  using the `.groups` argument.
* # A tibble: 4 × 4  
  # Groups: character\_1\_gender [2]  
   character\_1\_gender character\_2\_gender n\_movies percentage  
   <chr> <chr> <int> <dbl>  
  1 man woman 717 98.5   
  2 woman man 186 94.9   
  3 man man 11 1.51  
  4 woman woman 10 5.10

It portrays same-sex love interests 6.61% of the time. This is very uncommon, however, when observing the data is appears it has become more common in recent years.

# Deliverables

There is a lot of explanatory text, comments, etc. You do not need these, so delete them and produce a stand-alone document that you could share with someone. Render the edited and completed Quarto Markdown (qmd) file as a Word document (use the “Render” button at the top of the script editor window) and upload it to Canvas. You must be commiting and pushing tour changes to your own Github repo as you go along.

# Details

* Who did you collaborate with: TYPE NAMES HERE
* Approximately how much time did you spend on this problem set: ANSWER HERE
* What, if anything, gave you the most trouble: ANSWER HERE

**Please seek out help when you need it,** and remember the [15-minute rule](https://mam2022.netlify.app/syllabus/#the-15-minute-rule). You know enough R (and have enough examples of code from class and your readings) to be able to do this. If you get stuck, ask for help from others, post a question on Slack– and remember that I am here to help too!

As a true test to yourself, do you understand the code you submitted and are you able to explain it to someone else?

# Rubric

13/13: Problem set is 100% completed. Every question was attempted and answered, and most answers are correct. Code is well-documented (both self-documented and with additional comments as necessary). Used tidyverse, instead of base R. Graphs and tables are properly labelled. Analysis is clear and easy to follow, either because graphs are labeled clearly or you’ve written additional text to describe how you interpret the output. Multiple Github commits. Work is exceptional. I will not assign these often.

8/13: Problem set is 60–80% complete and most answers are correct. This is the expected level of performance. Solid effort. Hits all the elements. No clear mistakes. Easy to follow (both the code and the output). A few Github commits.

5/13: Problem set is less than 60% complete and/or most answers are incorrect. This indicates that you need to improve next time. I will hopefully not assign these often. Displays minimal effort. Doesn’t complete all components. Code is poorly written and not documented. Uses the same type of plot for each graph, or doesn’t use plots appropriate for the variables being analyzed. No Github commits.