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# Purpose

This document describes the philosophy, decisions, constraints, justifications, significant elements, and any other overarching aspects of the system that shape the design and implementation.

# Architectural goals and philosophy

The system architecture is aimed to be robust and efficient enough to handle deliveries of fast moving consumer goods. In order to achieve this main goal, system architecture shall;

1. Enable rapidly adapt new set of features.
2. Support external configurability.
3. Comply with web security standards.
4. Enable modular structure that can be taken down to smaller services as needed.
5. Support operability to work with multiple identical replicas of deployments.
6. Follow well-known architectural framework(s) to make easier onboarding process for newcomers.
7. Have the capability to communicate with external APIs both synchronously and asynchronously (e.g. Payment Process REST API).

# Assumptions and dependencies

The system architecture is influenced by the following assumptions:

1. The overall size of the company, hence the development team is very small. Consequently, the boilerplate code and necessary configurations to deploy minimum viable product shall be as little as possible.

# Architecturally significant requirements

1. The system shall deliver a valid response within 5 seconds upon user request.
2. The system must communicate all data including its internal services via TLS.
3. The system must allow user to change/edit their selection until their order is complete.
4. The system must allow user to cancel their order within 30 seconds starting from the order success message.
5. The system must deploy on any Linux server or container.

# Decisions, constraints, and justifications

1. The system shall never contain business logic within the representation (i.e. UI components). The rationale behind this is both for security and modularity purposes. User interface is always due to change, by isolating business logic from the UI changes on UI will never impact other modules in the system.
2. Modules and services implemented within the system shall serve a single purpose (e.g. Login system should not contain order information as it has nothing to do with the ordered goods). This approach allows us to eject modules into services as needed.

# Architectural Mechanisms

## Architectural Mechanism 1 – Presentation

This mechanism is used for the how we present the data to accomplish the purpose of the system. It contains only styling and visual structure of the data shown to the user. It contains no actual code whatsoever.

## Architectural Mechanism 2 – Controller

This mechanism serves as an intermediary component between user, model and presentation. It captures the user input, delivers it to the model and delivers a response as a presentation to the end-user. It can contain various business rules such as validation logic etc.

## Architectural Mechanism 3 – Model

This mechanism is defined as the dynamic data model that contains the state of an operation or data required to fulfill the purpose of the system. This is where the data is persisted and rules apply to the persistence logic.

# Layers or architectural framework

The system will be implemented with well-known Model-View-Controller (MVC) architectural pattern. This pattern enables the modular structure of the system while it requires minimum amount of boilerplate code for developing minimum viable product.

It is also extensible and flexible enough to implement new feature sets. Its monolithic structure makes it easy to deploy for demonstration purposes and works well for small systems that does not require scaling exponentially.