Text Mining Examples

# 1. Reuters-21578 데이터

데이터 설명

* 로이터 통신 뉴스 데이터로 21578개의 문서(토픽, 저자, 위치 등에 대한 메타데이터 존재)로 구성

library(tm)

## Loading required package: NLP

library(XML)  
  
# XML 포맷의 데이터를 parsing하여 Corpus로 저장  
reut21578 = system.file("texts","crude", package = "tm")  
(reuters = Corpus(DirSource(reut21578),  
 readerControl = list(reader = readReut21578XMLasPlain)))

## <<VCorpus>>  
## Metadata: corpus specific: 0, document level (indexed): 0  
## Content: documents: 20

# 데이터 구조 탐색  
str(reuters[1])

## List of 1  
## $ 127:List of 2  
## ..$ content: chr "Diamond Shamrock Corp said that\neffective today it had cut its contract prices for crude oil by\n1.50 dlrs a barrel.\n The "| \_\_truncated\_\_  
## ..$ meta :List of 16  
## .. ..$ author : chr(0)   
## .. ..$ datetimestamp: POSIXlt[1:1], format: NA  
## .. ..$ description : chr ""  
## .. ..$ heading : chr "DIAMOND SHAMROCK (DIA) CUTS CRUDE PRICES"  
## .. ..$ id : chr "127"  
## .. ..$ language : chr "en"  
## .. ..$ origin : chr "Reuters-21578 XML"  
## .. ..$ topics : chr "YES"  
## .. ..$ lewissplit : chr "TRAIN"  
## .. ..$ cgisplit : chr "TRAINING-SET"  
## .. ..$ oldid : chr "5670"  
## .. ..$ topics\_cat : chr "crude"  
## .. ..$ places : chr "usa"  
## .. ..$ people : chr(0)   
## .. ..$ orgs : chr(0)   
## .. ..$ exchanges : chr(0)   
## .. ..- attr(\*, "class")= chr "TextDocumentMeta"  
## ..- attr(\*, "class")= chr [1:2] "PlainTextDocument" "TextDocument"  
## - attr(\*, "class")= chr [1:2] "VCorpus" "Corpus"

# 숫자 제거  
reuters = tm\_map(reuters, removeNumbers)  
# 공백 제거   
reuters = tm\_map(reuters, stripWhitespace)  
# 불용어 제거   
reuters = tm\_map(reuters, removeWords,  
 stopwords("english"))  
# 구두점 제거   
reuters = tm\_map(reuters, removePunctuation,  
 preserve\_intra\_word\_dashes = TRUE)  
# 소문자로 변환  
reuters = tm\_map(reuters, content\_transformer(tolower))  
  
# 형태소분석  
library(SnowballC)  
reuters = tm\_map(reuters, stemDocument)  
  
# document-term-matrix 생성  
dtm = DocumentTermMatrix(reuters,   
 control=list(weighting=weightTf))  
inspect(dtm[1:5,1:5])

## <<DocumentTermMatrix (documents: 5, terms: 5)>>  
## Non-/sparse entries: 1/24  
## Sparsity : 96%  
## Maximal term length: 10  
## Weighting : term frequency (tf)  
##   
## Terms  
## Docs abdul-aziz abil abl abroad accept  
## 127 0 0 0 0 0  
## 144 0 2 0 0 0  
## 191 0 0 0 0 0  
## 194 0 0 0 0 0  
## 211 0 0 0 0 0

# 20회 이상 빈출어  
findFreqTerms(dtm, 20)

## [1] "barrel" "bpd" "crude" "dlrs" "last" "market" "mln"   
## [8] "oil" "opec" "price" "reuter" "said" "the"

# opec과 상관계수가 0.8이상  
findAssocs(dtm, "opec", 0.8)

## $opec  
## meet analyst emerg oil they buyer name said want   
## 0.92 0.87 0.87 0.87 0.85 0.84 0.83 0.83 0.83   
## tri   
## 0.82

# sparse한 용어 제거   
dtm2 = removeSparseTerms(dtm, 0.5)  
dtm2

## <<DocumentTermMatrix (documents: 20, terms: 9)>>  
## Non-/sparse entries: 138/42  
## Sparsity : 23%  
## Maximal term length: 6  
## Weighting : term frequency (tf)

# 워드클라우드   
freq = colSums(as.matrix(dtm2))  
freq2 = apply(as.matrix(dtm2), 2, function(x) sum(x>0))  
  
library(wordcloud)

## Loading required package: RColorBrewer

wordcloud(names(freq2), freq2, colors=rainbow(20))  
  
# 네트워크  
require("graph")

## Loading required package: graph

## Loading required package: BiocGenerics

## Loading required package: parallel

##   
## Attaching package: 'BiocGenerics'

## The following objects are masked from 'package:parallel':  
##   
## clusterApply, clusterApplyLB, clusterCall, clusterEvalQ,  
## clusterExport, clusterMap, parApply, parCapply, parLapply,  
## parLapplyLB, parRapply, parSapply, parSapplyLB

## The following objects are masked from 'package:stats':  
##   
## IQR, mad, xtabs

## The following objects are masked from 'package:base':  
##   
## anyDuplicated, append, as.data.frame, cbind, colnames,  
## do.call, duplicated, eval, evalq, Filter, Find, get, grep,  
## grepl, intersect, is.unsorted, lapply, lengths, Map, mapply,  
## match, mget, order, paste, pmax, pmax.int, pmin, pmin.int,  
## Position, rank, rbind, Reduce, rownames, sapply, setdiff,  
## sort, table, tapply, union, unique, unsplit

##   
## Attaching package: 'graph'

## The following object is masked from 'package:XML':  
##   
## addNode

require("Rgraphviz")

## Loading required package: Rgraphviz

## Loading required package: grid
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nNodes = nrow(dtm2)  
nA = list()  
nA$fixedSize = rep(FALSE, nNodes)  
nA$fontsize = rep(20, nNodes)  
nA = lapply(nA, function(x){names(x) <- Terms(dtm2); x})  
plot(dtm2, term=Terms(dtm2), corThreshold=0.1,  
 weighting=TRUE, nodeAttrs=nA)

![](data:image/png;base64,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)

# 2. 휴대폰 스팸 문자 필터링

목적: 휴대폰 SMS에서 스팸문자/정상문자를 구분하는 스팸 필터

<https://github.com/stedy/Machine-Learning-with-R-datasets/blob/master/sms_spam.csv에서> 다운로드 가능

## 2.1. 데이터 입력 및 처리

자료 처리

# 자료 입력 및 변환  
sms\_raw = read.csv("d:/work/sms\_spam.csv")  
str(sms\_raw)

## 'data.frame': 5559 obs. of 2 variables:  
## $ type: Factor w/ 2 levels "ham","spam": 1 1 1 2 2 1 1 1 2 1 ...  
## $ text: Factor w/ 5156 levels "'An Amazing Quote'' - Sometimes in life its difficult to decide whats wrong!! a lie that brings a smile or the truth that bring"| \_\_truncated\_\_,..: 1651 2557 257 626 3308 190 357 3392 2726 1079 ...

sms\_raw$type = factor(sms\_raw$type)  
  
str(sms\_raw$type)

## Factor w/ 2 levels "ham","spam": 1 1 1 2 2 1 1 1 2 1 ...

table(sms\_raw$type)

##   
## ham spam   
## 4812 747

# 텍스트 처리: 소문자로 변환, 숫자, and but 등 stopwords, 구두점, 공백 제거  
library(tm)  
sms\_corpus = Corpus(VectorSource(sms\_raw$text))  
  
print(sms\_corpus)

## <<VCorpus>>  
## Metadata: corpus specific: 0, document level (indexed): 0  
## Content: documents: 5559

inspect(sms\_corpus[1:3])

## <<VCorpus>>  
## Metadata: corpus specific: 0, document level (indexed): 0  
## Content: documents: 3  
##   
## [[1]]  
## <<PlainTextDocument>>  
## Metadata: 7  
## Content: chars: 49  
##   
## [[2]]  
## <<PlainTextDocument>>  
## Metadata: 7  
## Content: chars: 23  
##   
## [[3]]  
## <<PlainTextDocument>>  
## Metadata: 7  
## Content: chars: 43

corpus\_clean = tm\_map(sms\_corpus, tolower)  
corpus\_clean = tm\_map(corpus\_clean, removeNumbers)  
corpus\_clean = tm\_map(corpus\_clean, removeWords, stopwords())  
corpus\_clean = tm\_map(corpus\_clean, removePunctuation)  
corpus\_clean = tm\_map(corpus\_clean, stripWhitespace)  
corpus\_clean = tm\_map(corpus\_clean, PlainTextDocument)  
  
inspect(sms\_corpus[1:3])

## <<VCorpus>>  
## Metadata: corpus specific: 0, document level (indexed): 0  
## Content: documents: 3  
##   
## [[1]]  
## <<PlainTextDocument>>  
## Metadata: 7  
## Content: chars: 49  
##   
## [[2]]  
## <<PlainTextDocument>>  
## Metadata: 7  
## Content: chars: 23  
##   
## [[3]]  
## <<PlainTextDocument>>  
## Metadata: 7  
## Content: chars: 43

inspect(corpus\_clean[1:3])

## <<VCorpus>>  
## Metadata: corpus specific: 0, document level (indexed): 0  
## Content: documents: 3  
##   
## [[1]]  
## <<PlainTextDocument>>  
## Metadata: 7  
## Content: chars: 29  
##   
## [[2]]  
## <<PlainTextDocument>>  
## Metadata: 7  
## Content: chars: 17  
##   
## [[3]]  
## <<PlainTextDocument>>  
## Metadata: 7  
## Content: chars: 13

# 메시지별로 document - term 행렬 작성  
sms\_dtm = DocumentTermMatrix(corpus\_clean)  
sms\_dtm

## <<DocumentTermMatrix (documents: 5559, terms: 7991)>>  
## Non-/sparse entries: 42610/44379359  
## Sparsity : 100%  
## Maximal term length: 40  
## Weighting : term frequency (tf)

# 훈련 및 시험자료 분할  
sms\_raw\_train = sms\_raw[1:4169, ]  
sms\_raw\_test = sms\_raw[4170:5559, ]  
  
sms\_dtm\_train = sms\_dtm[1:4169, ]  
sms\_dtm\_test = sms\_dtm[4170:5559, ]  
  
sms\_corpus\_train = corpus\_clean[1:4169]  
sms\_corpus\_test = corpus\_clean[4170:5559]  
  
prop.table(table(sms\_raw\_train$type))

##   
## ham spam   
## 0.8647158 0.1352842

prop.table(table(sms\_raw\_test$type))

##   
## ham spam   
## 0.8683453 0.1316547

워드 클라우드를 이용한 시각화

library(wordcloud)  
  
# random.order = F이면 빈도가 많은 단어가 중심에 나타남  
wordcloud(sms\_corpus\_train, min.freq = 30, random.order = FALSE)
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# 그룹별로 시각화  
spam = subset(sms\_raw\_train, type == "spam")  
ham = subset(sms\_raw\_train, type == "ham")  
# max.words = 40개 이내의 단어, scale: 폰트 크기 범위   
wordcloud(spam$text, max.words = 40, scale = c(3, 0.5))

![](data:image/png;base64,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)

wordcloud(ham$text, max.words = 40, scale = c(3, 0.5))

![](data:image/png;base64,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)

# 자주 사용되는 단어에 대한 indicator 변수 생성  
head(findFreqTerms(sms\_dtm\_train, 5))

## [1] "abiola" "able" "abt" "accept" "access" "account"

sms\_dict = findFreqTerms(sms\_dtm\_train, 5) # 저장  
sms\_train = DocumentTermMatrix(sms\_corpus\_train, list(dictionary = sms\_dict))  
sms\_test = DocumentTermMatrix(sms\_corpus\_test, list(dictionary = sms\_dict))  
  
# 건수가 0 또는 1이상으로 변수 변환 (특정 단어가 들어가면 스팸일 확률)  
convert\_counts = function(x) {  
 x = ifelse(x > 0, 1, 0)  
 x = factor(x, levels = c(0, 1), labels = c("No", "Yes"))  
}  
  
sms\_train = apply(sms\_train, MARGIN = 2, convert\_counts)  
sms\_test = apply(sms\_test, MARGIN = 2, convert\_counts)

svm과 단순베이즈 분류 결과 비교

# 훈련  
library(e1071)  
sms\_classifier = naiveBayes(sms\_train, sms\_raw\_train$type)  
  
# 모형 평가  
sms\_test\_pred = predict(sms\_classifier, sms\_test)  
  
library(gmodels)  
CrossTable(sms\_test\_pred, sms\_raw\_test$type,  
 prop.chisq = FALSE, prop.t = FALSE, prop.r = FALSE,  
 dnn = c('predicted', 'actual'))

##   
##   
## Cell Contents  
## |-------------------------|  
## | N |  
## | N / Col Total |  
## |-------------------------|  
##   
##   
## Total Observations in Table: 1390   
##   
##   
## | actual   
## predicted | ham | spam | Row Total |   
## -------------|-----------|-----------|-----------|  
## ham | 1202 | 31 | 1233 |   
## | 0.996 | 0.169 | |   
## -------------|-----------|-----------|-----------|  
## spam | 5 | 152 | 157 |   
## | 0.004 | 0.831 | |   
## -------------|-----------|-----------|-----------|  
## Column Total | 1207 | 183 | 1390 |   
## | 0.868 | 0.132 | |   
## -------------|-----------|-----------|-----------|  
##   
##

# 라플라스 수정  
sms\_classifier2 = naiveBayes(sms\_train, sms\_raw\_train$type, laplace = 1)  
sms\_test\_pred2 = predict(sms\_classifier2, sms\_test)  
CrossTable(sms\_test\_pred2, sms\_raw\_test$type,  
 prop.chisq = FALSE, prop.t = FALSE, prop.r = FALSE,  
 dnn = c('predicted', 'actual'))

##   
##   
## Cell Contents  
## |-------------------------|  
## | N |  
## | N / Col Total |  
## |-------------------------|  
##   
##   
## Total Observations in Table: 1390   
##   
##   
## | actual   
## predicted | ham | spam | Row Total |   
## -------------|-----------|-----------|-----------|  
## ham | 1203 | 31 | 1234 |   
## | 0.997 | 0.169 | |   
## -------------|-----------|-----------|-----------|  
## spam | 4 | 152 | 156 |   
## | 0.003 | 0.831 | |   
## -------------|-----------|-----------|-----------|  
## Column Total | 1207 | 183 | 1390 |   
## | 0.868 | 0.132 | |   
## -------------|-----------|-----------|-----------|  
##   
##

## 연습문제

단어의 포함 여부가 아닌 각 문서에서 단어의 출현빈도를 입력변수로 하여 string 커널을 사용한 SVM과 k-NN으로 분류해 보고 예제의 결과와 비교하시오. 여기서 string 커널은 문자열의 분류를 위하여 제안된 커널로서 kernlab 패키지의 ksvm의 옵션 중 kernel = stringdot을 사용할 수 있다.

# 3. Internet Movie Database 데이터

데이터 설명

* 태그라인은 한 두 줄의 문구로 이루어진 영화에 대한 간략한 설명으로 영화제목과 링트되며 영화 포스터나 비디오 표지 등 광고에 사용됨
* 출처 : [IMDB](http://www.imdb.com)
* <http://www.informit.com/promotions/modeling-techniques-in-predictive-analytics-141183> 에서 7장 데이터 및 코드 다운로드 받을 수 있음

데이터

# "제목" (연도)로 시작

* 다음 줄에는 테그라인 내용이 나옴

데이터 처리 함수

library(tm)   
library(stringr)

##   
## Attaching package: 'stringr'

## The following object is masked from 'package:graph':  
##   
## boundary

library(grid)   
library(ggplot2)

##   
## Attaching package: 'ggplot2'

## The following object is masked from 'package:NLP':  
##   
## annotate

library(latticeExtra) # text horizon plot

## Loading required package: lattice

##   
## Attaching package: 'latticeExtra'

## The following object is masked from 'package:ggplot2':  
##   
## layer

library(wordcloud) # wordcloud  
library(cluster)   
  
# 표준화 함수   
standardize <- function(x) {(x - mean(x)) / sd(x)}  
  
# "invalid multibyte string" 메시지가 나오지 않도록 변환  
bytecode.convert <- function(x) {iconv(enc2utf8(x), sub = "byte")}  
  
NLINES <- 345317 # 데이터의 라인수   
input.data.file.name <- "d:/work/MTinPA/data/taglines\_copy\_data.txt"   
nlines\_to\_read <- 10000 # 블럭 크기   
  
# 디버그용 프린트 함수   
debub.print.mode <- FALSE  
debug.print <- function(title,date,tagline,status) {  
 cat("\n title =",title," date = ", date," tagline",  
 tagline, " status = ",status,"\n")  
 }  
  
  
# 텍스트 입력에 대한 parsing 함수  
tagline.parser <- function(input.list) {  
# 1915년 부터 올해까지를 유효 연도로   
 valid.years <- 1915:as.numeric(format(Sys.time(), "%Y"))  
 valid.years.strings.four <- paste("(",as.character(valid.years),sep="")  
  
 text <- input.list[[1]]  
 status <- input.list[[2]]  
 title <- input.list[[3]]  
 date <- input.list[[4]]  
 tagline <- input.list[[5]]  
   
 nitems <- length(text)  
 ncount <- 1 # 초기화   
 tagline\_data.store <- NULL  
   
 while(ncount < nitems) {   
 # 디버그 프린트   
 if (debub.print.mode) debug.print(title,date,tagline,status)   
 if (status == "indicator" | status == "begin") {  
 if (ncount <= nitems) {  
 ncount <- ncount + 1  
 status <- "initialtitle"  
 title <- " " # 초기값  
 date <- " "   
 tagline <- " "   
 }  
 }  
   
 if (status == "initialtitle") {  
 if (ncount <= nitems) {  
 title <- text[ncount]  
 ncount <- ncount + 1  
 if (ncount <= nitems) {  
 test\_date <- text[ncount]  
 if (substring(test\_date,1,5) %in% valid.years.strings.four) {  
 date <- test\_date  
 ncount <- ncount + 1  
 status <- "tagline"  
 }  
 if (!(substring(test\_date,1,5) %in% valid.years.strings.four)) {   
 if (test\_date == "#") {  
 status <- "indicator"  
 }   
 if (test\_date != "#") {  
 title <- paste(title, test\_date)   
 ncount <- ncount + 1   
 status <- "moretitle"  
 }   
 }   
 }   
 }  
 }  
   
 if (status == "moretitle") {  
 if (ncount <= nitems) {  
 ncount <- ncount + 1  
 if (ncount <= nitems) {  
 test\_date <- text[ncount]  
 if (substring(test\_date,1,5) %in% valid.years.strings.four) {  
 date <- test\_date  
 ncount <- ncount + 1  
 status <- "tagline"  
 }  
 if (!(substring(test\_date,1,5) %in% valid.years.strings.four)) {   
 if (test\_date == "#") {  
 status <- "indicator"  
 }   
 if (test\_date != "#") {  
 title <- paste(title, test\_date)   
 ncount <- ncount + 1   
 }   
 }   
 }   
 }  
 }   
   
 if (status == "tagline") {  
 if (ncount <= nitems) {  
 new\_text <- text[ncount]  
 if (new\_text == "#") {  
 tagline\_data.store <- rbind(tagline\_data.store,  
 data.frame(title, date, tagline, stringsAsFactors = FALSE))  
 status <- "indicator"  
 }   
 if (new\_text != "#") {  
 if (substring(new\_text,1,1) == "{") {  
 ncount <- ncount + 1  
 status <- "comment"  
 }  
 if (substring(new\_text,1,1) != "{") {  
 tagline <- paste(tagline, new\_text)  
 ncount <- ncount + 1  
 }  
 }   
 }   
 }  
   
 if (status == "comment") {  
 if (ncount <= nitems) {  
 new\_text <- text[ncount]   
 if (substring(new\_text,nchar(new\_text),nchar(new\_text)) == "}") {  
 ncount <- ncount + 1  
 status <- "tagline"  
 }  
 if (substring(new\_text,nchar(new\_text),nchar(new\_text)) != "}") {  
 ncount <- ncount + 1  
 }  
 }  
 }   
 } # while 루프 종료  
list(tagline\_data.store, status, title, date, tagline) # return list  
} # 함수 종료

데이터 읽기

cat("\n\n","NUMBER OF LINES READ: ")

##   
##   
## NUMBER OF LINES READ:

skip <- 0 # 건너뛸 줄수 초기화   
nlines\_read\_so\_far <- 0 # 현재까지 읽은 줄수 초기화   
  
  
status <- "begin" # 초기화   
title <- " "   
date <- " "   
tagline <- " "   
  
data.store <- NULL # 데이터 프레임 초기화   
  
while(nlines\_read\_so\_far < NLINES) {  
  
 if ((NLINES - nlines\_read\_so\_far) < nlines\_to\_read)   
 nlines\_to\_read <- (NLINES - nlines\_read\_so\_far)  
   
 text <- scan(file = input.data.file.name, what = "character",  
 skip = nlines\_read\_so\_far, nlines = nlines\_to\_read)  
   
 # 텍스트를 변환하여 "invalid multibyte string" 메시지가 나오지 않도록   
 text <- bytecode.convert(text)  
  
 input.list <- list(text, status, title, date, tagline)   
   
 # 블럭을 태그라인 parser로 parsing  
 output.list <- tagline.parser(input.list)   
   
 new\_data\_for\_store <- output.list[[1]]  
 status <- output.list[[2]]  
 title <- output.list[[3]]  
 date <- output.list[[4]]  
 tagline <- output.list[[5]]  
   
 data.store <- rbind(data.store, new\_data\_for\_store)  
   
 nlines\_read\_so\_far <- nlines\_read\_so\_far + nlines\_to\_read  
   
 cat(" ","nlines\_read\_so\_far:",nlines\_read\_so\_far)  
}

## nlines\_read\_so\_far: 10000 nlines\_read\_so\_far: 20000 nlines\_read\_so\_far: 30000 nlines\_read\_so\_far: 40000 nlines\_read\_so\_far: 50000 nlines\_read\_so\_far: 60000 nlines\_read\_so\_far: 70000 nlines\_read\_so\_far: 80000 nlines\_read\_so\_far: 90000 nlines\_read\_so\_far: 1e+05 nlines\_read\_so\_far: 110000 nlines\_read\_so\_far: 120000 nlines\_read\_so\_far: 130000 nlines\_read\_so\_far: 140000 nlines\_read\_so\_far: 150000 nlines\_read\_so\_far: 160000 nlines\_read\_so\_far: 170000 nlines\_read\_so\_far: 180000 nlines\_read\_so\_far: 190000 nlines\_read\_so\_far: 2e+05 nlines\_read\_so\_far: 210000 nlines\_read\_so\_far: 220000 nlines\_read\_so\_far: 230000 nlines\_read\_so\_far: 240000 nlines\_read\_so\_far: 250000 nlines\_read\_so\_far: 260000 nlines\_read\_so\_far: 270000 nlines\_read\_so\_far: 280000 nlines\_read\_so\_far: 290000 nlines\_read\_so\_far: 3e+05 nlines\_read\_so\_far: 310000 nlines\_read\_so\_far: 320000 nlines\_read\_so\_far: 330000 nlines\_read\_so\_far: 340000 nlines\_read\_so\_far: 345317

# output.list에 전체 영화 정보가 있으면 추가  
if ((!is.null(output.list[[3]])) &   
 (!is.null(output.list[[4]])) &  
 (!is.null(output.list[[5]]))) {  
 title <- output.list[[3]]  
 date <- output.list[[4]]  
 tagline <- output.list[[5]]   
 data.store <- rbind(data.store,   
 data.frame(title, date, tagline, stringsAsFactors = FALSE))  
}

데이터 청소

# 날짜: (로 시작하여 )로 끝남, 숫자를 제외한 것은 제거   
data.store$replace.date <- str\_replace\_all(data.store$date, "[^.(0-9)]", "")  
  
# 1915년부터 현재 년도까지 유효  
valid.years <- 1915:as.numeric(format(Sys.time(), "%Y"))  
valid.years.strings <- paste("(",as.character(valid.years),")",sep="")  
  
# 연도가 유효한지 체크   
data.store$valid <-   
 ifelse((data.store$replace.date %in% valid.years.strings),"YES","NO")  
  
# 유효한 데이터만 추출  
valid.data.store <- subset(data.store, subset = (valid == "YES"))  
  
# 제목에 연도를 붙여 유일한 키를 생성  
valid.data.store$movie <- paste(valid.data.store$title, valid.data.store$date)  
  
# 연도에서 괄호를 없애고 정수로 변환  
valid.data.store$replace.date <-   
 str\_replace(valid.data.store$replace.date,"[(]","")  
valid.data.store$replace.date <-   
 str\_replace(valid.data.store$replace.date,"[)]","")  
valid.data.store$year <- as.integer(valid.data.store$replace.date)  
  
# 제목과 태그라인 텍스트를 텍스트 변수로 저장  
valid.data.store$text <-   
 paste(valid.data.store$title, valid.data.store$tagline)  
  
# replace.date 제거하고 변수 재정렬  
movies <- valid.data.store[,c("movie","year","title","tagline","text")]

연도별 영화의 도수

ggplot.object <- ggplot(data = movies, aes(x = year)) +  
 geom\_histogram(binwidth = 1, fill = "blue", colour = "black") +  
 labs(x = "Year of Release",   
 y = "Number of Movies in Database") +  
 coord\_fixed(ratio = 1/50)   
ggplot.object
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지난 1974~2013년까지 분석하기 위해 데이터 정리

years.list <- 1974:2013  
document.collection <- NULL   
for (index.for.year in seq(along=years.list)) {  
 working.year.data.frame =   
 subset(movies, subset = (year == years.list[index.for.year]))  
  
 tagline\_text <- NULL  
 for(index.for.movie in seq(along = working.year.data.frame$movie))   
 tagline\_text <-   
 paste(tagline\_text, working.year.data.frame$tagline[index.for.movie])  
   
 document <- PlainTextDocument(x = tagline\_text, author = "Tom",  
 description = paste("movie taglines for ",  
 as.character(years.list[index.for.year]),sep = ""),  
 id = paste("movies\_",as.character(years.list[index.for.year]),sep=""),   
 heading = "taglines",  
 origin = "IMDb", language = "en\_US",   
 localmetadata = list(year = years.list[index.for.year]))   
  
 # 생성된 문서에 유일한 이름 부여   
 if (years.list[index.for.year] == 1974) Y1974 <- document   
 if (years.list[index.for.year] == 1975) Y1975 <- document   
 if (years.list[index.for.year] == 1976) Y1976 <- document   
 if (years.list[index.for.year] == 1977) Y1977 <- document   
 if (years.list[index.for.year] == 1978) Y1978 <- document   
 if (years.list[index.for.year] == 1979) Y1979 <- document   
 if (years.list[index.for.year] == 1980) Y1980 <- document   
 if (years.list[index.for.year] == 1981) Y1981 <- document   
 if (years.list[index.for.year] == 1982) Y1982 <- document   
 if (years.list[index.for.year] == 1983) Y1983 <- document   
 if (years.list[index.for.year] == 1984) Y1984 <- document   
 if (years.list[index.for.year] == 1985) Y1985 <- document   
 if (years.list[index.for.year] == 1986) Y1986 <- document   
 if (years.list[index.for.year] == 1987) Y1987 <- document   
 if (years.list[index.for.year] == 1988) Y1988 <- document   
 if (years.list[index.for.year] == 1989) Y1989 <- document   
 if (years.list[index.for.year] == 1990) Y1990 <- document   
 if (years.list[index.for.year] == 1991) Y1991 <- document   
 if (years.list[index.for.year] == 1992) Y1992 <- document   
 if (years.list[index.for.year] == 1993) Y1993 <- document   
 if (years.list[index.for.year] == 1994) Y1994 <- document   
 if (years.list[index.for.year] == 1995) Y1995 <- document   
 if (years.list[index.for.year] == 1996) Y1996 <- document   
 if (years.list[index.for.year] == 1997) Y1997 <- document   
 if (years.list[index.for.year] == 1998) Y1998 <- document   
 if (years.list[index.for.year] == 1999) Y1999 <- document   
 if (years.list[index.for.year] == 2000) Y2000 <- document   
 if (years.list[index.for.year] == 2001) Y2001 <- document   
 if (years.list[index.for.year] == 2002) Y2002 <- document   
 if (years.list[index.for.year] == 2003) Y2003 <- document   
 if (years.list[index.for.year] == 2004) Y2004 <- document   
 if (years.list[index.for.year] == 2005) Y2005 <- document   
 if (years.list[index.for.year] == 2006) Y2006 <- document   
 if (years.list[index.for.year] == 2007) Y2007 <- document   
 if (years.list[index.for.year] == 2008) Y2008 <- document   
 if (years.list[index.for.year] == 2009) Y2009 <- document   
 if (years.list[index.for.year] == 2010) Y2010 <- document   
 if (years.list[index.for.year] == 2011) Y2011 <- document   
 if (years.list[index.for.year] == 2012) Y2012 <- document   
 if (years.list[index.for.year] == 2013) Y2013 <- document   
}   
   
document.collection <- c(Y1974,Y1975,Y1976,Y1977,Y1978,Y1979,  
 Y1980,Y1981,Y1982,Y1983,Y1984,Y1985,Y1986,Y1987,Y1988,Y1989,  
 Y1990,Y1991,Y1992,Y1993,Y1994,Y1995,Y1996,Y1997,Y1998,Y1999,  
 Y2000,Y2001,Y2002,Y2003,Y2004,Y2005,Y2006,  
 Y2007,Y2008,Y2009,Y2010,Y2011,Y2012,Y2013)  
  
# 공백 제거   
document.collection <- tm\_map(document.collection, stripWhitespace)  
  
# 대문자를 소문자로   
document.collection <- tm\_map(document.collection, tolower)  
  
# 숫자 제거  
document.collection <- tm\_map(document.collection, removeNumbers)  
  
# 구두점 제거  
document.collection <- tm\_map(document.collection, removePunctuation)  
  
# 영어의 stopwords 제거  
document.collection <- tm\_map(document.collection,   
 removeWords, stopwords("english"))

NLP가 아닌 bag of words 접근법으로 분석하기 위해 terms-by-document 행렬 생성

library(slam)  
document.collection <- tm\_map(document.collection, PlainTextDocument)  
initial.movies.tdm <- TermDocumentMatrix(document.collection)  
  
# 많이 나오지 않는 용어를 제거   
examine.movies.tdm <- removeSparseTerms(initial.movies.tdm, sparse = 0.25)  
top.words <- Terms(examine.movies.tdm)  
print(top.words)

## [1] "action" "adventure" "alive" "alone" "always"   
## [6] "america" "american" "americas" "another" "anything"   
## [11] "away" "back" "bad" "battle" "beautiful"   
## [16] "became" "become" "begins" "behind" "best"   
## [21] "beyond" "big" "biggest" "black" "blood"   
## [26] "body" "born" "boy" "boys" "business"   
## [31] "call" "came" "can" "cant" "century"   
## [36] "challenge" "chance" "city" "classic" "come"   
## [41] "comedy" "comes" "coming" "cop" "cops"   
## [46] "crime" "dangerous" "dark" "day" "days"   
## [51] "dead" "deadly" "death" "deep" "desire"   
## [56] "destroy" "didnt" "die" "different" "director"   
## [61] "doesnt" "dont" "dream" "dreams" "earth"   
## [66] "easy" "end" "enemy" "enough" "even"   
## [71] "ever" "every" "everyone" "everything" "evil"   
## [76] "experience" "eyes" "face" "family" "fantasy"   
## [81] "far" "fast" "father" "fear" "feel"   
## [86] "fight" "fighting" "film" "find" "first"   
## [91] "force" "forever" "forget" "found" "four"   
## [96] "friend" "friends" "full" "fun" "funny"   
## [101] "future" "game" "get" "gets" "girl"   
## [106] "girls" "goes" "going" "good" "got"   
## [111] "great" "greatest" "guys" "happen" "happens"   
## [116] "hard" "head" "heart" "hell" "help"   
## [121] "hero" "hes" "high" "history" "home"   
## [126] "hope" "horror" "hot" "house" "human"   
## [131] "isnt" "journey" "just" "justice" "keep"   
## [136] "kids" "kill" "killer" "killing" "kind"   
## [141] "king" "know" "knows" "land" "last"   
## [146] "law" "left" "legend" "let" "life"   
## [151] "lifetime" "like" "little" "live" "lives"   
## [156] "living" "look" "looking" "lost" "lot"   
## [161] "love" "loved" "loves" "made" "magic"   
## [166] "make" "man" "mans" "master" "may"   
## [171] "meet" "men" "million" "mind" "money"   
## [176] "mother" "movie" "much" "murder" "music"   
## [181] "must" "mystery" "name" "need" "never"   
## [186] "new" "next" "night" "nightmare" "nothing"   
## [191] "now" "old" "one" "original" "party"   
## [196] "passion" "past" "people" "perfect" "picture"   
## [201] "place" "play" "pleasure" "power" "powerful"   
## [206] "race" "ready" "real" "reality" "really"   
## [211] "remember" "revenge" "ride" "right" "rock"   
## [216] "run" "save" "say" "school" "secret"   
## [221] "see" "seen" "sex" "sexual" "shes"   
## [226] "show" "side" "someone" "something" "sometimes"   
## [231] "space" "stand" "star" "stars" "still"   
## [236] "stop" "story" "streets" "summer" "survival"   
## [241] "survive" "sweet" "take" "takes" "tale"   
## [246] "tell" "terrifying" "terror" "thats" "theres"   
## [251] "theyre" "thing" "things" "think" "thought"   
## [256] "three" "thriller" "time" "today" "together"   
## [261] "took" "tough" "town" "true" "truth"   
## [266] "turn" "two" "ultimate" "universe" "video"   
## [271] "want" "wanted" "wants" "war" "watch"   
## [276] "way" "weapon" "welcome" "wife" "wild"   
## [281] "will" "win" "without" "woman" "women"   
## [286] "wont" "world" "worlds" "worst" "wrong"   
## [291] "year" "years" "york" "youll" "young"   
## [296] "youre" "youve"

# 분석에서 사용하지 않을 추가 단어들 제거  
more.stop.words <- c("cant","didnt","doesnt","dont","goes","isnt","hes",  
 "shes","thats","theres","theyre","wont","youll","youre","youve")   
document.collection <- tm\_map(document.collection,   
 removeWords, more.stop.words)  
   
# 최종적으로 terms-by-document 행렬 생성  
movies.tdm <- TermDocumentMatrix(document.collection)  
  
# 저장  
save("movies","document.collection","movies.tdm",  
 file = "000\_movies\_data.Rdata")   
  
# 많이 나오지 않는 단어들 제거   
examine.movies.tdm <- removeSparseTerms(movies.tdm, sparse = 0.25)  
  
top.words <- Terms(examine.movies.tdm)  
print(top.words)

## [1] "action" "adventure" "alive" "alone" "always"   
## [6] "america" "american" "americas" "another" "anything"   
## [11] "away" "back" "bad" "battle" "beautiful"   
## [16] "became" "become" "begins" "behind" "best"   
## [21] "beyond" "big" "biggest" "black" "blood"   
## [26] "body" "born" "boy" "boys" "business"   
## [31] "call" "came" "can" "century" "challenge"   
## [36] "chance" "city" "classic" "come" "comedy"   
## [41] "comes" "coming" "cop" "cops" "crime"   
## [46] "dangerous" "dark" "day" "days" "dead"   
## [51] "deadly" "death" "deep" "desire" "destroy"   
## [56] "die" "different" "director" "dream" "dreams"   
## [61] "earth" "easy" "end" "enemy" "enough"   
## [66] "even" "ever" "every" "everyone" "everything"  
## [71] "evil" "experience" "eyes" "face" "family"   
## [76] "fantasy" "far" "fast" "father" "fear"   
## [81] "feel" "fight" "fighting" "film" "find"   
## [86] "first" "force" "forever" "forget" "found"   
## [91] "four" "friend" "friends" "full" "fun"   
## [96] "funny" "future" "game" "get" "gets"   
## [101] "girl" "girls" "going" "good" "got"   
## [106] "great" "greatest" "guys" "happen" "happens"   
## [111] "hard" "head" "heart" "hell" "help"   
## [116] "hero" "high" "history" "home" "hope"   
## [121] "horror" "hot" "house" "human" "journey"   
## [126] "just" "justice" "keep" "kids" "kill"   
## [131] "killer" "killing" "kind" "king" "know"   
## [136] "knows" "land" "last" "law" "left"   
## [141] "legend" "let" "life" "lifetime" "like"   
## [146] "little" "live" "lives" "living" "look"   
## [151] "looking" "lost" "lot" "love" "loved"   
## [156] "loves" "made" "magic" "make" "man"   
## [161] "mans" "master" "may" "meet" "men"   
## [166] "million" "mind" "money" "mother" "movie"   
## [171] "much" "murder" "music" "must" "mystery"   
## [176] "name" "need" "never" "new" "next"   
## [181] "night" "nightmare" "nothing" "now" "old"   
## [186] "one" "original" "party" "passion" "past"   
## [191] "people" "perfect" "picture" "place" "play"   
## [196] "pleasure" "power" "powerful" "race" "ready"   
## [201] "real" "reality" "really" "remember" "revenge"   
## [206] "ride" "right" "rock" "run" "save"   
## [211] "say" "school" "secret" "see" "seen"   
## [216] "sex" "sexual" "show" "side" "someone"   
## [221] "something" "sometimes" "space" "stand" "star"   
## [226] "stars" "still" "stop" "story" "streets"   
## [231] "summer" "survival" "survive" "sweet" "take"   
## [236] "takes" "tale" "tell" "terrifying" "terror"   
## [241] "thing" "things" "think" "thought" "three"   
## [246] "thriller" "time" "today" "together" "took"   
## [251] "tough" "town" "true" "truth" "turn"   
## [256] "two" "ultimate" "universe" "video" "want"   
## [261] "wanted" "wants" "war" "watch" "way"   
## [266] "weapon" "welcome" "wife" "wild" "will"   
## [271] "win" "without" "woman" "women" "world"   
## [276] "worlds" "worst" "wrong" "year" "years"   
## [281] "york" "young"

# 빈출어들로부터 사전 만들기  
top.words.dictionary <- c(top.words)  
   
# 생성한 사전을 이용하여 terms-by-documents 행렬 만들기  
top.words.movies.tdm <- TermDocumentMatrix(document.collection,   
 list(dictionary = top.words.dictionary))

워드클라우드

set.seed(1234)   
wordcloud(document.collection, min.freq = 10,  
 max.words = 300,  
 random.order=FALSE,  
 random.color=FALSE,  
 rot.per=0.0,  
 colors="black",  
 ordered.colors=FALSE,   
 use.r.layout=FALSE,  
 fixed.asp=TRUE)
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## 연습문제

* document.collection에 대하여 wordcloud를 그려보시오.
* top.words.movies.tdm에 대하여 적절한 군집분석을 실시하고 결과를 해석해 보시오.