Base Plotting System in R

## Default:

> hist(airquality$Ozone)

> with(airquality,plot(Wind,Ozone))

> airquality <- transform(airquality, Month = factor(Month))

> boxplot(Ozone~Month,airquality,xlab="Month",ylab="Ozone(ppb)")

Use ?par to look up the parameters.

Use par() to specify global graphics parameters that affect all plots in an R session.

## Base Plotting Functions:

* plot
* lines: add lines to a plot.
* points: add points to a plot
* text: add text labels to a plot.
* title: add annotations to x, y axis labels.
* mtext: add arbitrary text to the margins
* axis: adding axis ticks/labels.

## Examples:

> with(airquality, plot(Wind, Ozone))

> title(main="Ozone and Wind in NYC") #add a title.

> #Base Plot with Regression Line

> with(airquality,plot(Wind, Ozone,main="Ozone and Wind in NYC",pch=20))

> model <- lm(Ozone~Wind,airquality)

> abline(model,lwd=2)

## Multiple Base Plots:

par(mfrow=c(1,3),mar=c(4,4,2,1),oma=c(0,0,2,0))

with(airquality, {

plot(Wind,Ozone,main="Ozone and Wind")

plot(Solar.R, Ozone, main = "Ozone and Solar Radiation")

plot(Temp,Ozone,main="Ozone and Temperature")

mtext("Ozone and Weather in NYC", outer = T)

})

MARGINS:

1: down 2: left 3: up 4: right

## Many parameters:

> par(mar = c(4,4,2,2)) # set the margins

> plot(x, y, pch = 4) # change plotting symbols.

> title("Scatterplot") # Change title

> text(-2,-2, "Label") # Add a label to the specific position

> legend("topleft", legend = "data")

> legend("topleft", legend = "data", pch = 20) # add a little circle

> fit <- lm(y~x) #Regression

> abline(fit) # Add the line to the graph

> abline(fit,lwd=3) # Change line width

> abline(fit,lwd=3, col = "red")

> plot(x,y,xlab="Weight",ylab="Height",main="Scatterplot",pch=20)

> legend("topright", legend = "Data", pch = 20)

# If you want details, please go to “Add legend to a plot”:

http://www.r-bloggers.com/adding-a-legend-to-a-plot/

> par(mfrow = c(2,1)) # Draw graphs of 2 rows and 1 col.

> plot(x,y,pch=20)

> plot(x,z,pch=19)

# Different colors (subsetting the dots)

> y <- x + rnorm(100)

> g <- gl(2,50, labels = c("Male","Female"))

#gl : Generate factor levels

> str(g)

Factor w/ 2 levels "Male","Female": 1 1 1 1 1 1 1 1 1 1 ...

> plot(x,y)

> plot(x,y,type = "n")

> points(x[g=="Male"],y[g=="Male"], col = "green")

> points(x[g=="Female"], y[g=="Female"], col = "pink")

What is a Graphics Device?

## A graphics device is something where you can make a plot appear.

* A window on your computer (screen device)
* A PDF file (file device)
* A PNG or JPEG file (file device)
* A scalable vector graphics (SVG) file (file device)

## How to launch the screen device:

* Mac: quartz()
* Windows: windows()
* Unix/Linux: x11()

P.S. List of Graphic Device: **?Devices**;

## Plot to your screen device

> library(datasets)

> with(faithful, plot(eruptions,waiting))

> title(main = "Old Faithful Geyser data")

## Plot to file device

> pdf(file = "myplot.pdf") # will create the file in your working directory

> with(faithful, plot(eruptions,waiting))

> title(main = "Old Faithful Geyser data")

> dev.off() # Close the PDF file device

## Multiple open graphic devices

It is possible to open multiple graphics devices at one time, but plotting can only occur on one graphics device at a time. The currently active graphics device can be found by calling **dev.cur()**.

You can change the active graphics device with **dev.set(<integer>).**

The Lattice Plotting System

All plotting/annotation is done at once with a single function call.

## Packages

* lattice: includes functions like xyplot, bwplot, levelplot
* grid

## Lattice Functions

* xyplot: This is the main function for creating scatterplots
* bwplot: box-and-whiskers plots (“boxplots”)
* histogram
* stripplot: like a boxplot but with actual points
* dotplot: plot dots on “violin strings”
* splom: scatterplot matrix; like pairs in base plotting system
* levelplot, contourplot: for plotting “image” data

## xyplot

Form: **xyplot(y ~ x | f \* g, data)**

* f and g are conditioning variables – they are optional
* the \* indicates an interaction between two variables

## A Simple Lattice Plot

> library(lattice)

> library(datasets)

> ## Simple scatter plot

> xyplot(Ozone ~ Wind, data = airquality)

> ## Convert 'Month' to a factor variable

> airquality <- transform(airquality, Month = factor(Month))

> xyplot(Ozone ~ Wind | Month, data = airquality, layout = c(5,1))

## Lattice Panel Functions (I cannot understand….)

Panel functions can be specified/customized to modify what is plotted in each of the plot panels.

> set.seed(10)

> x <- rnorm(100)

> f <- rep(0:1, each = 50)

> y <- x + f - f \* x + rnorm(100,sd=0.5)

> f <- factor(f,labels=c("Group 1","Group 2"))

> xyplot(y~x | f, layout = c(2,1))

## Custom panel function (abline)

xyplot(y ~ x | f, panel = function(x,y, ...) {

panel.xyplot(x,y,...) # First call the default panel function for 'xyplot'

panel.**abline**(h = median(y), lty = 2) # Add a horizontal line at the median

})

## Regression line

xyplot(y ~ x | f, panel = function(x,y, ...) {

panel.xyplot(x,y,...) # First call the default panel function for 'xyplot'

panel.**lmline**(x,y,col=2) #Overlay a simple linear regression line

})

The ggplot2 Plotting System

The package ggplot2 is an implementation of the Grammar of Graphics.

## Simple Plotting with qplot()

### 1. Scatter graph

> library(ggplot2)

> qplot(displ,hwy,data=mpg)

> qplot(displ,hwy,data=mpg,color=drv) #Auto legend placement when specified subsetting by drv;
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Adding a geom

qplot(displ,hwy,data=mpg,geom=c("point","smooth"))

![\\Mmfile\ct87817$\MyDocuments\qplot.png](data:image/png;base64,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)

### 2. Histograms

qplot(hwy,data=mpg,fill=drv)

### 3. Facets

> qplot(displ,hwy,data=mpg,facets=.~drv)

> qplot(hwy,data=mpg,facets=drv~.,binwidth=2)

Notice:

Facets = x ~ y where x means separate rows by variable x, y means separate columns by variable y.

## Customizable ggplot2

### 1. Basic Components of a ggplot2 Plot

* A data frame
* Aesthetic mappings: how data are mapped to color, size
* Geoms: geometric objects like points, lines, sapes.
* Facets: for conditional plots
* Stats: statistical transformations like binning, quantiles, smoothing.
* Scales: what scale an aesthetic map uses (examples: male=red, female=blue).
* Coordinate system

### 2. Building Plots with ggplot2

Plots are built up in layers

* Plot the data
* Overlay a summary
* Metadata and annotation

### 3. Basic Examples

> g <- ggplot(mpg,aes(displ,hwy))

> print(g)

Error: No layers in plot

> p <- g+geom\_point()

> p #Auto print (The same as print(p))

### 4. Adding More Layers: Smooth

g + geom\_point() + geom\_smooth(method="lm")

### 5. Adding More Layers: Facets

g + geom\_point() + facet\_grid(.~drv)+geom\_smooth(method="lm")

### 6. Annotation

* Labels: xlab(), ylab(), labs(), ggtitle()
* For things that only make sense globally, use theme()
  + Example: theme(legend.position = “none”)
* Two standard appearance themes are included
  + Theme\_gray(): The default theme (gray background)
  + Theme\_bw(): More stark/plain

### 7. Modifying aesthetics

g + geom\_point(color = "steelblue", size=4, alpha=1/2)

g + geom\_point(aes(color=drv),size=4,alpha=1/2)

# alpha specifies the transparency ?

### 8. Modifying Labels

g + geom\_point(aes(color=drv)) + labs(title="MAACS Cohort",x=expression("log "\*PM[2.5]),y="Nocturnal Symptoms")

### 9. A Note about Axis Limits

> x <- 1:100

> y <- rnorm(100)

> testdat <- data.frame(x,y)

> testdat[50,2] <- 100 ## Outlier!

> plot(testdat$x,testdat$y,type="l",ylim = c(-3,3))

> g <- ggplot(testdat, aes(x=x,y=y)) ## ggplot

> g + geom\_line()

# 1. Outlier missing

> g + geom\_line() + ylim(-3,3)

# 2. Outlier included

> g + geom\_line() + coord\_cartesian(ylim=c(-3,3))

### 10. Categorize on Continuous Variable

## Calculate the deciles of the data (Making NO2 (Nitrogen dioxide) tertiles)

cutpoints <- quantile(maacs$logno2\_new, seq(0, 1, length=4), na.rm = TRUE)

## Cut the data at the deciles and create a new factor variable

maacs$no2dec <- **cut**(maacs$logno2\_new, cutpoints)

## See the levels of the newly created factor variable

levels(maacs$no2dec)

[result]: [1] “(0.378, 1.2]” “(1.2, 1.42]” “(1.42, 2.55]”

**facet\_wrap**(bmicat ~ no2dec, nrow=2, ncol=4

Working with Color in R Plots

## Built-in Package: grDevices

This package has two functions:

* colorRamp
* colorRampPalette
* The function colors() lists the names of colors you can use in any plotting function.

## colorRamp {grDevices}

> pal <- colorRamp(c("red","blue"))

> pal(0)

[,1] [,2] [,3] #[1 is Red] [2 is Green] [3 is Blue]

[1,] 255 0 0

> pal(0.5)

[,1] [,2] [,3]

[1,] 127.5 0 127.5

> pal(1)

[,1] [,2] [,3]

[1,] 0 0 255

## colorRampPalette {grDevices}

> pal <- colorRampPalette(c("red","yellow"))

> pal(2)

[1] "#FF0000" "#FFFF00"

# For example in the first element “FF0000”:

# First pair (FF): Red

# Second pair (00): Green

# Third pair (00): Blue

> pal(10)

[1] "#FF0000" "#FF1C00" "#FF3800" "#FF5500" "#FF7100" "#FF8D00" "#FFAA00" "#FFC600" "#FFE200" "#FFFF00"

## Package RColorBrewer

There are 3 types of palettes

* Sequential
* Diverging
* Qualitative

The color information can be used conjunctively with the two functions in package grDevices.

## Use RColorBrewer and colorRampPalette Together

> library(RColorBrewer)

> cols <- brewer.pal(3,"BuGn") # I want 3 colors

> ?brewer.pal # To look up the names of the palettes.

> cols

[1] "#E5F5F9" "#99D8C9" "#2CA25F"

> pal <- colorRampPalette(cols)

> image(volcano, col=pal(20))

## The smoothScatter Function

> x <- rnorm(10000)

> y <- rnorm(10000)

> smoothScatter(x,y) # When you have many points to plot

## The rgb Function

> ?rgb

* The rgb function can be used to produce any color via red, green, blue proportions
* Color transparency can be added via the alpha parameter to rgb

## Scatterplot with Transparency

> plot(x,y,pch=19)

# Versus:

> plot(x,y,col = rgb(0,0,0,0.2),pch=19)