**![](data:image/png;base64,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)**

**Compte rendu projet professionnel « TEI2JSON »**

**Par :**

**EL HELOU Myriam**

**(Numéro d’étudiant – 10468326)**

**&**

**BOUHOUCHE Sami**

**(Numéro d’étudiant – 10468326)**

**UFR LLASIC**

**Département des Sciences du Langage et Didactique des Langues**

**Master 2 Mention Sciences du Langage Parcours Industries de la Langue**

**UE : Projet professionnel**

**Commanditaire : Arnaud BEY**

**Enseignant responsable : Thomas LEBARBE**

**Année universitaire**

**2018 – 2019**

Sommaire

[Rappel des caractéristiques du projet 3](#_Toc1550080)

[Les parties prenantes : 3](#_Toc1550081)

[La demande : 3](#_Toc1550082)

[La proposition : 3](#_Toc1550083)

[Explication de la réalisation 4](#_Toc1550084)

[Les caractéristiques de la solution : 4](#_Toc1550085)

[Librairie/ressources utilisées 4](#_Toc1550086)

[Le développement : 4](#_Toc1550087)

[Décomposition du code : 4](#_Toc1550088)

[Explication du code : 4](#_Toc1550089)

# Rappel des caractéristiques du projet

## Les parties prenantes :

Le commanditaire :

* Arnaud BEY : ingénieur au département Litt&Art de l’Université Grenoble Alpes.

L’équipe Projet :

* Myriam EL HELOU
* Sami BOUHOUCHE

## La demande :

Le commanditaire est amené dans le cadre de ses activités à encoder des documents en TEI. Il est possible de récupérer les caractéristiques des balises de la TEI sous différents formats depuis l’outil TEI-ROMA qui se trouve sur le site officiel de la TEI. Les formats possibles sont les suivants :

* relax NG compact
* relax NG XML
* ISO Schematron
* Schematron
* W3C Schema
* DTD

Le format privilégié par notre commanditaire est le relax NG avec une syntaxe XML. Cependant, à l’image des autres formats de sorties proposées par ROMA, celui-ci est complexe et difficilement compréhensible sans une certaine connaissance des langages du web sémantique. Ainsi, afin de pallier à cela, notre commanditaire nous a demandé de mettre en place **un outil permettant de convertir les documents .rng issus de ROMA en documents au format JSON.**

## La proposition :

La proposition sur laquelle le commanditaire et l’équipe projet se sont mis d’accord consiste à mettre en place un code qui convertit un fichier rng en un fichier JSON. Ce dernier récupérera les caractéristiques suivantes :

* Les balises TEI correspondant à un certain module
* Les descriptions/documentations des balises TEI
* Les attributs ainsi que leurs valeurs
* Les enfants autorisés pour chaque balise

Et les écrira dans un fichier au format JSON.

Cet outil sera développé en python 3.5 et utilisera le module beautifulsoup qui permet de parser -entre autres- du XML.

# Explication de la réalisation

## Les caractéristiques de la solution :

### Librairie/ressources utilisées

**Librairies à installer :**

* BeautifulSoup : Beautiful Soup est une bibliothèque Python permettant d’extraire des données de fichiers HTML et XML. Cette librairie devrait fonctionner de la même manière dans Python 2.7 et Python 3.2 et plus.

**Librairies internes à python :**

* JSON : JSON est une bibliothèque Python permettant de former à partir d’objets des fichiers valides en format JSON. Cette bibliothèque devrait être compatible avec les versions Python 2.6 et plus.
* re : Re est une bibliothèque Python qui permet d’utiliser les expressions régulières. Cette bibliothèque devrait être compatible avec les versions Python 2.6 et plus.
* sys : ce module donne accès à certaines variables utilisées ou gérées par le terminal. Il nous sera utile pour récupérer le nom du fichier à traiter.

### Le développement :

### Décomposition du code :

Le code a été développé en 4 temps :

1. Récupération du nom de la balise ainsi que de sa documentation (en français lorsque cette dernière est disponible)
2. Récupération des attributs, ainsi que leurs valeurs :

* Le nom de l’attribut.
* La documentation.
* Le type de l’attribut (String ou Enumerated)
* L’attribut est-il obligatoire ou non ? (« required », toujours « false » à la demande de notre commanditaire).
* Les valeurs de l’attribut

1. Récupération des enfants.
2. Assemblage de toutes les informations et écriture de celles-ci dans le JSON

### Explication du code :

1. **Récupération du nom et de la documentation :** En utilisant les fonctionnalités de la librairie beautifulsoup, nous avons recherché la balise « element » puis pour chaque balise nous avons recherché le nom de l’élément ainsi que sa documentation. Nous avons par la suite initialisé les variables « tag » et « documentation » avec les valeurs récupérées.   
   Le nom et la documentation se trouvent directement dans le contenu de la balise « element » du fichier rng, ainsi nous avons mutualisé leur traitement.
2. **Récupération des attributs ainsi que leurs valeurs :** Cette fonctionnalité a été développée séparément dans le fichier « recup\_attributes.py » et par la suite importée dans le code principal « TEI2JSON.py ». Elle permet pour chaque attribut de récupérer les valeurs citées dans la partie précédente *(Décomposition du code)*.

Nous distinguons 2 cas de récupération : soit les attributs se trouvent directement dans la balise « element », soit la balise « element » contient une référence vers une liste d’attributs qu’admet l’élément. Cette particularité nous a obligés à traiter chaque cas d’une manière différente :

* Pour le premier cas : Nous avons recherché la balise « attribute » dans la balise « element » puis nous avons appliqué le code chargé de récupérer les caractéristiques de l’attribut.
* Pour le deuxième cas : Nous avons récupéré le nom de la référence trouvé dans l’élément puis nous avons recherché sa définition dans le document. Il faut noter que les références trouvées peuvent renvoyer soit à un seul attribut soit à un groupe d’attributs. Dans le cas où les références renvoient à un nouveau groupe d’attributs, nous avons refait la même procédure.

1. **Récupération des enfants :** Dans un premier temps, nous avons mis en place une approche basée sur la description des éléments présente sur le site officiel de la TEI. Nous avons utilisé les fonctionnalités de beautifulsoup afin de rechercher l’élément et d’en aspirer les enfants. Par la suite, on comparait les enfants obtenus avec les éléments présents dans le fichier .rng afin de ne garder que les éléments qui se trouvent dans celui-ci. Cependant cette approche a rapidement montré ses limites. Suite à une panne des serveurs du site de la TEI, note code ne fonctionnait plus. Ainsi nous avons décidé de n’utiliser que les informations présentes dans le .rng afin que notre outil puisse récupérer correctement les enfants.

La solution retenue consiste à récupérer récursivement les enfants. Cette solution se trouve dans le module « recup\_children.py ».

Avant de commencer à coder, nous avons extrait les deux conditions d’arrêt :

* Le premier cas : lorsque nous rencontrons une balise <notAllowed>. Dans ce cas, nous ignorons cet élément.
* Le deuxième cas : lorsque nous nous retrouvons avec la balise <element> qui contient l’enfant à rajouter à liste des enfants de l’élément.

Dans le dernier cas, où nous avons des références, nous les récupérons toutes sauf celles qui débutent par « tei\_att » et nous appliquons la récursivité dessus.

1. **Assemblage et écriture :** Toutes les informations récupérées, dans les étapes précédentes, ont été regroupées dans un tableau associatif. La fonction json.dumps() permet de représenter le contenu du tableau sous format JSON.