Impenent all of this in the repo, read the full instructions.

## Pre-Deployment Checklist

### Code Quality

- [ ] All code follows Dart style guidelines

- [ ] No lint warnings or errors (`flutter analyze`)

- [ ] All TODO comments resolved

- [ ] Dead code removed

- [ ] Proper error handling implemented throughout

- [ ] Logging statements use appropriate levels

- [ ] Sensitive data not exposed in logs

### Testing

- [ ] Unit test coverage > 80%

- [ ] Integration tests pass on all platforms

- [ ] Manual testing completed on:

- [ ] Android phones (multiple screen sizes)

- [ ] Android tablets

- [ ] Windows 10

- [ ] Windows 11

- [ ] Performance testing completed

- [ ] Memory leak testing performed

- [ ] Offline functionality verified

### Security

- [ ] Firebase Security Rules tested and locked down

- [ ] API keys secured and not in source control

- [ ] Authentication flow secure

- [ ] Data encryption implemented

- [ ] Input validation on all forms

- [ ] SQL injection prevention (if applicable)

- [ ] XSS prevention measures

- [ ] Certificate pinning configured (optional)

### Firebase Configuration

- [ ] Production Firebase project created

- [ ] Authentication providers configured

- [ ] Firestore indexes created

- [ ] Security rules deployed

- [ ] Cloud Functions deployed

- [ ] Backup strategy configured

- [ ] Usage quotas and alerts set up

- [ ] Firebase App Check enabled

### Platform-Specific

#### Android

- [ ] App signing configured

- [ ] ProGuard rules tested

- [ ] Minimum SDK version appropriate

- [ ] Target SDK version current

- [ ] App permissions justified

- [ ] Deep linking tested

- [ ] Push notifications tested

- [ ] App icon in all required sizes

- [ ] Splash screen configured

#### Windows

- [ ] Code signing certificate obtained

- [ ] App manifest updated

- [ ] Window size constraints appropriate

- [ ] File associations configured (if needed)

- [ ] Auto-update mechanism tested

- [ ] Installer tested on clean systems

- [ ] Antivirus false positive check

### Performance

- [ ] App startup time < 3 seconds

- [ ] UI responds within 100ms

- [ ] Animations run at 60 FPS

- [ ] Memory usage optimized

- [ ] Network requests optimized

- [ ] Image assets compressed

- [ ] Lazy loading implemented

- [ ] Pagination for large lists

### Accessibility

- [ ] Screen reader support tested

- [ ] Color contrast ratios meet WCAG standards

- [ ] Touch targets minimum 48x48dp

- [ ] Keyboard navigation works (Windows)

- [ ] Font scaling tested

- [ ] RTL language support (if applicable)

### Documentation

- [ ] README.md complete and accurate

- [ ] API documentation generated

- [ ] User guide created

- [ ] Privacy policy written

- [ ] Terms of service written

- [ ] Open source licenses documented

- [ ] Change log maintained

### Store Listings

#### Google Play Store

- [ ] App title (max 30 chars)

- [ ] Short description (max 80 chars)

- [ ] Full description (max 4000 chars)

- [ ] Screenshots (min 2, max 8 per device type)

- [ ] Feature graphic (1024x500)

- [ ] App icon (512x512)

- [ ] Privacy policy URL

- [ ] App category selected

- [ ] Content rating questionnaire completed

- [ ] Target audience and content settings

- [ ] Pricing and distribution configured

#### Microsoft Store

- [ ] App name reserved

- [ ] App description in multiple languages

- [ ] Screenshots for different screen sizes

- [ ] App features listed

- [ ] System requirements specified

- [ ] Age rating obtained

- [ ] Privacy policy linked

- [ ] Support contact information

### Monitoring & Analytics

- [ ] Crash reporting configured (Firebase Crashlytics)

- [ ] Analytics events implemented

- [ ] Performance monitoring enabled

- [ ] User feedback mechanism in place

- [ ] Error tracking dashboard set up

- [ ] Key metrics identified

- [ ] Alerts configured for critical issues

### Legal & Compliance

- [ ] GDPR compliance verified

- [ ] CCPA compliance verified

- [ ] COPPA compliance (if applicable)

- [ ] Export compliance (encryption)

- [ ] Third-party licenses reviewed

- [ ] User data handling documented

- [ ] Data retention policy defined

- [ ] User consent flows implemented

### Deployment Process

- [ ] Version number incremented

- [ ] Build number incremented

- [ ] Release notes written

- [ ] Git tag created

- [ ] Code merged to main branch

- [ ] CI/CD pipeline passes

- [ ] Artifacts built and signed

- [ ] Beta testing completed

- [ ] Staged rollout planned

- [ ] Rollback procedure documented

### Post-Deployment

- [ ] Monitor crash reports

- [ ] Check user reviews

- [ ] Monitor server costs

- [ ] Performance metrics tracking

- [ ] User engagement analytics

- [ ] Support tickets triaged

- [ ] Hot-fix process ready

- [ ] Update communication plan

## Final Verification Commands

```bash

# Clean build

flutter clean

flutter pub get

# Run all tests

flutter test

# Check for issues

flutter analyze

flutter doctor -v

# Build release versions

flutter build apk --release

flutter build appbundle --release

flutter build windows --release

# Verify APK

aapt dump badging build/app/outputs/flutter-apk/app-release.apk

# Test installations

adb install build/app/outputs/flutter-apk/app-release.apk

```

## Emergency Contacts

- \*\*Technical Lead\*\*: [Contact Info]

- \*\*Firebase Support\*\*: [Support Link]

- \*\*Play Console Support\*\*: [Support Link]

- \*\*Microsoft Partner Support\*\*: [Support Link]

## Rollback Procedure

1. \*\*Immediate Issues\*\*:

- Halt staged rollout

- Revert to previous version in store

- Notify users of known issues

2. \*\*Firebase Issues\*\*:

- Revert Security Rules

- Disable problematic Cloud Functions

- Scale down if quota issues

3. \*\*Critical Bugs\*\*:

- Prepare hot-fix branch

- Emergency patch process

- Expedited review request

## Success Metrics

Track these KPIs post-launch:

- Daily Active Users (DAU)

- Crash-free rate (target: >99.5%)

- App store rating (target: >4.0)

- User retention (1-day, 7-day, 30-day)

- Task creation rate

- Sync success rate

- Average session duration

## Notes

- Always maintain a rollback plan

- Keep stakeholders informed throughout

- Document any deviations from process

- Celebrate successful launches! 🎉

---

\*\*Last Updated\*\*: [Date]

\*\*Next Review\*\*: [Date + 3 months] // lib/core/utils/validators.dart

class Validators {

static String? email(String? value) {

if (value == null || value.isEmpty) {

return 'Email is required';

}

final emailRegex = RegExp(

r'^[a-zA-Z0-9.\_%+-]+@[a-zA-Z0-9.-]+\.[a-zA-Z]{2,}$',

);

if (!emailRegex.hasMatch(value)) {

return 'Please enter a valid email';

}

return null;

}

static String? password(String? value) {

if (value == null || value.isEmpty) {

return 'Password is required';

}

if (value.length < 6) {

return 'Password must be at least 6 characters';

}

return null;

}

static String? required(String? value, String fieldName) {

if (value == null || value.trim().isEmpty) {

return '$fieldName is required';

}

return null;

}

static String? maxLength(String? value, int maxLength, String fieldName) {

if (value != null && value.length > maxLength) {

return '$fieldName must be less than $maxLength characters';

}

return null;

}

}

// lib/core/utils/date\_formatter.dart

import 'package:intl/intl.dart';

class DateFormatter {

static String formatDate(DateTime date) {

final now = DateTime.now();

final today = DateTime(now.year, now.month, now.day);

final yesterday = today.subtract(const Duration(days: 1));

final tomorrow = today.add(const Duration(days: 1));

final dateToCheck = DateTime(date.year, date.month, date.day);

if (dateToCheck == today) {

return 'Today';

} else if (dateToCheck == yesterday) {

return 'Yesterday';

} else if (dateToCheck == tomorrow) {

return 'Tomorrow';

} else if (date.year == now.year) {

return DateFormat('MMM d').format(date);

} else {

return DateFormat('MMM d, y').format(date);

}

}

static String formatTime(DateTime time) {

return DateFormat('h:mm a').format(time);

}

static String formatDateTime(DateTime dateTime) {

return '${formatDate(dateTime)} at ${formatTime(dateTime)}';

}

static String formatRelative(DateTime dateTime) {

final now = DateTime.now();

final difference = now.difference(dateTime);

if (difference.inSeconds < 60) {

return 'Just now';

} else if (difference.inMinutes < 60) {

return '${difference.inMinutes}m ago';

} else if (difference.inHours < 24) {

return '${difference.inHours}h ago';

} else if (difference.inDays < 7) {

return '${difference.inDays}d ago';

} else {

return formatDate(dateTime);

}

}

}

// lib/core/utils/debouncer.dart

import 'dart:async';

import 'package:flutter/foundation.dart';

class Debouncer {

final int milliseconds;

Timer? \_timer;

Debouncer({required this.milliseconds});

void run(VoidCallback action) {

\_timer?.cancel();

\_timer = Timer(Duration(milliseconds: milliseconds), action);

}

void dispose() {

\_timer?.cancel();

}

}

// lib/core/constants/app\_constants.dart

class AppConstants {

// App Info

static const String appName = 'Todo List';

static const String appVersion = '1.0.0';

static const String appBuildNumber = '1';

// Storage Keys

static const String themeKey = 'theme\_mode';

static const String onboardingKey = 'onboarding\_completed';

static const String lastSyncKey = 'last\_sync';

// Durations

static const Duration splashDuration = Duration(seconds: 2);

static const Duration animationDuration = Duration(milliseconds: 300);

static const Duration debounceDuration = Duration(milliseconds: 500);

// Limits

static const int maxTaskTitleLength = 500;

static const int maxTaskDescriptionLength = 5000;

static const int maxListNameLength = 100;

static const int maxSubtasks = 20;

// Colors (as hex strings)

static const List<String> taskListColors = [

'#2196F3', // Blue

'#F44336', // Red

'#4CAF50', // Green

'#FF9800', // Orange

'#9C27B0', // Purple

'#E91E63', // Pink

'#009688', // Teal

'#FFC107', // Amber

];

// Firebase Collections

static const String usersCollection = 'users';

static const String listsCollection = 'lists';

static const String tasksCollection = 'tasks';

}

// lib/core/errors/app\_exception.dart

class AppException implements Exception {

final String message;

final String? code;

final dynamic originalError;

const AppException({

required this.message,

this.code,

this.originalError,

});

@override

String toString() => message;

}

class AuthException extends AppException {

const AuthException({

required String message,

String? code,

dynamic originalError,

}) : super(

message: message,

code: code,

originalError: originalError,

);

}

class NetworkException extends AppException {

const NetworkException({

required String message,

String? code,

dynamic originalError,

}) : super(

message: message,

code: code,

originalError: originalError,

);

}

class ValidationException extends AppException {

const ValidationException({

required String message,

String? code,

dynamic originalError,

}) : super(

message: message,

code: code,

originalError: originalError,

);

}

// lib/core/utils/logger.dart

import 'package:flutter/foundation.dart';

class Logger {

static void log(String message, {String? tag}) {

if (kDebugMode) {

final tagPrefix = tag != null ? '[$tag] ' : '';

print('${DateTime.now().toIso8601String()} $tagPrefix$message');

}

}

static void error(String message, {dynamic error, StackTrace? stackTrace, String? tag}) {

if (kDebugMode) {

final tagPrefix = tag != null ? '[$tag] ' : '';

print('${DateTime.now().toIso8601String()} ${tagPrefix}ERROR: $message');

if (error != null) {

print('Error details: $error');

}

if (stackTrace != null) {

print('Stack trace:\n$stackTrace');

}

}

}

static void warning(String message, {String? tag}) {

if (kDebugMode) {

final tagPrefix = tag != null ? '[$tag] ' : '';

print('${DateTime.now().toIso8601String()} ${tagPrefix}WARNING: $message');

}

}

static void info(String message, {String? tag}) {

if (kDebugMode) {

final tagPrefix = tag != null ? '[$tag] ' : '';

print('${DateTime.now().toIso8601String()} ${tagPrefix}INFO: $message');

}

}

}

// lib/core/utils/platform\_utils.dart

import 'dart:io';

import 'package:flutter/foundation.dart';

class PlatformUtils {

static bool get isAndroid => !kIsWeb && Platform.isAndroid;

static bool get isIOS => !kIsWeb && Platform.isIOS;

static bool get isWindows => !kIsWeb && Platform.isWindows;

static bool get isMacOS => !kIsWeb && Platform.isMacOS;

static bool get isLinux => !kIsWeb && Platform.isLinux;

static bool get isWeb => kIsWeb;

static bool get isMobile => isAndroid || isIOS;

static bool get isDesktop => isWindows || isMacOS || isLinux;

static String get platformName {

if (isAndroid) return 'Android';

if (isIOS) return 'iOS';

if (isWindows) return 'Windows';

if (isMacOS) return 'macOS';

if (isLinux) return 'Linux';

if (isWeb) return 'Web';

return 'Unknown';

}

}

// lib/core/utils/connectivity\_service.dart

import 'dart:async';

import 'package:connectivity\_plus/connectivity\_plus.dart';

class ConnectivityService {

final \_connectivity = Connectivity();

final \_connectivityStreamController = StreamController<bool>.broadcast();

Stream<bool> get connectivityStream => \_connectivityStreamController.stream;

ConnectivityService() {

\_connectivity.onConnectivityChanged.listen(\_updateConnectionStatus);

checkConnectivity();

}

Future<bool> checkConnectivity() async {

final result = await \_connectivity.checkConnectivity();

final isConnected = result != ConnectivityResult.none;

\_connectivityStreamController.add(isConnected);

return isConnected;

}

void \_updateConnectionStatus(ConnectivityResult result) {

\_connectivityStreamController.add(result != ConnectivityResult.none);

}

void dispose() {

\_connectivityStreamController.close();

}

}

// lib/presentation/widgets/offline\_banner.dart

import 'package:flutter/material.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

final connectivityProvider = StreamProvider<bool>((ref) {

final connectivityService = ConnectivityService();

ref.onDispose(() => connectivityService.dispose());

return connectivityService.connectivityStream;

});

class OfflineBanner extends ConsumerWidget {

const OfflineBanner({super.key});

@override

Widget build(BuildContext context, WidgetRef ref) {

final connectivityAsync = ref.watch(connectivityProvider);

return connectivityAsync.when(

data: (isConnected) {

if (!isConnected) {

return Container(

width: double.infinity,

padding: const EdgeInsets.all(8),

color: Theme.of(context).colorScheme.errorContainer,

child: Row(

mainAxisAlignment: MainAxisAlignment.center,

children: [

Icon(

Icons.wifi\_off,

size: 16,

color: Theme.of(context).colorScheme.onErrorContainer,

),

const SizedBox(width: 8),

Text(

'You are offline',

style: TextStyle(

color: Theme.of(context).colorScheme.onErrorContainer,

fontSize: 12,

),

),

],

),

);

}

return const SizedBox.shrink();

},

loading: () => const SizedBox.shrink(),

error: (\_, \_\_) => const SizedBox.shrink(),

);

}

}

// pubspec.yaml addition for connectivity

/\*

dependencies:

connectivity\_plus: ^5.0.2

\*/

// lib/core/utils/export\_import\_service.dart

import 'dart:convert';

import 'dart:io';

import 'package:path\_provider/path\_provider.dart';

import 'package:share\_plus/share\_plus.dart';

import 'package:file\_picker/file\_picker.dart';

import '../../data/models/task\_model.dart';

import '../../data/models/task\_list\_model.dart';

class ExportImportService {

static Future<void> exportData({

required List<TaskListModel> lists,

required List<TaskModel> tasks,

}) async {

try {

final exportData = {

'version': '1.0',

'exportDate': DateTime.now().toIso8601String(),

'lists': lists.map((list) => list.toJson()).toList(),

'tasks': tasks.map((task) => task.toJson()).toList(),

};

final jsonString = const JsonEncoder.withIndent(' ').convert(exportData);

final fileName = 'todo\_backup\_${DateTime.now().millisecondsSinceEpoch}.json';

final directory = await getTemporaryDirectory();

final file = File('${directory.path}/$fileName');

await file.writeAsString(jsonString);

await Share.shareXFiles(

[XFile(file.path)],

subject: 'Todo List Backup',

);

} catch (e) {

throw Exception('Failed to export data: $e');

}

}

static Future<Map<String, dynamic>?> importData() async {

try {

final result = await FilePicker.platform.pickFiles(

type: FileType.custom,

allowedExtensions: ['json'],

);

if (result != null && result.files.single.path != null) {

final file = File(result.files.single.path!);

final jsonString = await file.readAsString();

final data = jsonDecode(jsonString);

// Validate structure

if (data['version'] == null ||

data['lists'] == null ||

data['tasks'] == null) {

throw Exception('Invalid backup file format');

}

return data;

}

return null;

} catch (e) {

throw Exception('Failed to import data: $e');

}

}

} # .github/workflows/ci.yml

name: CI

on:

push:

branches: [ main, develop ]

pull\_request:

branches: [ main ]

jobs:

test:

name: Test

runs-on: ubuntu-latest

steps:

- uses: actions/checkout@v3

- name: Setup Flutter

uses: subosito/flutter-action@v2

with:

flutter-version: '3.19.0'

channel: 'stable'

- name: Get dependencies

run: flutter pub get

- name: Analyze code

run: flutter analyze

- name: Run tests

run: flutter test --coverage

- name: Upload coverage to Codecov

uses: codecov/codecov-action@v3

with:

file: coverage/lcov.info

build-android:

name: Build Android

runs-on: ubuntu-latest

needs: test

steps:

- uses: actions/checkout@v3

- name: Setup Flutter

uses: subosito/flutter-action@v2

with:

flutter-version: '3.19.0'

channel: 'stable'

- name: Setup Java

uses: actions/setup-java@v3

with:

distribution: 'zulu'

java-version: '11'

- name: Get dependencies

run: flutter pub get

- name: Build APK

run: flutter build apk --release

- name: Build App Bundle

run: flutter build appbundle --release

- name: Upload APK

uses: actions/upload-artifact@v3

with:

name: apk-release

path: build/app/outputs/flutter-apk/app-release.apk

- name: Upload App Bundle

uses: actions/upload-artifact@v3

with:

name: appbundle-release

path: build/app/outputs/bundle/release/app-release.aab

build-windows:

name: Build Windows

runs-on: windows-latest

needs: test

steps:

- uses: actions/checkout@v3

- name: Setup Flutter

uses: subosito/flutter-action@v2

with:

flutter-version: '3.19.0'

channel: 'stable'

- name: Get dependencies

run: flutter pub get

- name: Build Windows

run: flutter build windows --release

- name: Create installer

run: |

choco install innosetup

iscc windows/installer.iss

- name: Upload Windows build

uses: actions/upload-artifact@v3

with:

name: windows-release

path: build/windows/runner/Release/

# .github/workflows/release.yml

name: Release

on:

push:

tags:

- 'v\*'

jobs:

create-release:

name: Create Release

runs-on: ubuntu-latest

outputs:

upload\_url: ${{ steps.create\_release.outputs.upload\_url }}

steps:

- name: Create Release

id: create\_release

uses: actions/create-release@v1

env:

GITHUB\_TOKEN: ${{ secrets.GITHUB\_TOKEN }}

with:

tag\_name: ${{ github.ref }}

release\_name: Release ${{ github.ref }}

draft: false

prerelease: false

build-and-release:

name: Build and Release

needs: create-release

strategy:

matrix:

include:

- os: ubuntu-latest

target: android

- os: windows-latest

target: windows

runs-on: ${{ matrix.os }}

steps:

- uses: actions/checkout@v3

- name: Setup Flutter

uses: subosito/flutter-action@v2

with:

flutter-version: '3.19.0'

channel: 'stable'

- name: Get dependencies

run: flutter pub get

- name: Build Android

if: matrix.target == 'android'

run: |

flutter build apk --release

flutter build appbundle --release

- name: Build Windows

if: matrix.target == 'windows'

run: |

flutter build windows --release

Compress-Archive -Path build/windows/runner/Release/\* -DestinationPath todo-list-windows.zip

- name: Upload Android APK

if: matrix.target == 'android'

uses: actions/upload-release-asset@v1

env:

GITHUB\_TOKEN: ${{ secrets.GITHUB\_TOKEN }}

with:

upload\_url: ${{ needs.create-release.outputs.upload\_url }}

asset\_path: build/app/outputs/flutter-apk/app-release.apk

asset\_name: todo-list-${{ github.ref\_name }}.apk

asset\_content\_type: application/vnd.android.package-archive

- name: Upload Windows Build

if: matrix.target == 'windows'

uses: actions/upload-release-asset@v1

env:

GITHUB\_TOKEN: ${{ secrets.GITHUB\_TOKEN }}

with:

upload\_url: ${{ needs.create-release.outputs.upload\_url }}

asset\_path: todo-list-windows.zip

asset\_name: todo-list-windows-${{ github.ref\_name }}.zip

asset\_content\_type: application/zip

# .github/workflows/deploy.yml

name: Deploy to Stores

on:

workflow\_dispatch:

inputs:

release\_type:

description: 'Release type'

required: true

default: 'beta'

type: choice

options:

- beta

- production

jobs:

deploy-android:

name: Deploy to Play Store

runs-on: ubuntu-latest

steps:

- uses: actions/checkout@v3

- name: Setup Flutter

uses: subosito/flutter-action@v2

with:

flutter-version: '3.19.0'

channel: 'stable'

- name: Decode Keystore

env:

KEYSTORE\_BASE64: ${{ secrets.KEYSTORE\_BASE64 }}

run: |

echo $KEYSTORE\_BASE64 | base64 --decode > android/app/upload-keystore.jks

- name: Create key.properties

env:

KEY\_PROPERTIES: ${{ secrets.KEY\_PROPERTIES }}

run: |

echo "$KEY\_PROPERTIES" > android/key.properties

- name: Get dependencies

run: flutter pub get

- name: Build App Bundle

run: flutter build appbundle --release

- name: Upload to Play Store

uses: r0adkll/upload-google-play@v1

with:

serviceAccountJsonPlainText: ${{ secrets.PLAY\_STORE\_SERVICE\_ACCOUNT\_JSON }}

packageName: com.yourcompany.todo\_list\_app

releaseFiles: build/app/outputs/bundle/release/app-release.aab

track: ${{ github.event.inputs.release\_type }}

deploy-windows:

name: Deploy to Microsoft Store

runs-on: windows-latest

steps:

- uses: actions/checkout@v3

- name: Setup Flutter

uses: subosito/flutter-action@v2

with:

flutter-version: '3.19.0'

channel: 'stable'

- name: Get dependencies

run: flutter pub get

- name: Build MSIX

run: |

flutter pub run msix:create

- name: Upload to Microsoft Store

uses: isaacrlevin/windows-store-action@v1

with:

tenant-id: ${{ secrets.AZURE\_TENANT\_ID }}

client-id: ${{ secrets.AZURE\_CLIENT\_ID }}

client-secret: ${{ secrets.AZURE\_CLIENT\_SECRET }}

app-id: ${{ secrets.MS\_STORE\_APP\_ID }}

package-path: build/windows/runner/Release/\*.msix

# .github/dependabot.yml

version: 2

updates:

- package-ecosystem: "pub"

directory: "/"

schedule:

interval: "weekly"

open-pull-requests-limit: 10

- package-ecosystem: "github-actions"

directory: "/"

schedule:

interval: "weekly"

- package-ecosystem: "npm"

directory: "/functions"

schedule:

interval: "weekly"

# .github/CODEOWNERS

# Default owners for everything in the repo

\* @yourteam/developers

# Flutter specific files

/lib/ @yourteam/flutter-developers

/test/ @yourteam/qa

# Platform specific

/android/ @yourteam/android-developers

/windows/ @yourteam/windows-developers

# CI/CD

/.github/ @yourteam/devops

# Documentation

\*.md @yourteam/documentation // test/unit/models\_test.dart

import 'package:flutter\_test/flutter\_test.dart';

import 'package:todo\_list\_app/data/models/task\_model.dart';

import 'package:todo\_list\_app/data/models/task\_list\_model.dart';

import 'package:todo\_list\_app/data/models/user\_model.dart';

void main() {

group('TaskModel Tests', () {

test('should create a task with all properties', () {

final now = DateTime.now();

final task = TaskModel(

id: '123',

listId: 'list123',

userId: 'user123',

title: 'Test Task',

description: 'Test Description',

isCompleted: false,

dueDate: now,

priority: TaskPriority.high,

sortOrder: 0,

createdAt: now,

updatedAt: now,

);

expect(task.id, '123');

expect(task.title, 'Test Task');

expect(task.priority, TaskPriority.high);

expect(task.isCompleted, false);

});

test('should create next recurrence for daily task', () {

final today = DateTime.now();

final task = TaskModel(

id: '123',

listId: 'list123',

userId: 'user123',

title: 'Daily Task',

dueDate: today,

recurrenceType: RecurrenceType.daily,

sortOrder: 0,

createdAt: today,

updatedAt: today,

);

final nextTask = task.createNextRecurrence();

expect(nextTask, isNotNull);

expect(nextTask!.dueDate?.day, today.add(Duration(days: 1)).day);

expect(nextTask.isCompleted, false);

});

test('should serialize and deserialize correctly', () {

final task = TaskModel(

id: '123',

listId: 'list123',

userId: 'user123',

title: 'Test Task',

sortOrder: 0,

createdAt: DateTime.now(),

updatedAt: DateTime.now(),

);

final json = task.toJson();

final deserializedTask = TaskModel.fromJson(json);

expect(deserializedTask.id, task.id);

expect(deserializedTask.title, task.title);

});

});

group('TaskListModel Tests', () {

test('should create a list with default values', () {

final now = DateTime.now();

final list = TaskListModel(

id: '123',

userId: 'user123',

name: 'My List',

sortOrder: 0,

createdAt: now,

updatedAt: now,

);

expect(list.id, '123');

expect(list.name, 'My List');

expect(list.isDefault, false);

expect(list.taskCount, 0);

expect(list.completedTaskCount, 0);

});

test('should calculate completion percentage correctly', () {

final list = TaskListModel(

id: '123',

userId: 'user123',

name: 'My List',

sortOrder: 0,

createdAt: DateTime.now(),

updatedAt: DateTime.now(),

taskCount: 10,

completedTaskCount: 3,

);

final percentage = list.completedTaskCount / list.taskCount;

expect(percentage, 0.3);

});

});

group('UserModel Tests', () {

test('should create user with preferences', () {

final user = UserModel(

id: 'user123',

email: 'test@example.com',

displayName: 'Test User',

createdAt: DateTime.now(),

updatedAt: DateTime.now(),

preferences: const UserPreferences(

darkMode: true,

defaultReminderTime: '10:00',

),

);

expect(user.id, 'user123');

expect(user.email, 'test@example.com');

expect(user.preferences.darkMode, true);

expect(user.preferences.defaultReminderTime, '10:00');

});

});

group('Subtask Tests', () {

test('should toggle completion status', () {

const subtask = Subtask(

id: 'sub123',

title: 'Subtask 1',

isCompleted: false,

);

final completedSubtask = subtask.copyWith(isCompleted: true);

expect(completedSubtask.isCompleted, true);

expect(completedSubtask.title, subtask.title);

expect(completedSubtask.id, subtask.id);

});

});

}

// test/unit/providers\_test.dart

import 'package:flutter\_test/flutter\_test.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:todo\_list\_app/presentation/providers/task\_providers.dart';

import 'package:todo\_list\_app/presentation/providers/statistics\_provider.dart';

import 'package:todo\_list\_app/data/models/task\_model.dart';

import 'package:mockito/mockito.dart';

import 'package:mockito/annotations.dart';

@GenerateMocks([FirestoreService])

void main() {

group('Task Providers Tests', () {

late ProviderContainer container;

setUp(() {

container = ProviderContainer();

});

tearDown(() {

container.dispose();

});

test('sortedTasksProvider should sort by priority', () {

// Mock tasks

final tasks = [

TaskModel(

id: '1',

listId: 'list1',

userId: 'user1',

title: 'Low Priority',

priority: TaskPriority.low,

sortOrder: 0,

createdAt: DateTime.now(),

updatedAt: DateTime.now(),

),

TaskModel(

id: '2',

listId: 'list1',

userId: 'user1',

title: 'High Priority',

priority: TaskPriority.high,

sortOrder: 1,

createdAt: DateTime.now(),

updatedAt: DateTime.now(),

),

];

// Set sort option to priority

container.read(taskSortOptionProvider.notifier).state = TaskSortOption.priority;

// Verify high priority comes first

// Note: In actual implementation, you'd mock the tasksProvider

});

test('showCompletedTasksProvider should filter completed tasks', () {

container.read(showCompletedTasksProvider.notifier).state = false;

expect(container.read(showCompletedTasksProvider), false);

container.read(showCompletedTasksProvider.notifier).state = true;

expect(container.read(showCompletedTasksProvider), true);

});

});

group('Statistics Provider Tests', () {

test('should calculate statistics correctly', () {

final tasks = [

TaskModel(

id: '1',

listId: 'list1',

userId: 'user1',

title: 'Completed Task',

isCompleted: true,

sortOrder: 0,

createdAt: DateTime.now(),

updatedAt: DateTime.now(),

),

TaskModel(

id: '2',

listId: 'list1',

userId: 'user1',

title: 'Pending Task',

isCompleted: false,

dueDate: DateTime.now().subtract(Duration(days: 1)), // Overdue

sortOrder: 1,

createdAt: DateTime.now(),

updatedAt: DateTime.now(),

),

TaskModel(

id: '3',

listId: 'list1',

userId: 'user1',

title: 'Today Task',

isCompleted: false,

dueDate: DateTime.now(),

sortOrder: 2,

createdAt: DateTime.now(),

updatedAt: DateTime.now(),

),

];

// In actual test, you'd mock the provider and verify calculations

// Expected: totalTasks: 3, completedTasks: 1, pendingTasks: 2, overdueTasks: 1, tasksToday: 1

});

});

}

// test/widget/task\_item\_test.dart

import 'package:flutter/material.dart';

import 'package:flutter\_test/flutter\_test.dart';

import 'package:todo\_list\_app/presentation/widgets/task\_item.dart';

import 'package:todo\_list\_app/data/models/task\_model.dart';

void main() {

group('TaskItem Widget Tests', () {

late TaskModel testTask;

setUp(() {

testTask = TaskModel(

id: '123',

listId: 'list123',

userId: 'user123',

title: 'Test Task',

description: 'Test Description',

isCompleted: false,

priority: TaskPriority.high,

sortOrder: 0,

createdAt: DateTime.now(),

updatedAt: DateTime.now(),

);

});

testWidgets('displays task title', (WidgetTester tester) async {

await tester.pumpWidget(

MaterialApp(

home: Scaffold(

body: TaskItem(

task: testTask,

onTap: () {},

onComplete: () {},

onEdit: () {},

onDelete: () {},

),

),

),

);

expect(find.text('Test Task'), findsOneWidget);

expect(find.text('Test Description'), findsOneWidget);

});

testWidgets('shows priority indicator for high priority', (WidgetTester tester) async {

await tester.pumpWidget(

MaterialApp(

home: Scaffold(

body: TaskItem(

task: testTask,

onTap: () {},

onComplete: () {},

onEdit: () {},

onDelete: () {},

),

),

),

);

expect(find.byIcon(Icons.flag), findsOneWidget);

});

testWidgets('checkbox reflects completion status', (WidgetTester tester) async {

await tester.pumpWidget(

MaterialApp(

home: Scaffold(

body: TaskItem(

task: testTask,

onTap: () {},

onComplete: () {},

onEdit: () {},

onDelete: () {},

),

),

),

);

final checkbox = tester.widget<Checkbox>(find.byType(Checkbox));

expect(checkbox.value, false);

});

testWidgets('calls onTap when tapped', (WidgetTester tester) async {

bool tapped = false;

await tester.pumpWidget(

MaterialApp(

home: Scaffold(

body: TaskItem(

task: testTask,

onTap: () => tapped = true,

onComplete: () {},

onEdit: () {},

onDelete: () {},

),

),

),

);

await tester.tap(find.byType(InkWell));

expect(tapped, true);

});

});

}

// test/integration/auth\_flow\_test.dart

import 'package:flutter/material.dart';

import 'package:flutter\_test/flutter\_test.dart';

import 'package:integration\_test/integration\_test.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:todo\_list\_app/main.dart' as app;

import 'package:todo\_list\_app/presentation/screens/auth/login\_screen.dart';

import 'package:todo\_list\_app/presentation/screens/home/home\_screen.dart';

void main() {

IntegrationTestWidgetsFlutterBinding.ensureInitialized();

group('Authentication Flow Tests', () {

testWidgets('complete sign up and sign in flow', (tester) async {

app.main();

await tester.pumpAndSettle();

// Wait for app to load

await Future.delayed(const Duration(seconds: 3));

await tester.pumpAndSettle();

// Should be on login screen

expect(find.byType(LoginScreen), findsOneWidget);

expect(find.text('Welcome Back'), findsOneWidget);

// Navigate to sign up

await tester.tap(find.text('Sign Up'));

await tester.pumpAndSettle();

// Fill sign up form

await tester.enterText(

find.byType(TextFormField).at(0),

'Test User',

);

await tester.enterText(

find.byType(TextFormField).at(1),

'test@example.com',

);

await tester.enterText(

find.byType(TextFormField).at(2),

'password123',

);

await tester.enterText(

find.byType(TextFormField).at(3),

'password123',

);

// Submit sign up

await tester.tap(find.text('Sign Up').last);

await tester.pumpAndSettle();

// Should navigate to home

expect(find.byType(HomeScreen), findsOneWidget);

});

testWidgets('sign in with invalid credentials shows error', (tester) async {

app.main();

await tester.pumpAndSettle();

// Wait for app to load

await Future.delayed(const Duration(seconds: 3));

await tester.pumpAndSettle();

// Enter invalid credentials

await tester.enterText(

find.byType(TextFormField).at(0),

'invalid@example.com',

);

await tester.enterText(

find.byType(TextFormField).at(1),

'wrongpassword',

);

// Try to sign in

await tester.tap(find.text('Sign In'));

await tester.pumpAndSettle();

// Should show error

expect(find.textContaining('No user found'), findsOneWidget);

});

});

group('Task Management Flow Tests', () {

testWidgets('create and complete a task', (tester) async {

// Assume user is already logged in

// This would require setting up test authentication

app.main();

await tester.pumpAndSettle();

// Create a new task

await tester.tap(find.byIcon(Icons.add));

await tester.pumpAndSettle();

// Fill task details

await tester.enterText(

find.byType(TextFormField).first,

'Integration Test Task',

);

// Save task

await tester.tap(find.text('Save'));

await tester.pumpAndSettle();

// Verify task appears

expect(find.text('Integration Test Task'), findsOneWidget);

// Complete task

await tester.tap(find.byType(Checkbox).first);

await tester.pumpAndSettle();

// Verify task is completed

final checkbox = tester.widget<Checkbox>(find.byType(Checkbox).first);

expect(checkbox.value, true);

});

});

} // firestore.rules

// Comprehensive security rules for Firestore

rules\_version = '2';

service cloud.firestore {

match /databases/{database}/documents {

// Helper functions

function isAuthenticated() {

return request.auth != null;

}

function isOwner(userId) {

return request.auth != null && request.auth.uid == userId;

}

function isValidTask() {

return request.resource.data.keys().hasAll(['title', 'listId', 'userId']) &&

request.resource.data.title is string &&

request.resource.data.title.size() > 0 &&

request.resource.data.title.size() <= 500;

}

function isValidList() {

return request.resource.data.keys().hasAll(['name', 'userId']) &&

request.resource.data.name is string &&

request.resource.data.name.size() > 0 &&

request.resource.data.name.size() <= 100;

}

function canAccessList(listId) {

return isAuthenticated() &&

get(/databases/$(database)/documents/lists/$(listId)).data.userId == request.auth.uid;

}

// Users collection

match /users/{userId} {

allow read: if isOwner(userId);

allow create: if isOwner(userId) &&

request.resource.data.keys().hasAll(['email', 'createdAt', 'updatedAt']);

allow update: if isOwner(userId) &&

request.resource.data.keys().hasAll(['email', 'updatedAt']) &&

request.resource.data.email == resource.data.email; // Email cannot be changed

allow delete: if false; // Users cannot be deleted through client

}

// Lists collection

match /lists/{listId} {

allow read: if isAuthenticated() && resource.data.userId == request.auth.uid;

allow create: if isAuthenticated() &&

isValidList() &&

request.resource.data.userId == request.auth.uid;

allow update: if isAuthenticated() &&

resource.data.userId == request.auth.uid &&

request.resource.data.userId == resource.data.userId && // userId cannot be changed

isValidList();

allow delete: if isAuthenticated() &&

resource.data.userId == request.auth.uid &&

!resource.data.isDefault; // Cannot delete default list

}

// Tasks collection

match /tasks/{taskId} {

allow read: if isAuthenticated() && resource.data.userId == request.auth.uid;

allow create: if isAuthenticated() &&

isValidTask() &&

request.resource.data.userId == request.auth.uid &&

canAccessList(request.resource.data.listId);

allow update: if isAuthenticated() &&

resource.data.userId == request.auth.uid &&

request.resource.data.userId == resource.data.userId && // userId cannot be changed

request.resource.data.listId == resource.data.listId && // listId cannot be changed

isValidTask();

allow delete: if isAuthenticated() &&

resource.data.userId == request.auth.uid;

}

// Rate limiting - prevent abuse

match /{document=\*\*} {

allow read: if isAuthenticated() &&

request.time < resource.data.timestamp + duration.value(1, 'h');

allow write: if isAuthenticated() &&

request.time < resource.data.timestamp + duration.value(1, 'm');

}

}

}

// storage.rules

// Firebase Storage rules (if needed for future attachments)

rules\_version = '2';

service firebase.storage {

match /b/{bucket}/o {

// User profile pictures

match /users/{userId}/profile/{fileName} {

allow read: if request.auth != null;

allow write: if request.auth != null &&

request.auth.uid == userId &&

request.resource.size < 5 \* 1024 \* 1024 && // 5MB limit

request.resource.contentType.matches('image/.\*');

}

// Task attachments

match /tasks/{taskId}/attachments/{fileName} {

allow read: if request.auth != null;

allow write: if request.auth != null &&

request.resource.size < 10 \* 1024 \* 1024 && // 10MB limit

(request.resource.contentType.matches('image/.\*') ||

request.resource.contentType.matches('application/pdf'));

allow delete: if request.auth != null;

}

}

}

// functions/index.js

// Cloud Functions for advanced features

const functions = require('firebase-functions');

const admin = require('firebase-admin');

admin.initializeApp();

const db = admin.firestore();

const messaging = admin.messaging();

// Trigger: Send push notification for task reminders

exports.sendTaskReminder = functions.pubsub

.schedule('every 1 minutes')

.onRun(async (context) => {

const now = admin.firestore.Timestamp.now();

const in5Minutes = admin.firestore.Timestamp.fromDate(

new Date(Date.now() + 5 \* 60 \* 1000)

);

// Query tasks with reminders in the next 5 minutes

const tasksSnapshot = await db.collection('tasks')

.where('reminderDate', '>=', now)

.where('reminderDate', '<=', in5Minutes)

.where('isCompleted', '==', false)

.where('reminderSent', '==', false)

.get();

const notifications = [];

for (const doc of tasksSnapshot.docs) {

const task = doc.data();

// Get user's FCM token

const userDoc = await db.collection('users').doc(task.userId).get();

const userData = userDoc.data();

if (userData && userData.fcmToken) {

notifications.push(

messaging.send({

token: userData.fcmToken,

notification: {

title: 'Task Reminder',

body: task.title,

},

data: {

taskId: doc.id,

type: 'reminder',

},

android: {

priority: 'high',

notification: {

channelId: 'task\_reminders',

},

},

apns: {

payload: {

aps: {

sound: 'default',

badge: 1,

},

},

},

})

);

// Mark reminder as sent

await doc.ref.update({ reminderSent: true });

}

}

// Send all notifications

if (notifications.length > 0) {

await Promise.all(notifications);

console.log(`Sent ${notifications.length} reminders`);

}

return null;

});

// Trigger: Clean up completed tasks older than 30 days

exports.cleanupOldTasks = functions.pubsub

.schedule('every 24 hours')

.onRun(async (context) => {

const thirtyDaysAgo = admin.firestore.Timestamp.fromDate(

new Date(Date.now() - 30 \* 24 \* 60 \* 60 \* 1000)

);

const oldTasksSnapshot = await db.collection('tasks')

.where('isCompleted', '==', true)

.where('completedAt', '<', thirtyDaysAgo)

.limit(500) // Process in batches

.get();

const batch = db.batch();

oldTasksSnapshot.forEach((doc) => {

batch.delete(doc.ref);

});

await batch.commit();

console.log(`Deleted ${oldTasksSnapshot.size} old completed tasks`);

return null;

});

// Trigger: Update list statistics when tasks change

exports.updateListStats = functions.firestore

.document('tasks/{taskId}')

.onWrite(async (change, context) => {

const taskBefore = change.before.exists ? change.before.data() : null;

const taskAfter = change.after.exists ? change.after.data() : null;

const updates = [];

// Handle task deletion

if (taskBefore && !taskAfter) {

updates.push({

listId: taskBefore.listId,

taskCountDelta: -1,

completedCountDelta: taskBefore.isCompleted ? -1 : 0,

});

}

// Handle task creation

else if (!taskBefore && taskAfter) {

updates.push({

listId: taskAfter.listId,

taskCountDelta: 1,

completedCountDelta: taskAfter.isCompleted ? 1 : 0,

});

}

// Handle task update

else if (taskBefore && taskAfter) {

// If list changed

if (taskBefore.listId !== taskAfter.listId) {

updates.push({

listId: taskBefore.listId,

taskCountDelta: -1,

completedCountDelta: taskBefore.isCompleted ? -1 : 0,

});

updates.push({

listId: taskAfter.listId,

taskCountDelta: 1,

completedCountDelta: taskAfter.isCompleted ? 1 : 0,

});

}

// If completion status changed

else if (taskBefore.isCompleted !== taskAfter.isCompleted) {

updates.push({

listId: taskAfter.listId,

taskCountDelta: 0,

completedCountDelta: taskAfter.isCompleted ? 1 : -1,

});

}

}

// Apply updates

const promises = updates.map(async (update) => {

const listRef = db.collection('lists').doc(update.listId);

return db.runTransaction(async (transaction) => {

const listDoc = await transaction.get(listRef);

if (!listDoc.exists) return;

const currentData = listDoc.data();

const newTaskCount = (currentData.taskCount || 0) + update.taskCountDelta;

const newCompletedCount = (currentData.completedTaskCount || 0) + update.completedCountDelta;

transaction.update(listRef, {

taskCount: Math.max(0, newTaskCount),

completedTaskCount: Math.max(0, newCompletedCount),

updatedAt: admin.firestore.FieldValue.serverTimestamp(),

});

});

});

await Promise.all(promises);

return null;

});

// Trigger: Create default list for new users

exports.createDefaultList = functions.auth.user().onCreate(async (user) => {

const defaultList = {

userId: user.uid,

name: 'My Tasks',

color: '#2196F3',

sortOrder: 0,

isDefault: true,

taskCount: 0,

completedTaskCount: 0,

createdAt: admin.firestore.FieldValue.serverTimestamp(),

updatedAt: admin.firestore.FieldValue.serverTimestamp(),

};

await db.collection('lists').add(defaultList);

// Also create user document

const userDoc = {

id: user.uid,

email: user.email || '',

displayName: user.displayName || null,

photoUrl: user.photoURL || null,

createdAt: admin.firestore.FieldValue.serverTimestamp(),

updatedAt: admin.firestore.FieldValue.serverTimestamp(),

preferences: {

darkMode: false,

defaultReminderTime: '09:00',

enableNotifications: true,

locale: 'en',

fontSize: 1.0,

},

};

await db.collection('users').doc(user.uid).set(userDoc);

console.log(`Created default list and user document for ${user.uid}`);

return null;

});

// package.json for Cloud Functions

/\*

{

"name": "todo-list-functions",

"description": "Cloud Functions for Todo List App",

"scripts": {

"serve": "firebase emulators:start --only functions",

"shell": "firebase functions:shell",

"start": "npm run shell",

"deploy": "firebase deploy --only functions",

"logs": "firebase functions:log"

},

"engines": {

"node": "18"

},

"main": "index.js",

"dependencies": {

"firebase-admin": "^11.8.0",

"firebase-functions": "^4.3.1"

},

"devDependencies": {

"firebase-functions-test": "^3.1.0"

},

"private": true

}

\*/ <!-- android/app/src/main/AndroidManifest.xml -->

<manifest xmlns:android="http://schemas.android.com/apk/res/android"

package="com.yourcompany.todo\_list\_app">

<!-- Permissions -->

<uses-permission android:name="android.permission.INTERNET"/>

<uses-permission android:name="android.permission.RECEIVE\_BOOT\_COMPLETED"/>

<uses-permission android:name="android.permission.VIBRATE"/>

<uses-permission android:name="android.permission.WAKE\_LOCK"/>

<uses-permission android:name="android.permission.POST\_NOTIFICATIONS"/>

<uses-permission android:name="android.permission.SCHEDULE\_EXACT\_ALARM"/>

<application

android:label="Todo List"

android:name="${applicationName}"

android:icon="@mipmap/ic\_launcher"

android:allowBackup="false"

android:fullBackupContent="false">

<activity

android:name=".MainActivity"

android:exported="true"

android:launchMode="singleTop"

android:theme="@style/LaunchTheme"

android:configChanges="orientation|keyboardHidden|keyboard|screenSize|smallestScreenSize|locale|layoutDirection|fontScale|screenLayout|density|uiMode"

android:hardwareAccelerated="true"

android:windowSoftInputMode="adjustResize">

<meta-data

android:name="io.flutter.embedding.android.NormalTheme"

android:resource="@style/NormalTheme"/>

<intent-filter>

<action android:name="android.intent.action.MAIN"/>

<category android:name="android.intent.category.LAUNCHER"/>

</intent-filter>

<!-- Deep linking -->

<intent-filter>

<action android:name="android.intent.action.VIEW"/>

<category android:name="android.intent.category.DEFAULT"/>

<category android:name="android.intent.category.BROWSABLE"/>

<data android:scheme="todoapp" android:host="task"/>

</intent-filter>

</activity>

<!-- Firebase Cloud Messaging -->

<service

android:name="com.google.firebase.messaging.FirebaseMessagingService"

android:exported="false">

<intent-filter>

<action android:name="com.google.firebase.MESSAGING\_EVENT"/>

</intent-filter>

</service>

<!-- Local Notifications -->

<receiver android:name="com.dexterous.flutterlocalnotifications.ScheduledNotificationReceiver" />

<receiver android:name="com.dexterous.flutterlocalnotifications.ScheduledNotificationBootReceiver">

<intent-filter>

<action android:name="android.intent.action.BOOT\_COMPLETED"/>

<action android:name="android.intent.action.MY\_PACKAGE\_REPLACED"/>

</intent-filter>

</receiver>

<!-- Don't delete the meta-data below.

This is used by the Flutter tool to generate GeneratedPluginRegistrant.java -->

<meta-data

android:name="flutterEmbedding"

android:value="2" />

</application>

</manifest>

<!-- android/app/build.gradle -->

<!-- Place after the manifest -->

/\*

def localProperties = new Properties()

def localPropertiesFile = rootProject.file('local.properties')

if (localPropertiesFile.exists()) {

localPropertiesFile.withReader('UTF-8') { reader ->

localProperties.load(reader)

}

}

def flutterRoot = localProperties.getProperty('flutter.sdk')

if (flutterRoot == null) {

throw new GradleException("Flutter SDK not found. Define location with flutter.sdk in the local.properties file.")

}

def flutterVersionCode = localProperties.getProperty('flutter.versionCode')

if (flutterVersionCode == null) {

flutterVersionCode = '1'

}

def flutterVersionName = localProperties.getProperty('flutter.versionName')

if (flutterVersionName == null) {

flutterVersionName = '1.0'

}

apply plugin: 'com.android.application'

apply plugin: 'kotlin-android'

apply from: "$flutterRoot/packages/flutter\_tools/gradle/flutter.gradle"

apply plugin: 'com.google.gms.google-services'

def keystoreProperties = new Properties()

def keystorePropertiesFile = rootProject.file('key.properties')

if (keystorePropertiesFile.exists()) {

keystoreProperties.load(new FileInputStream(keystorePropertiesFile))

}

android {

compileSdkVersion 34

ndkVersion flutter.ndkVersion

compileOptions {

sourceCompatibility JavaVersion.VERSION\_1\_8

targetCompatibility JavaVersion.VERSION\_1\_8

}

kotlinOptions {

jvmTarget = '1.8'

}

sourceSets {

main.java.srcDirs += 'src/main/kotlin'

}

defaultConfig {

applicationId "com.yourcompany.todo\_list\_app"

minSdkVersion 21

targetSdkVersion 34

versionCode flutterVersionCode.toInteger()

versionName flutterVersionName

multiDexEnabled true

}

signingConfigs {

release {

keyAlias keystoreProperties['keyAlias']

keyPassword keystoreProperties['keyPassword']

storeFile keystoreProperties['storeFile'] ? file(keystoreProperties['storeFile']) : null

storePassword keystoreProperties['storePassword']

}

}

buildTypes {

release {

signingConfig signingConfigs.release

minifyEnabled true

shrinkResources true

proguardFiles getDefaultProguardFile('proguard-android.txt'), 'proguard-rules.pro'

}

}

}

flutter {

source '../..'

}

dependencies {

implementation "org.jetbrains.kotlin:kotlin-stdlib-jdk7:$kotlin\_version"

implementation 'com.google.android.material:material:1.11.0'

implementation 'androidx.multidex:multidex:2.0.1'

}

\*/

<!-- android/app/proguard-rules.pro -->

<!-- Proguard rules for release builds -->

/\*

# Flutter specific

-keep class io.flutter.app.\*\* { \*; }

-keep class io.flutter.plugin.\*\* { \*; }

-keep class io.flutter.util.\*\* { \*; }

-keep class io.flutter.view.\*\* { \*; }

-keep class io.flutter.\*\* { \*; }

-keep class io.flutter.plugins.\*\* { \*; }

# Firebase

-keepattributes Signature

-keepattributes \*Annotation\*

-keepattributes SourceFile,LineNumberTable

-keep public class \* extends java.lang.Exception

# Google Sign In

-keep class com.google.android.gms.\*\* { \*; }

-keep class com.google.firebase.\*\* { \*; }

# App specific

-keep class com.yourcompany.todo\_list\_app.\*\* { \*; }

\*/

<!-- windows/runner/main.cpp -->

<!-- Updated main.cpp for Windows -->

/\*

#include <flutter/dart\_project.h>

#include <flutter/flutter\_view\_controller.h>

#include <windows.h>

#include "flutter\_window.h"

#include "utils.h"

int APIENTRY wWinMain(\_In\_ HINSTANCE instance, \_In\_opt\_ HINSTANCE prev,

\_In\_ wchar\_t \*command\_line, \_In\_ int show\_command) {

// Attach to console when present (e.g., 'flutter run') or create a

// new console when running with a debugger.

if (!::AttachConsole(ATTACH\_PARENT\_PROCESS) && ::IsDebuggerPresent()) {

CreateAndAttachConsole();

}

// Initialize COM, so that it is available for use in the library and/or

// plugins.

::CoInitializeEx(nullptr, COINIT\_APARTMENTTHREADED);

flutter::DartProject project(L"data");

std::vector<std::string> command\_line\_arguments =

GetCommandLineArguments();

project.set\_dart\_entrypoint\_arguments(std::move(command\_line\_arguments));

FlutterWindow window(project);

Win32Window::Point origin(10, 10);

Win32Window::Size size(1200, 800);

if (!window.Create(L"Todo List", origin, size)) {

return EXIT\_FAILURE;

}

window.SetQuitOnClose(true);

::MSG msg;

while (::GetMessage(&msg, nullptr, 0, 0)) {

::TranslateMessage(&msg);

::DispatchMessage(&msg);

}

::CoUninitialize();

return EXIT\_SUCCESS;

}

\*/

<!-- windows/runner/resources.rc -->

<!-- Windows resources file -->

/\*

#include <windows.h>

#include "runner.h"

#define VERSION\_AS\_NUMBER 1,0,0,0

#define VERSION\_AS\_STRING "1.0.0"

IDI\_APP\_ICON ICON "resources\\app\_icon.ico"

VS\_VERSION\_INFO VERSIONINFO

FILEVERSION VERSION\_AS\_NUMBER

PRODUCTVERSION VERSION\_AS\_NUMBER

FILEFLAGSMASK VS\_FFI\_FILEFLAGSMASK

#ifdef \_DEBUG

FILEFLAGS VS\_FF\_DEBUG

#else

FILEFLAGS 0x0L

#endif

FILEOS VOS\_\_WINDOWS32

FILETYPE VFT\_APP

FILESUBTYPE 0x0L

BEGIN

BLOCK "StringFileInfo"

BEGIN

BLOCK "040904e4"

BEGIN

VALUE "CompanyName", "Your Company" "\0"

VALUE "FileDescription", "Todo List - A cross-platform task management app" "\0"

VALUE "FileVersion", VERSION\_AS\_STRING "\0"

VALUE "InternalName", "todo\_list\_app" "\0"

VALUE "LegalCopyright", "Copyright (C) 2024 Your Company. All rights reserved." "\0"

VALUE "OriginalFilename", "todo\_list\_app.exe" "\0"

VALUE "ProductName", "Todo List" "\0"

VALUE "ProductVersion", VERSION\_AS\_STRING "\0"

END

END

BLOCK "VarFileInfo"

BEGIN

VALUE "Translation", 0x409, 1252

END

END

\*/ # Todo List Application - Project Summary

## Overview

I've created a comprehensive, production-ready to-do list application for Android and Windows platforms using Flutter. The application features real-time synchronization, offline support, and a modern Material Design interface.

## Architecture Decisions

### Technology Stack

- \*\*Framework\*\*: Flutter 3.19+

- Single codebase for both platforms

- Native performance and look-and-feel

- Excellent desktop support for Windows

- \*\*Backend\*\*: Firebase

- Authentication (Email/Password + Google Sign-In)

- Cloud Firestore for real-time data sync

- Cloud Messaging for push notifications

- Automatic offline support with sync queue

- \*\*State Management\*\*: Riverpod

- Type-safe reactive state management

- Better testing capabilities

- Clear separation of concerns

### Key Features Implemented

1. \*\*Authentication System\*\*

- Email/password registration and login

- Google Sign-In integration

- Secure session management

- Profile management

2. \*\*Task Management\*\*

- Multiple task lists with custom colors

- Full CRUD operations for tasks

- Due dates and reminders

- Task priorities (High, Medium, Low)

- Recurring tasks (Daily, Weekly, Monthly, Yearly)

- Subtasks/checklists

- Task notes and descriptions

3. \*\*User Interface\*\*

- Responsive design for phones, tablets, and desktop

- Light and dark theme support

- Smooth animations and transitions

- Swipe actions for quick operations

- Calendar view for task overview

4. \*\*Synchronization\*\*

- Real-time sync across devices

- Offline mode with automatic sync

- Conflict resolution

- Data export/import functionality

5. \*\*Notifications\*\*

- Local notifications for reminders

- Push notifications support

- Customizable reminder times

## Project Structure

```

todo\_list\_app/

├── lib/

│ ├── main.dart # Application entry point

│ ├── app/ # App configuration

│ ├── core/ # Core utilities

│ ├── data/ # Data layer

│ │ ├── models/ # Data models

│ │ ├── repositories/ # Repository implementations

│ │ └── services/ # External services

│ ├── domain/ # Business logic layer

│ └── presentation/ # UI layer

│ ├── providers/ # State management

│ ├── screens/ # App screens

│ └── widgets/ # Reusable widgets

├── android/ # Android-specific code

├── windows/ # Windows-specific code

├── assets/ # Images, fonts, etc.

├── test/ # Unit tests

└── integration\_test/ # Integration tests

```

## Implementation Steps

### Step 1: Project Setup

1. Install Flutter SDK (3.19+)

2. Set up development environment

3. Create new Flutter project:

```bash

flutter create todo\_list\_app

cd todo\_list\_app

```

### Step 2: Add Dependencies

1. Replace `pubspec.yaml` with the provided configuration

2. Run `flutter pub get`

### Step 3: Firebase Setup

1. Create Firebase project

2. Enable Authentication and Firestore

3. Run `flutterfire configure`

4. Add security rules from deployment guide

### Step 4: Implement Code

1. Copy all provided code files to their respective locations

2. Create the folder structure as shown

3. Add placeholder assets (fonts, images)

### Step 5: Platform Configuration

1. \*\*Android\*\*:

- Update `AndroidManifest.xml` with permissions

- Configure `build.gradle` files

- Add `google-services.json`

2. \*\*Windows\*\*:

- Enable Windows desktop support

- Update window configuration

- Add application icon

### Step 6: Testing

1. Run on Android emulator: `flutter run`

2. Run on Windows: `flutter run -d windows`

3. Execute unit tests: `flutter test`

4. Run integration tests

### Step 7: Build for Release

1. \*\*Android APK\*\*:

```bash

flutter build apk --release

```

2. \*\*Windows EXE\*\*:

```bash

flutter build windows --release

```

## Key Files Created

1. \*\*Data Models\*\* - Complete task, list, and user models with JSON serialization

2. \*\*Firebase Services\*\* - Authentication, Firestore, and notification services

3. \*\*State Management\*\* - Comprehensive Riverpod providers for all app state

4. \*\*UI Screens\*\* - All required screens including auth, home, tasks, calendar, and settings

5. \*\*Widgets\*\* - Reusable components for tasks, lists, and dialogs

6. \*\*Configuration\*\* - Complete setup for Firebase, Android, and Windows

## Security Considerations

- Firebase Security Rules enforce user data isolation

- Authentication tokens are securely managed

- Local data encryption using platform-specific secure storage

- No sensitive data in logs or error messages

- Input validation and sanitization

## Performance Optimizations

- Lazy loading of task lists

- Efficient Firestore queries with proper indexing

- Minimal widget rebuilds using selective state updates

- Image caching and compression

- Background sync to avoid UI blocking

## Next Steps

1. \*\*Immediate Actions\*\*:

- Set up Firebase project

- Configure authentication providers

- Add app icons and splash screens

- Test on target devices

2. \*\*Before Production\*\*:

- Implement comprehensive error handling

- Add analytics tracking

- Set up crash reporting

- Create privacy policy and terms of service

- Prepare app store listings

3. \*\*Future Enhancements\*\*:

- Task attachments (images, files)

- Collaborative lists

- Natural language input

- Voice commands

- Desktop widgets

- Watch app companion

## Deployment Readiness

The application is structured for production deployment with:

- Proper error handling and logging

- Security best practices

- Performance optimization

- Comprehensive testing setup

- Clear documentation

- Scalable architecture

Follow the deployment guide to build and publish to Google Play Store and Microsoft Store.

## Support and Maintenance

- Regular dependency updates

- Monitor Firebase usage and costs

- User feedback integration

- Performance monitoring

- Security updates

This complete solution provides a solid foundation for a production-ready to-do list application that can compete with established apps like Microsoft To Do while maintaining clean, maintainable code. // lib/firebase\_options.dart

// This file is auto-generated by FlutterFire CLI

// Replace with your actual configuration after running: flutterfire configure

import 'package:firebase\_core/firebase\_core.dart' show FirebaseOptions;

import 'package:flutter/foundation.dart'

show defaultTargetPlatform, kIsWeb, TargetPlatform;

class DefaultFirebaseOptions {

static FirebaseOptions get currentPlatform {

if (kIsWeb) {

throw UnsupportedError(

'Web platform is not supported for this application',

);

}

switch (defaultTargetPlatform) {

case TargetPlatform.android:

return android;

case TargetPlatform.iOS:

throw UnsupportedError(

'iOS platform is not supported for this application',

);

case TargetPlatform.macOS:

throw UnsupportedError(

'macOS platform is not supported for this application',

);

case TargetPlatform.windows:

return windows;

case TargetPlatform.linux:

throw UnsupportedError(

'Linux platform is not supported for this application',

);

default:

throw UnsupportedError(

'DefaultFirebaseOptions are not supported for this platform.',

);

}

}

// Replace these with your actual Firebase configuration

static const FirebaseOptions android = FirebaseOptions(

apiKey: 'YOUR\_ANDROID\_API\_KEY',

appId: 'YOUR\_ANDROID\_APP\_ID',

messagingSenderId: 'YOUR\_SENDER\_ID',

projectId: 'YOUR\_PROJECT\_ID',

storageBucket: 'YOUR\_STORAGE\_BUCKET',

);

static const FirebaseOptions windows = FirebaseOptions(

apiKey: 'YOUR\_WINDOWS\_API\_KEY',

appId: 'YOUR\_WINDOWS\_APP\_ID',

messagingSenderId: 'YOUR\_SENDER\_ID',

projectId: 'YOUR\_PROJECT\_ID',

authDomain: 'YOUR\_AUTH\_DOMAIN',

storageBucket: 'YOUR\_STORAGE\_BUCKET',

);

}

// analysis\_options.yaml

// Place this file in the root of your project

/\*

include: package:flutter\_lints/flutter.yaml

linter:

rules:

- always\_declare\_return\_types

- always\_put\_control\_body\_on\_new\_line

- avoid\_empty\_else

- avoid\_init\_to\_null

- avoid\_null\_checks\_in\_equality\_operators

- avoid\_relative\_lib\_imports

- avoid\_return\_types\_on\_setters

- avoid\_shadowing\_type\_parameters

- avoid\_types\_as\_parameter\_names

- avoid\_unused\_constructor\_parameters

- await\_only\_futures

- camel\_case\_extensions

- camel\_case\_types

- cancel\_subscriptions

- curly\_braces\_in\_flow\_control\_structures

- directives\_ordering

- empty\_catches

- empty\_constructor\_bodies

- library\_names

- library\_prefixes

- no\_duplicate\_case\_values

- null\_closures

- prefer\_adjacent\_string\_concatenation

- prefer\_collection\_literals

- prefer\_conditional\_assignment

- prefer\_contains

- prefer\_equal\_for\_default\_values

- prefer\_final\_fields

- prefer\_for\_elements\_to\_map\_fromIterable

- prefer\_generic\_function\_type\_aliases

- prefer\_if\_null\_operators

- prefer\_is\_empty

- prefer\_is\_not\_empty

- prefer\_iterable\_whereType

- prefer\_single\_quotes

- prefer\_spread\_collections

- recursive\_getters

- slash\_for\_doc\_comments

- type\_init\_formals

- unawaited\_futures

- unnecessary\_const

- unnecessary\_new

- unnecessary\_null\_in\_if\_null\_operators

- unnecessary\_this

- unrelated\_type\_equality\_checks

- use\_function\_type\_syntax\_for\_parameters

- use\_rethrow\_when\_possible

- valid\_regexps

analyzer:

exclude:

- "\*\*/\*.g.dart"

- "\*\*/\*.freezed.dart"

errors:

invalid\_annotation\_target: ignore

\*/

// .gitignore

// Place this file in the root of your project

/\*

# Miscellaneous

\*.class

\*.log

\*.pyc

\*.swp

.DS\_Store

.atom/

.buildlog/

.history

.svn/

migrate\_working\_dir/

# IntelliJ related

\*.iml

\*.ipr

\*.iws

.idea/

# The .vscode folder contains launch configuration and tasks you configure in

# VS Code which you may wish to be included in version control, so this line

# is commented out by default.

#.vscode/

# Flutter/Dart/Pub related

\*\*/doc/api/

\*\*/ios/Flutter/.last\_build\_id

.dart\_tool/

.flutter-plugins

.flutter-plugins-dependencies

.packages

.pub-cache/

.pub/

/build/

# Symbolication related

app.\*.symbols

# Obfuscation related

app.\*.map.json

# Android Studio will place build artifacts here

/android/app/debug

/android/app/profile

/android/app/release

# Firebase

google-services.json

GoogleService-Info.plist

firebase\_options.dart

# Keys

\*.jks

\*.keystore

/android/key.properties

# Generated files

\*.g.dart

\*.freezed.dart

\*.gr.dart

# Coverage

coverage/

\*.lcov

# Windows

windows/flutter/generated\_plugin\_registrant.cc

windows/flutter/generated\_plugin\_registrant.h

windows/flutter/generated\_plugins.cmake

\*/

// assets/fonts/.gitkeep

// Create this file to ensure the fonts directory exists

// assets/images/.gitkeep

// Create this file to ensure the images directory exists

// assets/animations/.gitkeep

// Create this file to ensure the animations directory exists

// test/widget\_test.dart

import 'package:flutter/material.dart';

import 'package:flutter\_test/flutter\_test.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:todo\_list\_app/app/app.dart';

void main() {

testWidgets('App starts with splash screen', (WidgetTester tester) async {

// Build our app and trigger a frame.

await tester.pumpWidget(

const ProviderScope(

child: TodoApp(),

),

);

// Verify that splash screen is shown

expect(find.text('Todo List'), findsOneWidget);

expect(find.byType(CircularProgressIndicator), findsOneWidget);

});

}

// integration\_test/app\_test.dart

import 'package:flutter/material.dart';

import 'package:flutter\_test/flutter\_test.dart';

import 'package:integration\_test/integration\_test.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:todo\_list\_app/main.dart' as app;

void main() {

IntegrationTestWidgetsFlutterBinding.ensureInitialized();

group('end-to-end test', () {

testWidgets('sign in and create task flow', (tester) async {

app.main();

await tester.pumpAndSettle();

// Wait for splash screen

await Future.delayed(const Duration(seconds: 3));

await tester.pumpAndSettle();

// Should be on login screen

expect(find.text('Welcome Back'), findsOneWidget);

// Enter credentials

await tester.enterText(

find.byType(TextFormField).first,

'test@example.com',

);

await tester.enterText(

find.byType(TextFormField).last,

'password123',

);

// Tap sign in

await tester.tap(find.text('Sign In'));

await tester.pumpAndSettle();

// Should navigate to home screen

expect(find.text('My Lists'), findsOneWidget);

});

});

}

// android/app/src/main/res/values/styles.xml

/\*

<?xml version="1.0" encoding="utf-8"?>

<resources>

<!-- Theme applied to the Android Window while the process is starting when the OS's Dark Mode setting is off -->

<style name="LaunchTheme" parent="@android:style/Theme.Light.NoTitleBar">

<item name="android:windowBackground">@drawable/launch\_background</item>

</style>

<!-- Theme applied to the Android Window as soon as the process has started.

This theme determines the color of the Android Window while your

Flutter UI initializes, as well as behind your Flutter UI while its

running.

This Theme is only used starting with V2 of Flutter's Android embedding. -->

<style name="NormalTheme" parent="@android:style/Theme.Light.NoTitleBar">

<item name="android:windowBackground">?android:colorBackground</item>

</style>

</resources>

\*/

// windows/runner/Runner.rc

// Update APP\_NAME and other properties

/\*

#define VERSION\_AS\_NUMBER 1,0,0,0

#define VERSION\_AS\_STRING "1.0.0"

#define APP\_NAME "Todo List"

#define APP\_DESCRIPTION "A cross-platform to-do list application"

#define COMPANY\_NAME "Your Company"

#define COPYRIGHT "Copyright (C) 2024 Your Company. All rights reserved."

\*/ # Deployment and Build Guide

## Prerequisites

1. \*\*Flutter SDK\*\*: Version 3.19 or higher

2. \*\*Firebase CLI\*\*: Install using `npm install -g firebase-tools`

3. \*\*Android Studio\*\*: For Android builds

4. \*\*Visual Studio 2022\*\*: For Windows builds (with Desktop development with C++ workload)

## Firebase Setup

### 1. Create Firebase Project

1. Go to [Firebase Console](https://console.firebase.google.com)

2. Click "Create a project"

3. Enter project name and follow the setup wizard

4. Enable Google Analytics (optional)

### 2. Configure Authentication

1. In Firebase Console, go to Authentication

2. Click "Get started"

3. Enable Email/Password authentication:

- Click on Email/Password

- Toggle "Enable"

- Save

4. Enable Google Sign-In:

- Click on Google

- Toggle "Enable"

- Add your support email

- Save

### 3. Setup Cloud Firestore

1. Go to Firestore Database

2. Click "Create database"

3. Choose production mode

4. Select your preferred location

5. Add Security Rules:

```javascript

rules\_version = '2';

service cloud.firestore {

match /databases/{database}/documents {

// Users can only access their own data

match /users/{userId} {

allow read, write: if request.auth != null && request.auth.uid == userId;

}

// Lists belong to users

match /lists/{listId} {

allow read, write: if request.auth != null &&

request.auth.uid == resource.data.userId;

allow create: if request.auth != null &&

request.auth.uid == request.resource.data.userId;

}

// Tasks belong to users

match /tasks/{taskId} {

allow read, write: if request.auth != null &&

request.auth.uid == resource.data.userId;

allow create: if request.auth != null &&

request.auth.uid == request.resource.data.userId;

}

}

}

```

### 4. Firebase Configuration Files

Run the following command in your project root:

```bash

flutterfire configure

```

This will:

- Connect your Flutter project to Firebase

- Generate `firebase\_options.dart`

- Download necessary configuration files

## Android Build Configuration

### 1. Update Android Manifest

Add to `android/app/src/main/AndroidManifest.xml`:

```xml

<uses-permission android:name="android.permission.INTERNET"/>

<uses-permission android:name="android.permission.RECEIVE\_BOOT\_COMPLETED"/>

<uses-permission android:name="android.permission.VIBRATE"/>

<uses-permission android:name="android.permission.WAKE\_LOCK"/>

<uses-permission android:name="android.permission.POST\_NOTIFICATIONS"/>

```

### 2. Update build.gradle

In `android/app/build.gradle`:

```gradle

android {

compileSdkVersion 34

defaultConfig {

applicationId "com.yourcompany.todo\_list\_app"

minSdkVersion 21

targetSdkVersion 34

versionCode 1

versionName "1.0.0"

multiDexEnabled true

}

buildTypes {

release {

signingConfig signingConfigs.release

minifyEnabled true

proguardFiles getDefaultProguardFile('proguard-android.txt'), 'proguard-rules.pro'

}

}

}

```

### 3. Generate Release Key

```bash

keytool -genkey -v -keystore ~/upload-keystore.jks -keyalg RSA -keysize 2048 -validity 10000 -alias upload

```

### 4. Configure Key Properties

Create `android/key.properties`:

```properties

storePassword=<password>

keyPassword=<password>

keyAlias=upload

storeFile=<path-to-keystore>

```

### 5. Build APK

```bash

flutter build apk --release

```

Output: `build/app/outputs/flutter-apk/app-release.apk`

### 6. Build App Bundle (for Play Store)

```bash

flutter build appbundle --release

```

Output: `build/app/outputs/bundle/release/app-release.aab`

## Windows Build Configuration

### 1. Enable Windows Desktop

```bash

flutter config --enable-windows-desktop

```

### 2. Update Windows Configuration

In `windows/runner/main.cpp`, ensure the window title is set:

```cpp

Win32Window::Point origin(10, 10);

Win32Window::Size size(1200, 800);

if (!window.CreateAndShow(L"Todo List", origin, size)) {

return EXIT\_FAILURE;

}

```

### 3. Add App Icon

1. Create icon files (16x16, 32x32, 48x48, 256x256) as .ico

2. Replace `windows/runner/resources/app\_icon.ico`

### 4. Build Windows Executable

```bash

flutter build windows --release

```

Output: `build/windows/runner/Release/`

### 5. Create Installer (Optional)

Use Inno Setup or NSIS to create an installer:

1. Download [Inno Setup](https://jrsoftware.org/isinfo.php)

2. Create installer script `installer.iss`:

```iss

[Setup]

AppName=Todo List

AppVersion=1.0.0

DefaultDirName={pf}\TodoList

DefaultGroupName=Todo List

OutputDir=installer

OutputBaseFilename=TodoListSetup

[Files]

Source: "build\windows\runner\Release\\*"; DestDir: "{app}"; Flags: recursesubdirs

[Icons]

Name: "{group}\Todo List"; Filename: "{app}\todo\_list\_app.exe"

Name: "{commondesktop}\Todo List"; Filename: "{app}\todo\_list\_app.exe"

```

## Publishing

### Google Play Store

1. Create developer account at [Play Console](https://play.google.com/console)

2. Create new app

3. Fill in app details and content rating

4. Upload app bundle (.aab file)

5. Complete store listing

6. Submit for review

### Microsoft Store

1. Create developer account at [Partner Center](https://partner.microsoft.com)

2. Create new app

3. Package the app using MSIX:

```bash

flutter pub run msix:create

```

4. Upload MSIX package

5. Complete store listing

6. Submit for certification

## Production Checklist

### Before Release

- [ ] Test on multiple devices and screen sizes

- [ ] Verify offline functionality

- [ ] Test notifications on all platforms

- [ ] Check Firebase quotas and limits

- [ ] Enable Firebase App Check for security

- [ ] Set up crash reporting (Firebase Crashlytics)

- [ ] Configure analytics events

- [ ] Review and update privacy policy

- [ ] Prepare app store assets (screenshots, descriptions)

### Security

1. Enable Firebase App Check:

```dart

await FirebaseAppCheck.instance.activate(

androidProvider: AndroidProvider.playIntegrity,

);

```

2. Implement rate limiting in Security Rules

3. Enable Firebase Authentication security features

4. Regular security audits

### Performance Monitoring

1. Add Firebase Performance Monitoring:

```yaml

firebase\_performance: ^0.9.3

```

2. Monitor key metrics:

- App startup time

- Screen rendering time

- Network request duration

## Troubleshooting

### Common Issues

1. \*\*Build fails with minSdkVersion error\*\*

- Update `android/app/build.gradle` minSdkVersion to 21

2. \*\*Windows build fails\*\*

- Ensure Visual Studio 2022 is installed with C++ workload

- Run `flutter doctor` to check requirements

3. \*\*Firebase connection issues\*\*

- Verify `google-services.json` is in `android/app/`

- Check Firebase project configuration

- Ensure package name matches Firebase config

4. \*\*Notification not working\*\*

- Check notification permissions

- Verify Firebase Cloud Messaging setup

- Test with Firebase Console

## Maintenance

### Regular Updates

1. Keep dependencies updated:

```bash

flutter pub outdated

flutter pub upgrade

```

2. Monitor Firebase usage and costs

3. Address user feedback and bug reports

4. Update security rules as needed

### Backup Strategy

1. Regular Firestore backups

2. Export user data functionality

3. Version control for code

4. Document deployment process

## Support

For issues:

1. Check Flutter documentation

2. Review Firebase documentation

3. Search Stack Overflow

4. File issues on GitHub

Remember to test thoroughly on all target platforms before releasing to production! // lib/presentation/screens/auth/signup\_screen.dart

import 'package:flutter/material.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:go\_router/go\_router.dart';

import '../../providers/auth\_provider.dart';

import '../../widgets/loading\_overlay.dart';

class SignupScreen extends ConsumerStatefulWidget {

const SignupScreen({super.key});

@override

ConsumerState<SignupScreen> createState() => \_SignupScreenState();

}

class \_SignupScreenState extends ConsumerState<SignupScreen> {

final \_formKey = GlobalKey<FormState>();

final \_nameController = TextEditingController();

final \_emailController = TextEditingController();

final \_passwordController = TextEditingController();

final \_confirmPasswordController = TextEditingController();

bool \_obscurePassword = true;

bool \_obscureConfirmPassword = true;

@override

void dispose() {

\_nameController.dispose();

\_emailController.dispose();

\_passwordController.dispose();

\_confirmPasswordController.dispose();

super.dispose();

}

Future<void> \_signup() async {

if (!\_formKey.currentState!.validate()) return;

ref.read(authLoadingProvider.notifier).state = true;

ref.read(authErrorProvider.notifier).state = null;

try {

final authService = ref.read(authServiceProvider);

final user = await authService.signUpWithEmailAndPassword(

email: \_emailController.text.trim(),

password: \_passwordController.text,

displayName: \_nameController.text.trim(),

);

if (user != null && mounted) {

context.go('/home');

}

} catch (e) {

ref.read(authErrorProvider.notifier).state = e.toString();

} finally {

ref.read(authLoadingProvider.notifier).state = false;

}

}

@override

Widget build(BuildContext context) {

final isLoading = ref.watch(authLoadingProvider);

final error = ref.watch(authErrorProvider);

return LoadingOverlay(

isLoading: isLoading,

child: Scaffold(

body: SafeArea(

child: Center(

child: SingleChildScrollView(

padding: const EdgeInsets.all(24),

child: ConstrainedBox(

constraints: const BoxConstraints(maxWidth: 400),

child: Form(

key: \_formKey,

child: Column(

mainAxisAlignment: MainAxisAlignment.center,

crossAxisAlignment: CrossAxisAlignment.stretch,

children: [

Icon(

Icons.check\_circle\_outline,

size: 64,

color: Theme.of(context).colorScheme.primary,

),

const SizedBox(height: 24),

Text(

'Create Account',

style: Theme.of(context).textTheme.headlineLarge?.copyWith(

fontWeight: FontWeight.bold,

),

textAlign: TextAlign.center,

),

const SizedBox(height: 8),

Text(

'Sign up to get started',

style: Theme.of(context).textTheme.bodyLarge?.copyWith(

color: Theme.of(context).colorScheme.onSurfaceVariant,

),

textAlign: TextAlign.center,

),

const SizedBox(height: 32),

if (error != null) ...[

Container(

padding: const EdgeInsets.all(12),

decoration: BoxDecoration(

color: Theme.of(context).colorScheme.errorContainer,

borderRadius: BorderRadius.circular(8),

),

child: Text(

error,

style: TextStyle(

color: Theme.of(context).colorScheme.onErrorContainer,

),

),

),

const SizedBox(height: 16),

],

TextFormField(

controller: \_nameController,

textInputAction: TextInputAction.next,

decoration: const InputDecoration(

labelText: 'Name',

prefixIcon: Icon(Icons.person\_outline),

),

validator: (value) {

if (value == null || value.trim().isEmpty) {

return 'Please enter your name';

}

return null;

},

),

const SizedBox(height: 16),

TextFormField(

controller: \_emailController,

keyboardType: TextInputType.emailAddress,

textInputAction: TextInputAction.next,

decoration: const InputDecoration(

labelText: 'Email',

prefixIcon: Icon(Icons.email\_outlined),

),

validator: (value) {

if (value == null || value.isEmpty) {

return 'Please enter your email';

}

if (!value.contains('@')) {

return 'Please enter a valid email';

}

return null;

},

),

const SizedBox(height: 16),

TextFormField(

controller: \_passwordController,

obscureText: \_obscurePassword,

textInputAction: TextInputAction.next,

decoration: InputDecoration(

labelText: 'Password',

prefixIcon: const Icon(Icons.lock\_outline),

suffixIcon: IconButton(

icon: Icon(

\_obscurePassword

? Icons.visibility\_outlined

: Icons.visibility\_off\_outlined,

),

onPressed: () {

setState(() {

\_obscurePassword = !\_obscurePassword;

});

},

),

),

validator: (value) {

if (value == null || value.isEmpty) {

return 'Please enter a password';

}

if (value.length < 6) {

return 'Password must be at least 6 characters';

}

return null;

},

),

const SizedBox(height: 16),

TextFormField(

controller: \_confirmPasswordController,

obscureText: \_obscureConfirmPassword,

textInputAction: TextInputAction.done,

onFieldSubmitted: (\_) => \_signup(),

decoration: InputDecoration(

labelText: 'Confirm Password',

prefixIcon: const Icon(Icons.lock\_outline),

suffixIcon: IconButton(

icon: Icon(

\_obscureConfirmPassword

? Icons.visibility\_outlined

: Icons.visibility\_off\_outlined,

),

onPressed: () {

setState(() {

\_obscureConfirmPassword = !\_obscureConfirmPassword;

});

},

),

),

validator: (value) {

if (value == null || value.isEmpty) {

return 'Please confirm your password';

}

if (value != \_passwordController.text) {

return 'Passwords do not match';

}

return null;

},

),

const SizedBox(height: 24),

FilledButton(

onPressed: \_signup,

child: const Padding(

padding: EdgeInsets.all(12),

child: Text('Sign Up'),

),

),

const SizedBox(height: 24),

Row(

mainAxisAlignment: MainAxisAlignment.center,

children: [

Text(

'Already have an account? ',

style: Theme.of(context).textTheme.bodyMedium,

),

TextButton(

onPressed: () => context.go('/login'),

child: const Text('Sign In'),

),

],

),

],

),

),

),

),

),

),

),

);

}

}

// lib/presentation/screens/calendar/calendar\_screen.dart

import 'package:flutter/material.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:table\_calendar/table\_calendar.dart';

import 'package:intl/intl.dart';

import '../../providers/task\_providers.dart';

import '../../widgets/task\_item.dart';

import '../../../data/models/task\_model.dart';

class CalendarScreen extends ConsumerStatefulWidget {

const CalendarScreen({super.key});

@override

ConsumerState<CalendarScreen> createState() => \_CalendarScreenState();

}

class \_CalendarScreenState extends ConsumerState<CalendarScreen> {

late DateTime \_focusedDay;

late DateTime \_selectedDay;

CalendarFormat \_calendarFormat = CalendarFormat.month;

@override

void initState() {

super.initState();

\_focusedDay = DateTime.now();

\_selectedDay = DateTime.now();

}

List<TaskModel> \_getTasksForDay(DateTime day) {

final calendarTasks = ref.watch(calendarTasksProvider);

final normalizedDay = DateTime(day.year, day.month, day.day);

return calendarTasks[normalizedDay] ?? [];

}

@override

Widget build(BuildContext context) {

final calendarTasks = ref.watch(calendarTasksProvider);

final selectedDayTasks = \_getTasksForDay(\_selectedDay);

return Scaffold(

appBar: AppBar(

title: const Text('Calendar'),

actions: [

IconButton(

icon: Icon(

\_calendarFormat == CalendarFormat.month

? Icons.view\_week

: Icons.calendar\_view\_month,

),

onPressed: () {

setState(() {

\_calendarFormat = \_calendarFormat == CalendarFormat.month

? CalendarFormat.twoWeeks

: CalendarFormat.month;

});

},

),

],

),

body: Column(

children: [

TableCalendar<TaskModel>(

firstDay: DateTime.utc(2020, 1, 1),

lastDay: DateTime.utc(2030, 12, 31),

focusedDay: \_focusedDay,

calendarFormat: \_calendarFormat,

selectedDayPredicate: (day) {

return isSameDay(\_selectedDay, day);

},

eventLoader: \_getTasksForDay,

startingDayOfWeek: StartingDayOfWeek.monday,

calendarStyle: CalendarStyle(

outsideDaysVisible: false,

weekendTextStyle: TextStyle(

color: Theme.of(context).colorScheme.onSurfaceVariant,

),

markersMaxCount: 3,

markerDecoration: BoxDecoration(

color: Theme.of(context).colorScheme.primary,

shape: BoxShape.circle,

),

),

headerStyle: HeaderStyle(

formatButtonVisible: false,

titleCentered: true,

titleTextStyle: Theme.of(context).textTheme.titleLarge!,

),

onDaySelected: (selectedDay, focusedDay) {

if (!isSameDay(\_selectedDay, selectedDay)) {

setState(() {

\_selectedDay = selectedDay;

\_focusedDay = focusedDay;

});

}

},

onFormatChanged: (format) {

if (\_calendarFormat != format) {

setState(() {

\_calendarFormat = format;

});

}

},

onPageChanged: (focusedDay) {

\_focusedDay = focusedDay;

},

),

const SizedBox(height: 8),

Expanded(

child: Container(

decoration: BoxDecoration(

color: Theme.of(context).colorScheme.surface,

border: Border(

top: BorderSide(

color: Theme.of(context).dividerColor,

),

),

),

child: selectedDayTasks.isEmpty

? Center(

child: Column(

mainAxisAlignment: MainAxisAlignment.center,

children: [

Icon(

Icons.event\_available,

size: 64,

color: Theme.of(context).colorScheme.onSurfaceVariant,

),

const SizedBox(height: 16),

Text(

'No tasks for ${DateFormat('MMM d').format(\_selectedDay)}',

style: Theme.of(context).textTheme.titleLarge,

),

],

),

)

: ListView.builder(

padding: const EdgeInsets.all(16),

itemCount: selectedDayTasks.length,

itemBuilder: (context, index) {

final task = selectedDayTasks[index];

return Padding(

padding: const EdgeInsets.only(bottom: 8),

child: TaskItem(

task: task,

onTap: () {

// Show task details

},

onComplete: () async {

final firestoreService = ref.read(firestoreServiceProvider);

await firestoreService.updateTask(task.id, {

'isCompleted': !task.isCompleted,

'completedAt': !task.isCompleted

? DateTime.now().toIso8601String()

: null,

});

},

onEdit: () {

// Edit task

},

onDelete: () async {

final firestoreService = ref.read(firestoreServiceProvider);

await firestoreService.deleteTask(task.id);

},

),

);

},

),

),

),

],

),

);

}

}

// lib/presentation/screens/settings/settings\_screen.dart

import 'package:flutter/material.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:go\_router/go\_router.dart';

import 'package:intl/intl.dart';

import 'dart:convert';

import 'dart:io';

import 'package:path\_provider/path\_provider.dart';

import 'package:file\_picker/file\_picker.dart';

import 'package:share\_plus/share\_plus.dart';

import '../../providers/auth\_provider.dart';

import '../../providers/theme\_provider.dart';

import '../../providers/notification\_provider.dart';

import '../../providers/task\_providers.dart';

import '../../../data/models/task\_model.dart';

import '../../../data/models/task\_list\_model.dart';

class SettingsScreen extends ConsumerStatefulWidget {

const SettingsScreen({super.key});

@override

ConsumerState<SettingsScreen> createState() => \_SettingsScreenState();

}

class \_SettingsScreenState extends ConsumerState<SettingsScreen> {

@override

Widget build(BuildContext context) {

final user = ref.watch(currentUserProvider).value;

final isDark = ref.watch(themeModeProvider) == ThemeMode.dark;

final notificationsEnabled = ref.watch(notificationsEnabledProvider);

return Scaffold(

appBar: AppBar(

title: const Text('Settings'),

),

body: ListView(

children: [

// Profile Section

Container(

padding: const EdgeInsets.all(16),

child: Row(

children: [

CircleAvatar(

radius: 40,

backgroundImage: user?.photoUrl != null

? NetworkImage(user!.photoUrl!)

: null,

child: user?.photoUrl == null

? Text(

user?.displayName?.substring(0, 1).toUpperCase() ??

user?.email.substring(0, 1).toUpperCase() ??

'U',

style: Theme.of(context).textTheme.headlineMedium,

)

: null,

),

const SizedBox(width: 16),

Expanded(

child: Column(

crossAxisAlignment: CrossAxisAlignment.start,

children: [

Text(

user?.displayName ?? 'User',

style: Theme.of(context).textTheme.titleLarge,

),

Text(

user?.email ?? '',

style: Theme.of(context).textTheme.bodyMedium?.copyWith(

color: Theme.of(context).colorScheme.onSurfaceVariant,

),

),

],

),

),

TextButton(

onPressed: () {

// TODO: Implement profile editing

},

child: const Text('Edit'),

),

],

),

),

const Divider(),

// Appearance Section

ListTile(

leading: const Icon(Icons.palette),

title: const Text('Appearance'),

subtitle: const Text('Theme and display settings'),

),

SwitchListTile(

secondary: Icon(isDark ? Icons.dark\_mode : Icons.light\_mode),

title: const Text('Dark Mode'),

value: isDark,

onChanged: (value) {

ref.read(themeModeProvider.notifier).state =

value ? ThemeMode.dark : ThemeMode.light;

},

),

const Divider(),

// Notifications Section

ListTile(

leading: const Icon(Icons.notifications),

title: const Text('Notifications'),

subtitle: const Text('Reminders and alerts'),

),

SwitchListTile(

secondary: const Icon(Icons.notifications\_active),

title: const Text('Enable Notifications'),

subtitle: const Text('Get reminders for your tasks'),

value: notificationsEnabled,

onChanged: (value) {

ref.read(notificationsEnabledProvider.notifier).state = value;

},

),

ListTile(

leading: const Icon(Icons.access\_time),

title: const Text('Default Reminder Time'),

subtitle: Text(user?.preferences.defaultReminderTime ?? '09:00'),

onTap: () async {

final time = await showTimePicker(

context: context,

initialTime: const TimeOfDay(hour: 9, minute: 0),

);

if (time != null) {

// TODO: Update default reminder time

}

},

),

const Divider(),

// Data Management Section

ListTile(

leading: const Icon(Icons.cloud\_sync),

title: const Text('Data & Sync'),

subtitle: const Text('Backup and restore'),

),

ListTile(

leading: const Icon(Icons.download),

title: const Text('Export Data'),

subtitle: const Text('Download all tasks as JSON'),

onTap: \_exportData,

),

ListTile(

leading: const Icon(Icons.upload),

title: const Text('Import Data'),

subtitle: const Text('Restore tasks from JSON file'),

onTap: \_importData,

),

const Divider(),

// About Section

ListTile(

leading: const Icon(Icons.info),

title: const Text('About'),

subtitle: const Text('Version and legal information'),

),

ListTile(

leading: const Icon(Icons.code),

title: const Text('Version'),

subtitle: const Text('1.0.0'),

),

ListTile(

leading: const Icon(Icons.description),

title: const Text('Terms of Service'),

onTap: () {

// TODO: Show terms of service

},

),

ListTile(

leading: const Icon(Icons.privacy\_tip),

title: const Text('Privacy Policy'),

onTap: () {

// TODO: Show privacy policy

},

),

const Divider(),

// Account Actions

ListTile(

leading: Icon(

Icons.logout,

color: Theme.of(context).colorScheme.error,

),

title: Text(

'Sign Out',

style: TextStyle(

color: Theme.of(context).colorScheme.error,

),

),

onTap: () {

showDialog(

context: context,

builder: (context) => AlertDialog(

title: const Text('Sign Out?'),

content: const Text('Are you sure you want to sign out?'),

actions: [

TextButton(

onPressed: () => Navigator.pop(context),

child: const Text('Cancel'),

),

FilledButton(

onPressed: () async {

Navigator.pop(context);

await ref.read(authServiceProvider).signOut();

if (mounted) {

context.go('/login');

}

},

child: const Text('Sign Out'),

),

],

),

);

},

),

],

),

);

}

Future<void> \_exportData() async {

try {

// Get all tasks and lists

final allTasks = ref.read(allTasksProvider).value ?? [];

final allLists = ref.read(taskListsProvider).value ?? [];

// Create export data

final exportData = {

'version': '1.0',

'exportDate': DateTime.now().toIso8601String(),

'lists': allLists.map((list) => list.toJson()).toList(),

'tasks': allTasks.map((task) => task.toJson()).toList(),

};

final jsonString = const JsonEncoder.withIndent(' ').convert(exportData);

final fileName = 'todo\_backup\_${DateFormat('yyyy-MM-dd').format(DateTime.now())}.json';

if (Platform.isAndroid || Platform.isIOS) {

// Mobile: Use share

final directory = await getTemporaryDirectory();

final file = File('${directory.path}/$fileName');

await file.writeAsString(jsonString);

await Share.shareXFiles(

[XFile(file.path)],

subject: 'Todo List Backup',

);

} else {

// Desktop: Use file picker

final result = await FilePicker.platform.saveFile(

dialogTitle: 'Save backup file',

fileName: fileName,

type: FileType.custom,

allowedExtensions: ['json'],

);

if (result != null) {

final file = File(result);

await file.writeAsString(jsonString);

if (mounted) {

ScaffoldMessenger.of(context).showSnackBar(

const SnackBar(content: Text('Data exported successfully')),

);

}

}

}

} catch (e) {

if (mounted) {

ScaffoldMessenger.of(context).showSnackBar(

SnackBar(content: Text('Export failed: $e')),

);

}

}

}

Future<void> \_importData() async {

try {

final result = await FilePicker.platform.pickFiles(

type: FileType.custom,

allowedExtensions: ['json'],

);

if (result != null && result.files.single.path != null) {

final file = File(result.files.single.path!);

final jsonString = await file.readAsString();

final data = jsonDecode(jsonString);

// Validate data structure

if (data['version'] == null || data['lists'] == null || data['tasks'] == null) {

throw Exception('Invalid backup file format');

}

// Show confirmation dialog

if (mounted) {

final confirmed = await showDialog<bool>(

context: context,

builder: (context) => AlertDialog(

title: const Text('Import Data?'),

content: Text(

'This will import ${data['lists'].length} lists and ${data['tasks'].length} tasks. '

'Existing data will not be affected.',

),

actions: [

TextButton(

onPressed: () => Navigator.pop(context, false),

child: const Text('Cancel'),

),

FilledButton(

onPressed: () => Navigator.pop(context, true),

child: const Text('Import'),

),

],

),

);

if (confirmed == true) {

// TODO: Implement actual import logic

ScaffoldMessenger.of(context).showSnackBar(

const SnackBar(content: Text('Data imported successfully')),

);

}

}

}

} catch (e) {

if (mounted) {

ScaffoldMessenger.of(context).showSnackBar(

SnackBar(content: Text('Import failed: $e')),

);

}

}

}

}

// lib/presentation/screens/task/task\_detail\_screen.dart

import 'package:flutter/material.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:intl/intl.dart';

import '../../providers/task\_providers.dart';

import '../../widgets/create\_task\_dialog.dart';

import '../../../data/models/task\_model.dart';

class TaskDetailScreen extends ConsumerWidget {

final String taskId;

const TaskDetailScreen({

super.key,

required this.taskId,

});

@override

Widget build(BuildContext context, WidgetRef ref) {

final allTasks = ref.watch(allTasksProvider).value ?? [];

final task = allTasks.firstWhere(

(t) => t.id == taskId,

orElse: () => throw Exception('Task not found'),

);

final dateFormat = DateFormat('MMM d, y');

final timeFormat = DateFormat('h:mm a');

return Scaffold(

appBar: AppBar(

title: const Text('Task Details'),

actions: [

IconButton(

icon: const Icon(Icons.edit),

onPressed: () {

showDialog(

context: context,

builder: (context) => CreateTaskDialog(task: task),

);

},

),

IconButton(

icon: const Icon(Icons.delete),

onPressed: () async {

final confirmed = await showDialog<bool>(

context: context,

builder: (context) => AlertDialog(

title: const Text('Delete Task?'),

content: Text('Are you sure you want to delete "${task.title}"?'),

actions: [

TextButton(

onPressed: () => Navigator.pop(context, false),

child: const Text('Cancel'),

),

FilledButton(

onPressed: () => Navigator.pop(context, true),

child: const Text('Delete'),

),

],

),

);

if (confirmed == true) {

await ref.read(firestoreServiceProvider).deleteTask(task.id);

if (context.mounted) {

Navigator.pop(context);

}

}

},

),

],

),

body: SingleChildScrollView(

padding: const EdgeInsets.all(16),

child: Column(

crossAxisAlignment: CrossAxisAlignment.start,

children: [

CheckboxListTile(

value: task.isCompleted,

onChanged: (value) async {

await ref.read(firestoreServiceProvider).updateTask(task.id, {

'isCompleted': value,

'completedAt': value! ? DateTime.now().toIso8601String() : null,

});

},

title: Text(

task.title,

style: Theme.of(context).textTheme.headlineSmall?.copyWith(

decoration: task.isCompleted ? TextDecoration.lineThrough : null,

),

),

),

if (task.description != null && task.description!.isNotEmpty) ...[

const SizedBox(height: 16),

Card(

child: Padding(

padding: const EdgeInsets.all(16),

child: Column(

crossAxisAlignment: CrossAxisAlignment.start,

children: [

Text(

'Description',

style: Theme.of(context).textTheme.titleMedium,

),

const SizedBox(height: 8),

Text(task.description!),

],

),

),

),

],

const SizedBox(height: 16),

Card(

child: Column(

children: [

if (task.dueDate != null)

ListTile(

leading: const Icon(Icons.calendar\_today),

title: const Text('Due Date'),

subtitle: Text(

'${dateFormat.format(task.dueDate!)} at ${timeFormat.format(task.dueDate!)}',

),

),

if (task.reminderDate != null)

ListTile(

leading: const Icon(Icons.notifications),

title: const Text('Reminder'),

subtitle: Text(

'${dateFormat.format(task.reminderDate!)} at ${timeFormat.format(task.reminderDate!)}',

),

),

ListTile(

leading: Icon(

Icons.flag,

color: \_getPriorityColor(task.priority),

),

title: const Text('Priority'),

subtitle: Text(\_getPriorityText(task.priority)),

),

if (task.recurrenceType != RecurrenceType.none)

ListTile(

leading: const Icon(Icons.repeat),

title: const Text('Repeats'),

subtitle: Text(\_getRecurrenceText(task.recurrenceType)),

),

],

),

),

if (task.subtasks.isNotEmpty) ...[

const SizedBox(height: 16),

Card(

child: Padding(

padding: const EdgeInsets.all(16),

child: Column(

crossAxisAlignment: CrossAxisAlignment.start,

children: [

Row(

mainAxisAlignment: MainAxisAlignment.spaceBetween,

children: [

Text(

'Subtasks',

style: Theme.of(context).textTheme.titleMedium,

),

Text(

'${task.subtasks.where((s) => s.isCompleted).length}/${task.subtasks.length}',

style: Theme.of(context).textTheme.bodySmall,

),

],

),

const SizedBox(height: 8),

...task.subtasks.map((subtask) {

return CheckboxListTile(

value: subtask.isCompleted,

onChanged: (value) async {

final updatedSubtasks = task.subtasks.map((s) {

if (s.id == subtask.id) {

return s.copyWith(isCompleted: value ?? false);

}

return s;

}).toList();

await ref.read(firestoreServiceProvider).updateTask(

task.id,

{'subtasks': updatedSubtasks.map((s) => s.toJson()).toList()},

);

},

title: Text(

subtask.title,

style: subtask.isCompleted

? const TextStyle(decoration: TextDecoration.lineThrough)

: null,

),

);

}),

],

),

),

),

],

const SizedBox(height: 16),

Card(

child: Padding(

padding: const EdgeInsets.all(16),

child: Column(

crossAxisAlignment: CrossAxisAlignment.start,

children: [

Text(

'Activity',

style: Theme.of(context).textTheme.titleMedium,

),

const SizedBox(height: 8),

Text(

'Created on ${dateFormat.format(task.createdAt)}',

style: Theme.of(context).textTheme.bodySmall,

),

Text(

'Last updated ${dateFormat.format(task.updatedAt)}',

style: Theme.of(context).textTheme.bodySmall,

),

if (task.completedAt != null)

Text(

'Completed on ${dateFormat.format(task.completedAt!)}',

style: Theme.of(context).textTheme.bodySmall,

),

],

),

),

),

],

),

),

);

}

Color \_getPriorityColor(TaskPriority priority) {

switch (priority) {

case TaskPriority.high:

return Colors.red;

case TaskPriority.medium:

return Colors.orange;

case TaskPriority.low:

return Colors.blue;

}

}

String \_getPriorityText(TaskPriority priority) {

switch (priority) {

case TaskPriority.high:

return 'High Priority';

case TaskPriority.medium:

return 'Medium Priority';

case TaskPriority.low:

return 'Low Priority';

}

}

String \_getRecurrenceText(RecurrenceType type) {

switch (type) {

case RecurrenceType.daily:

return 'Every day';

case RecurrenceType.weekly:

return 'Every week';

case RecurrenceType.monthly:

return 'Every month';

case RecurrenceType.yearly:

return 'Every year';

default:

return 'Does not repeat';

}

}

} // lib/presentation/widgets/task\_item.dart

import 'package:flutter/material.dart';

import 'package:flutter\_slidable/flutter\_slidable.dart';

import 'package:intl/intl.dart';

import '../../data/models/task\_model.dart';

class TaskItem extends StatelessWidget {

final TaskModel task;

final VoidCallback onTap;

final VoidCallback onComplete;

final VoidCallback onEdit;

final VoidCallback onDelete;

const TaskItem({

super.key,

required this.task,

required this.onTap,

required this.onComplete,

required this.onEdit,

required this.onDelete,

});

@override

Widget build(BuildContext context) {

final dateFormat = DateFormat('MMM d');

final isOverdue = task.dueDate != null &&

task.dueDate!.isBefore(DateTime.now()) &&

!task.isCompleted;

return Slidable(

endActionPane: ActionPane(

motion: const DrawerMotion(),

children: [

SlidableAction(

onPressed: (\_) => onEdit(),

backgroundColor: Colors.blue,

foregroundColor: Colors.white,

icon: Icons.edit,

label: 'Edit',

),

SlidableAction(

onPressed: (\_) => onDelete(),

backgroundColor: Colors.red,

foregroundColor: Colors.white,

icon: Icons.delete,

label: 'Delete',

),

],

),

child: Card(

child: InkWell(

onTap: onTap,

borderRadius: BorderRadius.circular(12),

child: Padding(

padding: const EdgeInsets.all(12),

child: Row(

children: [

Checkbox(

value: task.isCompleted,

onChanged: (\_) => onComplete(),

shape: const CircleBorder(),

),

Expanded(

child: Column(

crossAxisAlignment: CrossAxisAlignment.start,

children: [

Row(

children: [

Expanded(

child: Text(

task.title,

style: task.isCompleted

? Theme.of(context).textTheme.bodyLarge?.copyWith(

decoration: TextDecoration.lineThrough,

color: Theme.of(context).colorScheme.onSurfaceVariant,

)

: Theme.of(context).textTheme.bodyLarge,

),

),

if (task.priority != TaskPriority.medium)

Icon(

Icons.flag,

size: 16,

color: \_getPriorityColor(task.priority),

),

if (task.recurrenceType != RecurrenceType.none)

Padding(

padding: const EdgeInsets.only(left: 4),

child: Icon(

Icons.repeat,

size: 16,

color: Theme.of(context).colorScheme.onSurfaceVariant,

),

),

],

),

if (task.description != null && task.description!.isNotEmpty)

Padding(

padding: const EdgeInsets.only(top: 4),

child: Text(

task.description!,

maxLines: 2,

overflow: TextOverflow.ellipsis,

style: Theme.of(context).textTheme.bodySmall?.copyWith(

color: Theme.of(context).colorScheme.onSurfaceVariant,

),

),

),

if (task.dueDate != null || task.subtasks.isNotEmpty)

Padding(

padding: const EdgeInsets.only(top: 4),

child: Row(

children: [

if (task.dueDate != null) ...[

Icon(

Icons.calendar\_today,

size: 14,

color: isOverdue

? Theme.of(context).colorScheme.error

: Theme.of(context).colorScheme.onSurfaceVariant,

),

const SizedBox(width: 4),

Text(

dateFormat.format(task.dueDate!),

style: Theme.of(context).textTheme.bodySmall?.copyWith(

color: isOverdue

? Theme.of(context).colorScheme.error

: Theme.of(context).colorScheme.onSurfaceVariant,

),

),

],

if (task.subtasks.isNotEmpty) ...[

if (task.dueDate != null) const SizedBox(width: 12),

Icon(

Icons.checklist,

size: 14,

color: Theme.of(context).colorScheme.onSurfaceVariant,

),

const SizedBox(width: 4),

Text(

'${task.subtasks.where((s) => s.isCompleted).length}/${task.subtasks.length}',

style: Theme.of(context).textTheme.bodySmall?.copyWith(

color: Theme.of(context).colorScheme.onSurfaceVariant,

),

),

],

],

),

),

],

),

),

],

),

),

),

),

);

}

Color \_getPriorityColor(TaskPriority priority) {

switch (priority) {

case TaskPriority.high:

return Colors.red;

case TaskPriority.medium:

return Colors.orange;

case TaskPriority.low:

return Colors.blue;

}

}

}

// lib/presentation/widgets/task\_list\_card.dart

import 'package:flutter/material.dart';

import 'package:flutter\_slidable/flutter\_slidable.dart';

import '../../data/models/task\_list\_model.dart';

class TaskListCard extends StatelessWidget {

final TaskListModel list;

final VoidCallback onTap;

final VoidCallback onEdit;

final VoidCallback onDelete;

const TaskListCard({

super.key,

required this.list,

required this.onTap,

required this.onEdit,

required this.onDelete,

});

@override

Widget build(BuildContext context) {

final progress = list.taskCount > 0

? list.completedTaskCount / list.taskCount

: 0.0;

return Slidable(

endActionPane: ActionPane(

motion: const DrawerMotion(),

children: [

SlidableAction(

onPressed: (\_) => onEdit(),

backgroundColor: Colors.blue,

foregroundColor: Colors.white,

icon: Icons.edit,

label: 'Edit',

),

if (!list.isDefault)

SlidableAction(

onPressed: (\_) => onDelete(),

backgroundColor: Colors.red,

foregroundColor: Colors.white,

icon: Icons.delete,

label: 'Delete',

),

],

),

child: Card(

child: InkWell(

onTap: onTap,

borderRadius: BorderRadius.circular(12),

child: Padding(

padding: const EdgeInsets.all(16),

child: Row(

children: [

Container(

width: 48,

height: 48,

decoration: BoxDecoration(

color: list.color != null

? Color(int.parse(list.color!.replaceFirst('#', '0xff')))

.withOpacity(0.2)

: Theme.of(context).colorScheme.primaryContainer,

shape: BoxShape.circle,

),

child: Icon(

list.isDefault ? Icons.home : Icons.list,

color: list.color != null

? Color(int.parse(list.color!.replaceFirst('#', '0xff')))

: Theme.of(context).colorScheme.primary,

),

),

const SizedBox(width: 16),

Expanded(

child: Column(

crossAxisAlignment: CrossAxisAlignment.start,

children: [

Text(

list.name,

style: Theme.of(context).textTheme.titleMedium,

),

const SizedBox(height: 4),

Text(

'${list.taskCount} tasks · ${list.completedTaskCount} completed',

style: Theme.of(context).textTheme.bodySmall?.copyWith(

color: Theme.of(context).colorScheme.onSurfaceVariant,

),

),

if (list.taskCount > 0) ...[

const SizedBox(height: 8),

LinearProgressIndicator(

value: progress,

backgroundColor: Theme.of(context).colorScheme.surfaceVariant,

),

],

],

),

),

Icon(

Icons.chevron\_right,

color: Theme.of(context).colorScheme.onSurfaceVariant,

),

],

),

),

),

),

);

}

}

// lib/presentation/widgets/create\_list\_dialog.dart

import 'package:flutter/material.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:uuid/uuid.dart';

import '../../data/models/task\_list\_model.dart';

import '../providers/task\_providers.dart';

import '../providers/auth\_provider.dart';

class CreateListDialog extends ConsumerStatefulWidget {

final TaskListModel? list;

const CreateListDialog({super.key, this.list});

@override

ConsumerState<CreateListDialog> createState() => \_CreateListDialogState();

}

class \_CreateListDialogState extends ConsumerState<CreateListDialog> {

late TextEditingController \_nameController;

Color? \_selectedColor;

final \_formKey = GlobalKey<FormState>();

bool \_isLoading = false;

final List<Color> \_colors = [

Colors.blue,

Colors.red,

Colors.green,

Colors.orange,

Colors.purple,

Colors.pink,

Colors.teal,

Colors.amber,

];

@override

void initState() {

super.initState();

\_nameController = TextEditingController(text: widget.list?.name ?? '');

if (widget.list?.color != null) {

\_selectedColor = Color(int.parse(widget.list!.color!.replaceFirst('#', '0xff')));

}

}

@override

void dispose() {

\_nameController.dispose();

super.dispose();

}

Future<void> \_save() async {

if (!\_formKey.currentState!.validate()) return;

setState(() => \_isLoading = true);

try {

final user = ref.read(authStateProvider).value;

if (user == null) return;

final firestoreService = ref.read(firestoreServiceProvider);

if (widget.list == null) {

// Create new list

final lists = ref.read(taskListsProvider).value ?? [];

final newList = TaskListModel(

id: const Uuid().v4(),

userId: user.uid,

name: \_nameController.text.trim(),

color: \_selectedColor != null

? '#${\_selectedColor!.value.toRadixString(16).substring(2)}'

: null,

sortOrder: lists.length,

createdAt: DateTime.now(),

updatedAt: DateTime.now(),

);

await firestoreService.createList(newList);

} else {

// Update existing list

await firestoreService.updateList(widget.list!.id, {

'name': \_nameController.text.trim(),

'color': \_selectedColor != null

? '#${\_selectedColor!.value.toRadixString(16).substring(2)}'

: null,

});

}

if (mounted) {

Navigator.pop(context);

}

} catch (e) {

if (mounted) {

ScaffoldMessenger.of(context).showSnackBar(

SnackBar(content: Text('Error: $e')),

);

}

} finally {

if (mounted) {

setState(() => \_isLoading = false);

}

}

}

@override

Widget build(BuildContext context) {

return AlertDialog(

title: Text(widget.list == null ? 'Create List' : 'Edit List'),

content: Form(

key: \_formKey,

child: Column(

mainAxisSize: MainAxisSize.min,

children: [

TextFormField(

controller: \_nameController,

autofocus: true,

decoration: const InputDecoration(

labelText: 'List Name',

hintText: 'Enter list name',

),

validator: (value) {

if (value == null || value.trim().isEmpty) {

return 'Please enter a list name';

}

return null;

},

),

const SizedBox(height: 24),

Column(

crossAxisAlignment: CrossAxisAlignment.start,

children: [

Text(

'Color',

style: Theme.of(context).textTheme.labelLarge,

),

const SizedBox(height: 8),

Wrap(

spacing: 8,

runSpacing: 8,

children: \_colors.map((color) {

final isSelected = \_selectedColor == color;

return InkWell(

onTap: () {

setState(() {

\_selectedColor = isSelected ? null : color;

});

},

borderRadius: BorderRadius.circular(20),

child: Container(

width: 40,

height: 40,

decoration: BoxDecoration(

color: color,

shape: BoxShape.circle,

border: isSelected

? Border.all(

color: Theme.of(context).colorScheme.primary,

width: 3,

)

: null,

),

child: isSelected

? Icon(

Icons.check,

color: color.computeLuminance() > 0.5

? Colors.black

: Colors.white,

)

: null,

),

);

}).toList(),

),

],

),

],

),

),

actions: [

TextButton(

onPressed: \_isLoading ? null : () => Navigator.pop(context),

child: const Text('Cancel'),

),

FilledButton(

onPressed: \_isLoading ? null : \_save,

child: \_isLoading

? const SizedBox(

width: 20,

height: 20,

child: CircularProgressIndicator(strokeWidth: 2),

)

: Text(widget.list == null ? 'Create' : 'Update'),

),

],

);

}

}

// lib/presentation/widgets/create\_task\_dialog.dart

import 'package:flutter/material.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:intl/intl.dart';

import 'package:uuid/uuid.dart';

import '../../data/models/task\_model.dart';

import '../providers/task\_providers.dart';

import '../providers/auth\_provider.dart';

import '../providers/notification\_provider.dart';

class CreateTaskDialog extends ConsumerStatefulWidget {

final TaskModel? task;

const CreateTaskDialog({super.key, this.task});

@override

ConsumerState<CreateTaskDialog> createState() => \_CreateTaskDialogState();

}

class \_CreateTaskDialogState extends ConsumerState<CreateTaskDialog> {

late TextEditingController \_titleController;

late TextEditingController \_descriptionController;

DateTime? \_dueDate;

TimeOfDay? \_dueTime;

DateTime? \_reminderDate;

TimeOfDay? \_reminderTime;

TaskPriority \_priority = TaskPriority.medium;

RecurrenceType \_recurrenceType = RecurrenceType.none;

List<Subtask> \_subtasks = [];

final \_formKey = GlobalKey<FormState>();

bool \_isLoading = false;

@override

void initState() {

super.initState();

\_titleController = TextEditingController(text: widget.task?.title ?? '');

\_descriptionController = TextEditingController(text: widget.task?.description ?? '');

if (widget.task != null) {

\_dueDate = widget.task!.dueDate;

if (\_dueDate != null) {

\_dueTime = TimeOfDay.fromDateTime(\_dueDate!);

}

\_reminderDate = widget.task!.reminderDate;

if (\_reminderDate != null) {

\_reminderTime = TimeOfDay.fromDateTime(\_reminderDate!);

}

\_priority = widget.task!.priority;

\_recurrenceType = widget.task!.recurrenceType;

\_subtasks = List.from(widget.task!.subtasks);

}

}

@override

void dispose() {

\_titleController.dispose();

\_descriptionController.dispose();

super.dispose();

}

Future<void> \_save() async {

if (!\_formKey.currentState!.validate()) return;

setState(() => \_isLoading = true);

try {

final user = ref.read(authStateProvider).value;

if (user == null) return;

final currentList = ref.read(currentListProvider);

if (currentList == null) return;

final firestoreService = ref.read(firestoreServiceProvider);

// Combine date and time

DateTime? finalDueDate;

if (\_dueDate != null) {

finalDueDate = DateTime(

\_dueDate!.year,

\_dueDate!.month,

\_dueDate!.day,

\_dueTime?.hour ?? 0,

\_dueTime?.minute ?? 0,

);

}

DateTime? finalReminderDate;

if (\_reminderDate != null) {

finalReminderDate = DateTime(

\_reminderDate!.year,

\_reminderDate!.month,

\_reminderDate!.day,

\_reminderTime?.hour ?? 9,

\_reminderTime?.minute ?? 0,

);

}

if (widget.task == null) {

// Create new task

final tasks = ref.read(tasksProvider).value ?? [];

final newTask = TaskModel(

id: const Uuid().v4(),

listId: currentList.id,

userId: user.uid,

title: \_titleController.text.trim(),

description: \_descriptionController.text.trim().isEmpty

? null

: \_descriptionController.text.trim(),

dueDate: finalDueDate,

reminderDate: finalReminderDate,

priority: \_priority,

recurrenceType: \_recurrenceType,

subtasks: \_subtasks,

sortOrder: tasks.length,

createdAt: DateTime.now(),

updatedAt: DateTime.now(),

);

final taskId = await firestoreService.createTask(newTask);

// Schedule notification if reminder is set

if (finalReminderDate != null) {

final taskWithId = newTask.copyWith(id: taskId);

await ref.read(scheduleTaskNotificationProvider(taskWithId).future);

}

} else {

// Update existing task

final updates = {

'title': \_titleController.text.trim(),

'description': \_descriptionController.text.trim().isEmpty

? null

: \_descriptionController.text.trim(),

'dueDate': finalDueDate?.toIso8601String(),

'reminderDate': finalReminderDate?.toIso8601String(),

'priority': \_priority.toString().split('.').last,

'recurrenceType': \_recurrenceType.toString().split('.').last,

'subtasks': \_subtasks.map((s) => s.toJson()).toList(),

};

await firestoreService.updateTask(widget.task!.id, updates);

// Update notification

final notificationService = ref.read(notificationServiceProvider);

await notificationService.cancelTaskReminder(widget.task!.id);

if (finalReminderDate != null) {

final updatedTask = widget.task!.copyWith(

reminderDate: finalReminderDate,

);

await ref.read(scheduleTaskNotificationProvider(updatedTask).future);

}

}

if (mounted) {

Navigator.pop(context);

}

} catch (e) {

if (mounted) {

ScaffoldMessenger.of(context).showSnackBar(

SnackBar(content: Text('Error: $e')),

);

}

} finally {

if (mounted) {

setState(() => \_isLoading = false);

}

}

}

Future<void> \_selectDueDate() async {

final date = await showDatePicker(

context: context,

initialDate: \_dueDate ?? DateTime.now(),

firstDate: DateTime.now(),

lastDate: DateTime.now().add(const Duration(days: 365 \* 5)),

);

if (date != null) {

setState(() {

\_dueDate = date;

});

}

}

Future<void> \_selectDueTime() async {

final time = await showTimePicker(

context: context,

initialTime: \_dueTime ?? TimeOfDay.now(),

);

if (time != null) {

setState(() {

\_dueTime = time;

});

}

}

Future<void> \_selectReminderDate() async {

final date = await showDatePicker(

context: context,

initialDate: \_reminderDate ?? DateTime.now(),

firstDate: DateTime.now(),

lastDate: DateTime.now().add(const Duration(days: 365 \* 5)),

);

if (date != null) {

setState(() {

\_reminderDate = date;

});

}

}

Future<void> \_selectReminderTime() async {

final time = await showTimePicker(

context: context,

initialTime: \_reminderTime ?? const TimeOfDay(hour: 9, minute: 0),

);

if (time != null) {

setState(() {

\_reminderTime = time;

});

}

}

void \_addSubtask() {

showDialog(

context: context,

builder: (context) {

final controller = TextEditingController();

return AlertDialog(

title: const Text('Add Subtask'),

content: TextField(

controller: controller,

autofocus: true,

decoration: const InputDecoration(

hintText: 'Enter subtask',

),

),

actions: [

TextButton(

onPressed: () => Navigator.pop(context),

child: const Text('Cancel'),

),

FilledButton(

onPressed: () {

if (controller.text.trim().isNotEmpty) {

setState(() {

\_subtasks.add(Subtask(

id: const Uuid().v4(),

title: controller.text.trim(),

));

});

Navigator.pop(context);

}

},

child: const Text('Add'),

),

],

);

},

);

}

@override

Widget build(BuildContext context) {

final dateFormat = DateFormat('MMM d, y');

final timeFormat = DateFormat('h:mm a');

return Dialog(

child: Container(

width: MediaQuery.of(context).size.width > 600 ? 600 : double.infinity,

child: Scaffold(

appBar: AppBar(

title: Text(widget.task == null ? 'Create Task' : 'Edit Task'),

leading: IconButton(

icon: const Icon(Icons.close),

onPressed: () => Navigator.pop(context),

),

actions: [

TextButton(

onPressed: \_isLoading ? null : \_save,

child: \_isLoading

? const SizedBox(

width: 20,

height: 20,

child: CircularProgressIndicator(strokeWidth: 2),

)

: const Text('Save'),

),

],

),

body: Form(

key: \_formKey,

child: ListView(

padding: const EdgeInsets.all(16),

children: [

TextFormField(

controller: \_titleController,

autofocus: true,

decoration: const InputDecoration(

labelText: 'Task Title',

hintText: 'Enter task title',

),

validator: (value) {

if (value == null || value.trim().isEmpty) {

return 'Please enter a task title';

}

return null;

},

),

const SizedBox(height: 16),

TextFormField(

controller: \_descriptionController,

maxLines: 3,

decoration: const InputDecoration(

labelText: 'Description (optional)',

hintText: 'Add notes or details',

),

),

const SizedBox(height: 24),

// Due Date

ListTile(

leading: const Icon(Icons.calendar\_today),

title: const Text('Due Date'),

subtitle: \_dueDate == null

? null

: Text(dateFormat.format(\_dueDate!)),

trailing: \_dueDate == null

? null

: IconButton(

icon: const Icon(Icons.clear),

onPressed: () => setState(() => \_dueDate = null),

),

onTap: \_selectDueDate,

),

if (\_dueDate != null)

ListTile(

leading: const Icon(Icons.access\_time),

title: const Text('Due Time'),

subtitle: \_dueTime == null

? null

: Text(timeFormat.format(

DateTime(2022, 1, 1, \_dueTime!.hour, \_dueTime!.minute),

)),

onTap: \_selectDueTime,

),

const Divider(),

// Reminder

ListTile(

leading: const Icon(Icons.notifications),

title: const Text('Reminder'),

subtitle: \_reminderDate == null

? null

: Text(dateFormat.format(\_reminderDate!)),

trailing: \_reminderDate == null

? null

: IconButton(

icon: const Icon(Icons.clear),

onPressed: () => setState(() => \_reminderDate = null),

),

onTap: \_selectReminderDate,

),

if (\_reminderDate != null)

ListTile(

leading: const Icon(Icons.access\_time),

title: const Text('Reminder Time'),

subtitle: \_reminderTime == null

? null

: Text(timeFormat.format(

DateTime(2022, 1, 1, \_reminderTime!.hour, \_reminderTime!.minute),

)),

onTap: \_selectReminderTime,

),

const Divider(),

// Priority

ListTile(

leading: Icon(

Icons.flag,

color: \_getPriorityColor(\_priority),

),

title: const Text('Priority'),

subtitle: Text(\_getPriorityText(\_priority)),

onTap: () {

showDialog(

context: context,

builder: (context) => SimpleDialog(

title: const Text('Select Priority'),

children: TaskPriority.values.map((priority) {

return SimpleDialogOption(

onPressed: () {

setState(() => \_priority = priority);

Navigator.pop(context);

},

child: Row(

children: [

Icon(

Icons.flag,

color: \_getPriorityColor(priority),

),

const SizedBox(width: 8),

Text(\_getPriorityText(priority)),

],

),

);

}).toList(),

),

);

},

),

// Recurrence

ListTile(

leading: const Icon(Icons.repeat),

title: const Text('Repeat'),

subtitle: Text(\_getRecurrenceText(\_recurrenceType)),

onTap: () {

showDialog(

context: context,

builder: (context) => SimpleDialog(

title: const Text('Select Recurrence'),

children: RecurrenceType.values.map((type) {

return SimpleDialogOption(

onPressed: () {

setState(() => \_recurrenceType = type);

Navigator.pop(context);

},

child: Text(\_getRecurrenceText(type)),

);

}).toList(),

),

);

},

),

const Divider(),

// Subtasks

ListTile(

leading: const Icon(Icons.checklist),

title: const Text('Subtasks'),

trailing: IconButton(

icon: const Icon(Icons.add),

onPressed: \_addSubtask,

),

),

...\_subtasks.map((subtask) {

final index = \_subtasks.indexOf(subtask);

return ListTile(

leading: Checkbox(

value: subtask.isCompleted,

onChanged: (value) {

setState(() {

\_subtasks[index] = subtask.copyWith(

isCompleted: value ?? false,

);

});

},

),

title: Text(

subtask.title,

style: subtask.isCompleted

? const TextStyle(decoration: TextDecoration.lineThrough)

: null,

),

trailing: IconButton(

icon: const Icon(Icons.delete),

onPressed: () {

setState(() {

\_subtasks.removeAt(index);

});

},

),

);

}),

],

),

),

),

),

);

}

Color \_getPriorityColor(TaskPriority priority) {

switch (priority) {

case TaskPriority.high:

return Colors.red;

case TaskPriority.medium:

return Colors.orange;

case TaskPriority.low:

return Colors.blue;

}

}

String \_getPriorityText(TaskPriority priority) {

switch (priority) {

case TaskPriority.high:

return 'High';

case TaskPriority.medium:

return 'Medium';

case TaskPriority.low:

return 'Low';

}

}

String \_getRecurrenceText(RecurrenceType type) {

switch (type) {

case RecurrenceType.none:

return 'Does not repeat';

case RecurrenceType.daily:

return 'Daily';

case RecurrenceType.weekly:

return 'Weekly';

case RecurrenceType.monthly:

return 'Monthly';

case RecurrenceType.yearly:

return 'Yearly';

}

}

} // lib/presentation/screens/home/home\_screen.dart

import 'package:flutter/material.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:go\_router/go\_router.dart';

import 'package:flutter\_slidable/flutter\_slidable.dart';

import '../../providers/auth\_provider.dart';

import '../../providers/task\_providers.dart';

import '../../providers/theme\_provider.dart';

import '../../widgets/task\_list\_card.dart';

import '../../widgets/create\_list\_dialog.dart';

import '../task/task\_list\_screen.dart';

import '../../providers/statistics\_provider.dart';

class HomeScreen extends ConsumerStatefulWidget {

const HomeScreen({super.key});

@override

ConsumerState<HomeScreen> createState() => \_HomeScreenState();

}

class \_HomeScreenState extends ConsumerState<HomeScreen> {

int \_selectedIndex = 0;

@override

Widget build(BuildContext context) {

final isDesktop = MediaQuery.of(context).size.width > 800;

if (isDesktop) {

return \_buildDesktopLayout();

} else {

return \_buildMobileLayout();

}

}

Widget \_buildDesktopLayout() {

return Scaffold(

body: Row(

children: [

// Sidebar

Container(

width: 300,

decoration: BoxDecoration(

border: Border(

right: BorderSide(

color: Theme.of(context).dividerColor,

),

),

),

child: Column(

children: [

\_buildAppBar(),

Expanded(

child: \_buildTaskLists(),

),

],

),

),

// Main content

Expanded(

child: \_selectedIndex == 0

? const TaskListScreen()

: \_buildStatsScreen(),

),

],

),

);

}

Widget \_buildMobileLayout() {

return Scaffold(

appBar: AppBar(

title: const Text('My Lists'),

actions: [

IconButton(

icon: const Icon(Icons.search),

onPressed: () {

// TODO: Implement search

},

),

IconButton(

icon: const Icon(Icons.calendar\_today),

onPressed: () => context.push('/calendar'),

),

PopupMenuButton<String>(

onSelected: (value) {

switch (value) {

case 'settings':

context.push('/settings');

break;

case 'signout':

ref.read(authServiceProvider).signOut();

break;

}

},

itemBuilder: (context) => [

const PopupMenuItem(

value: 'settings',

child: Text('Settings'),

),

const PopupMenuItem(

value: 'signout',

child: Text('Sign Out'),

),

],

),

],

),

body: \_selectedIndex == 0

? \_buildTaskLists()

: \_buildStatsScreen(),

bottomNavigationBar: NavigationBar(

selectedIndex: \_selectedIndex,

onDestinationSelected: (index) {

setState(() {

\_selectedIndex = index;

});

},

destinations: const [

NavigationDestination(

icon: Icon(Icons.list),

label: 'Lists',

),

NavigationDestination(

icon: Icon(Icons.insights),

label: 'Stats',

),

],

),

floatingActionButton: \_selectedIndex == 0

? FloatingActionButton(

onPressed: \_showCreateListDialog,

child: const Icon(Icons.add),

)

: null,

);

}

Widget \_buildAppBar() {

final user = ref.watch(currentUserProvider).value;

final isDark = ref.watch(themeModeProvider) == ThemeMode.dark;

return Container(

padding: const EdgeInsets.all(16),

child: Column(

crossAxisAlignment: CrossAxisAlignment.start,

children: [

Row(

children: [

CircleAvatar(

backgroundImage: user?.photoUrl != null

? NetworkImage(user!.photoUrl!)

: null,

child: user?.photoUrl == null

? Text(

user?.displayName?.substring(0, 1).toUpperCase() ??

user?.email.substring(0, 1).toUpperCase() ??

'U',

)

: null,

),

const SizedBox(width: 12),

Expanded(

child: Column(

crossAxisAlignment: CrossAxisAlignment.start,

children: [

Text(

user?.displayName ?? 'User',

style: Theme.of(context).textTheme.titleMedium,

),

Text(

user?.email ?? '',

style: Theme.of(context).textTheme.bodySmall,

),

],

),

),

IconButton(

icon: Icon(isDark ? Icons.light\_mode : Icons.dark\_mode),

onPressed: () {

ref.read(themeModeProvider.notifier).state =

isDark ? ThemeMode.light : ThemeMode.dark;

},

),

],

),

const SizedBox(height: 24),

FilledButton.tonal(

onPressed: \_showCreateListDialog,

child: const Row(

mainAxisAlignment: MainAxisAlignment.center,

children: [

Icon(Icons.add),

SizedBox(width: 8),

Text('New List'),

],

),

),

],

),

);

}

Widget \_buildTaskLists() {

final listsAsync = ref.watch(taskListsProvider);

return listsAsync.when(

data: (lists) {

if (lists.isEmpty) {

return Center(

child: Column(

mainAxisAlignment: MainAxisAlignment.center,

children: [

Icon(

Icons.list\_alt,

size: 64,

color: Theme.of(context).colorScheme.onSurfaceVariant,

),

const SizedBox(height: 16),

Text(

'No lists yet',

style: Theme.of(context).textTheme.titleLarge,

),

const SizedBox(height: 8),

Text(

'Create your first list to get started',

style: Theme.of(context).textTheme.bodyMedium?.copyWith(

color: Theme.of(context).colorScheme.onSurfaceVariant,

),

),

],

),

);

}

return ListView.builder(

padding: const EdgeInsets.all(16),

itemCount: lists.length,

itemBuilder: (context, index) {

final list = lists[index];

return Padding(

padding: const EdgeInsets.only(bottom: 8),

child: TaskListCard(

list: list,

onTap: () {

ref.read(selectedListIdProvider.notifier).state = list.id;

if (MediaQuery.of(context).size.width <= 800) {

Navigator.push(

context,

MaterialPageRoute(

builder: (\_) => const TaskListScreen(),

),

);

}

},

onEdit: () => \_showEditListDialog(list),

onDelete: () => \_deleteList(list),

),

);

},

);

},

loading: () => const Center(child: CircularProgressIndicator()),

error: (error, \_) => Center(

child: Text('Error: $error'),

),

);

}

Widget \_buildStatsScreen() {

final stats = ref.watch(taskStatisticsProvider);

return Padding(

padding: const EdgeInsets.all(24),

child: Column(

crossAxisAlignment: CrossAxisAlignment.start,

children: [

Text(

'Statistics',

style: Theme.of(context).textTheme.headlineMedium,

),

const SizedBox(height: 24),

Row(

children: [

Expanded(

child: \_StatCard(

title: 'Total Tasks',

value: stats.totalTasks.toString(),

icon: Icons.task,

color: Colors.blue,

),

),

const SizedBox(width: 16),

Expanded(

child: \_StatCard(

title: 'Completed',

value: stats.completedTasks.toString(),

icon: Icons.check\_circle,

color: Colors.green,

),

),

],

),

const SizedBox(height: 16),

Row(

children: [

Expanded(

child: \_StatCard(

title: 'Pending',

value: stats.pendingTasks.toString(),

icon: Icons.pending,

color: Colors.orange,

),

),

const SizedBox(width: 16),

Expanded(

child: \_StatCard(

title: 'Overdue',

value: stats.overdueTasks.toString(),

icon: Icons.warning,

color: Colors.red,

),

),

],

),

const SizedBox(height: 24),

Card(

child: Padding(

padding: const EdgeInsets.all(16),

child: Column(

crossAxisAlignment: CrossAxisAlignment.start,

children: [

Text(

'Completion Rate',

style: Theme.of(context).textTheme.titleMedium,

),

const SizedBox(height: 16),

LinearProgressIndicator(

value: stats.completionRate,

minHeight: 8,

),

const SizedBox(height: 8),

Text(

'${(stats.completionRate \* 100).toStringAsFixed(1)}%',

style: Theme.of(context).textTheme.bodyMedium,

),

],

),

),

),

],

),

);

}

void \_showCreateListDialog() {

showDialog(

context: context,

builder: (context) => const CreateListDialog(),

);

}

void \_showEditListDialog(list) {

showDialog(

context: context,

builder: (context) => CreateListDialog(list: list),

);

}

void \_deleteList(list) {

showDialog(

context: context,

builder: (context) => AlertDialog(

title: const Text('Delete List?'),

content: Text(

'Are you sure you want to delete "${list.name}"? This will also delete all tasks in this list.',

),

actions: [

TextButton(

onPressed: () => Navigator.pop(context),

child: const Text('Cancel'),

),

FilledButton(

onPressed: () async {

Navigator.pop(context);

await ref.read(firestoreServiceProvider).deleteList(list.id);

},

child: const Text('Delete'),

),

],

),

);

}

}

class \_StatCard extends StatelessWidget {

final String title;

final String value;

final IconData icon;

final Color color;

const \_StatCard({

required this.title,

required this.value,

required this.icon,

required this.color,

});

@override

Widget build(BuildContext context) {

return Card(

child: Padding(

padding: const EdgeInsets.all(16),

child: Column(

crossAxisAlignment: CrossAxisAlignment.start,

children: [

Row(

children: [

Icon(icon, color: color),

const SizedBox(width: 8),

Text(

title,

style: Theme.of(context).textTheme.titleMedium,

),

],

),

const SizedBox(height: 8),

Text(

value,

style: Theme.of(context).textTheme.headlineMedium,

),

],

),

),

);

}

}

// lib/presentation/screens/task/task\_list\_screen.dart

import 'package:flutter/material.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:flutter\_slidable/flutter\_slidable.dart';

import 'package:intl/intl.dart';

import '../../providers/task\_providers.dart';

import '../../widgets/task\_item.dart';

import '../../widgets/create\_task\_dialog.dart';

import '../../../data/models/task\_model.dart';

class TaskListScreen extends ConsumerStatefulWidget {

const TaskListScreen({super.key});

@override

ConsumerState<TaskListScreen> createState() => \_TaskListScreenState();

}

class \_TaskListScreenState extends ConsumerState<TaskListScreen> {

@override

Widget build(BuildContext context) {

final currentList = ref.watch(currentListProvider);

final sortedTasks = ref.watch(sortedTasksProvider);

final showCompleted = ref.watch(showCompletedTasksProvider);

final sortOption = ref.watch(taskSortOptionProvider);

if (currentList == null) {

return const Scaffold(

body: Center(

child: Text('Select a list to view tasks'),

),

);

}

return Scaffold(

appBar: AppBar(

title: Text(currentList.name),

actions: [

PopupMenuButton<TaskSortOption>(

icon: const Icon(Icons.sort),

onSelected: (option) {

ref.read(taskSortOptionProvider.notifier).state = option;

},

itemBuilder: (context) => [

PopupMenuItem(

value: TaskSortOption.manual,

child: Row(

children: [

Icon(

Icons.drag\_handle,

color: sortOption == TaskSortOption.manual

? Theme.of(context).colorScheme.primary

: null,

),

const SizedBox(width: 8),

const Text('Manual'),

],

),

),

PopupMenuItem(

value: TaskSortOption.dueDate,

child: Row(

children: [

Icon(

Icons.calendar\_today,

color: sortOption == TaskSortOption.dueDate

? Theme.of(context).colorScheme.primary

: null,

),

const SizedBox(width: 8),

const Text('Due Date'),

],

),

),

PopupMenuItem(

value: TaskSortOption.priority,

child: Row(

children: [

Icon(

Icons.flag,

color: sortOption == TaskSortOption.priority

? Theme.of(context).colorScheme.primary

: null,

),

const SizedBox(width: 8),

const Text('Priority'),

],

),

),

PopupMenuItem(

value: TaskSortOption.alphabetical,

child: Row(

children: [

Icon(

Icons.sort\_by\_alpha,

color: sortOption == TaskSortOption.alphabetical

? Theme.of(context).colorScheme.primary

: null,

),

const SizedBox(width: 8),

const Text('Alphabetical'),

],

),

),

],

),

IconButton(

icon: Icon(

showCompleted ? Icons.visibility : Icons.visibility\_off,

),

onPressed: () {

ref.read(showCompletedTasksProvider.notifier).state = !showCompleted;

},

tooltip: showCompleted ? 'Hide completed' : 'Show completed',

),

],

),

body: sortedTasks.isEmpty

? Center(

child: Column(

mainAxisAlignment: MainAxisAlignment.center,

children: [

Icon(

Icons.task,

size: 64,

color: Theme.of(context).colorScheme.onSurfaceVariant,

),

const SizedBox(height: 16),

Text(

showCompleted ? 'No tasks yet' : 'No pending tasks',

style: Theme.of(context).textTheme.titleLarge,

),

const SizedBox(height: 8),

Text(

showCompleted

? 'Add your first task to get started'

: 'All tasks completed!',

style: Theme.of(context).textTheme.bodyMedium?.copyWith(

color: Theme.of(context).colorScheme.onSurfaceVariant,

),

),

],

),

)

: ListView.builder(

padding: const EdgeInsets.all(16),

itemCount: sortedTasks.length,

itemBuilder: (context, index) {

final task = sortedTasks[index];

return Padding(

padding: const EdgeInsets.only(bottom: 8),

child: TaskItem(

task: task,

onTap: () => \_showTaskDetails(task),

onComplete: () => \_toggleTaskCompletion(task),

onEdit: () => \_showEditTaskDialog(task),

onDelete: () => \_deleteTask(task),

),

);

},

),

floatingActionButton: FloatingActionButton(

onPressed: \_showCreateTaskDialog,

child: const Icon(Icons.add),

),

);

}

void \_showCreateTaskDialog() {

showDialog(

context: context,

builder: (context) => const CreateTaskDialog(),

);

}

void \_showEditTaskDialog(TaskModel task) {

showDialog(

context: context,

builder: (context) => CreateTaskDialog(task: task),

);

}

void \_showTaskDetails(TaskModel task) {

showModalBottomSheet(

context: context,

isScrollControlled: true,

builder: (context) => DraggableScrollableSheet(

initialChildSize: 0.6,

minChildSize: 0.4,

maxChildSize: 0.9,

expand: false,

builder: (context, scrollController) => TaskDetailsSheet(

task: task,

scrollController: scrollController,

),

),

);

}

Future<void> \_toggleTaskCompletion(TaskModel task) async {

final firestoreService = ref.read(firestoreServiceProvider);

await firestoreService.updateTask(task.id, {

'isCompleted': !task.isCompleted,

'completedAt': !task.isCompleted ? DateTime.now().toIso8601String() : null,

});

// Handle recurring tasks

if (task.recurrenceType != RecurrenceType.none && !task.isCompleted) {

final nextTask = task.createNextRecurrence();

if (nextTask != null) {

await firestoreService.createTask(nextTask);

}

}

}

void \_deleteTask(TaskModel task) {

showDialog(

context: context,

builder: (context) => AlertDialog(

title: const Text('Delete Task?'),

content: Text('Are you sure you want to delete "${task.title}"?'),

actions: [

TextButton(

onPressed: () => Navigator.pop(context),

child: const Text('Cancel'),

),

FilledButton(

onPressed: () async {

Navigator.pop(context);

await ref.read(firestoreServiceProvider).deleteTask(task.id);

},

child: const Text('Delete'),

),

],

),

);

}

}

class TaskDetailsSheet extends StatelessWidget {

final TaskModel task;

final ScrollController scrollController;

const TaskDetailsSheet({

super.key,

required this.task,

required this.scrollController,

});

@override

Widget build(BuildContext context) {

final dateFormat = DateFormat('MMM d, y');

final timeFormat = DateFormat('h:mm a');

return Container(

padding: const EdgeInsets.all(24),

child: ListView(

controller: scrollController,

children: [

Row(

children: [

Expanded(

child: Text(

task.title,

style: Theme.of(context).textTheme.headlineSmall,

),

),

IconButton(

icon: const Icon(Icons.close),

onPressed: () => Navigator.pop(context),

),

],

),

const SizedBox(height: 16),

if (task.description != null && task.description!.isNotEmpty) ...[

Text(

'Description',

style: Theme.of(context).textTheme.titleMedium,

),

const SizedBox(height: 8),

Text(task.description!),

const SizedBox(height: 16),

],

if (task.dueDate != null) ...[

ListTile(

leading: const Icon(Icons.calendar\_today),

title: const Text('Due Date'),

subtitle: Text(dateFormat.format(task.dueDate!)),

),

],

if (task.reminderDate != null) ...[

ListTile(

leading: const Icon(Icons.notifications),

title: const Text('Reminder'),

subtitle: Text(

'${dateFormat.format(task.reminderDate!)} at ${timeFormat.format(task.reminderDate!)}',

),

),

],

ListTile(

leading: Icon(

Icons.flag,

color: \_getPriorityColor(task.priority),

),

title: const Text('Priority'),

subtitle: Text(\_getPriorityText(task.priority)),

),

if (task.recurrenceType != RecurrenceType.none) ...[

ListTile(

leading: const Icon(Icons.repeat),

title: const Text('Repeats'),

subtitle: Text(\_getRecurrenceText(task.recurrenceType)),

),

],

if (task.subtasks.isNotEmpty) ...[

const SizedBox(height: 16),

Text(

'Subtasks',

style: Theme.of(context).textTheme.titleMedium,

),

const SizedBox(height: 8),

...task.subtasks.map(

(subtask) => CheckboxListTile(

value: subtask.isCompleted,

onChanged: null, // Read-only in details view

title: Text(

subtask.title,

style: subtask.isCompleted

? const TextStyle(decoration: TextDecoration.lineThrough)

: null,

),

),

),

],

],

),

);

}

Color \_getPriorityColor(TaskPriority priority) {

switch (priority) {

case TaskPriority.high:

return Colors.red;

case TaskPriority.medium:

return Colors.orange;

case TaskPriority.low:

return Colors.blue;

}

}

String \_getPriorityText(TaskPriority priority) {

switch (priority) {

case TaskPriority.high:

return 'High';

case TaskPriority.medium:

return 'Medium';

case TaskPriority.low:

return 'Low';

}

}

String \_getRecurrenceText(RecurrenceType type) {

switch (type) {

case RecurrenceType.daily:

return 'Daily';

case RecurrenceType.weekly:

return 'Weekly';

case RecurrenceType.monthly:

return 'Monthly';

case RecurrenceType.yearly:

return 'Yearly';

default:

return 'None';

}

}

} // lib/main.dart

import 'package:flutter/material.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:firebase\_core/firebase\_core.dart';

import 'package:hive\_flutter/hive\_flutter.dart';

import 'package:window\_manager/window\_manager.dart';

import 'dart:io';

import 'app/app.dart';

import 'data/services/notification\_service.dart';

import 'firebase\_options.dart';

void main() async {

WidgetsFlutterBinding.ensureInitialized();

// Initialize Firebase

await Firebase.initializeApp(

options: DefaultFirebaseOptions.currentPlatform,

);

// Initialize Hive for local storage

await Hive.initFlutter();

// Initialize notifications

await NotificationService().initialize();

// Configure Windows app

if (Platform.isWindows) {

await windowManager.ensureInitialized();

WindowOptions windowOptions = const WindowOptions(

size: Size(1200, 800),

minimumSize: Size(800, 600),

center: true,

backgroundColor: Colors.transparent,

skipTaskbar: false,

titleBarStyle: TitleBarStyle.normal,

title: 'Todo List',

);

windowManager.waitUntilReadyToShow(windowOptions, () async {

await windowManager.show();

await windowManager.focus();

});

}

runApp(

const ProviderScope(

child: TodoApp(),

),

);

}

// lib/app/app.dart

import 'package:flutter/material.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:go\_router/go\_router.dart';

import '../presentation/providers/theme\_provider.dart';

import '../presentation/providers/auth\_provider.dart';

import '../presentation/screens/auth/login\_screen.dart';

import '../presentation/screens/auth/signup\_screen.dart';

import '../presentation/screens/home/home\_screen.dart';

import '../presentation/screens/task/task\_detail\_screen.dart';

import '../presentation/screens/calendar/calendar\_screen.dart';

import '../presentation/screens/settings/settings\_screen.dart';

import '../presentation/screens/splash/splash\_screen.dart';

class TodoApp extends ConsumerWidget {

const TodoApp({super.key});

@override

Widget build(BuildContext context, WidgetRef ref) {

final themeMode = ref.watch(themeModeProvider);

final lightTheme = ref.watch(lightThemeProvider);

final darkTheme = ref.watch(darkThemeProvider);

return MaterialApp.router(

title: 'Todo List',

theme: lightTheme,

darkTheme: darkTheme,

themeMode: themeMode,

routerConfig: \_router(ref),

debugShowCheckedModeBanner: false,

);

}

GoRouter \_router(WidgetRef ref) {

return GoRouter(

initialLocation: '/',

redirect: (context, state) {

final authState = ref.read(authStateProvider);

final isAuthenticated = authState.value != null;

final isAuthRoute = state.matchedLocation == '/login' ||

state.matchedLocation == '/signup';

if (!isAuthenticated && !isAuthRoute) {

return '/login';

}

if (isAuthenticated && isAuthRoute) {

return '/home';

}

return null;

},

routes: [

GoRoute(

path: '/',

builder: (context, state) => const SplashScreen(),

),

GoRoute(

path: '/login',

builder: (context, state) => const LoginScreen(),

),

GoRoute(

path: '/signup',

builder: (context, state) => const SignupScreen(),

),

GoRoute(

path: '/home',

builder: (context, state) => const HomeScreen(),

),

GoRoute(

path: '/task/:taskId',

builder: (context, state) => TaskDetailScreen(

taskId: state.pathParameters['taskId']!,

),

),

GoRoute(

path: '/calendar',

builder: (context, state) => const CalendarScreen(),

),

GoRoute(

path: '/settings',

builder: (context, state) => const SettingsScreen(),

),

],

);

}

}

// lib/presentation/screens/splash/splash\_screen.dart

import 'package:flutter/material.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:go\_router/go\_router.dart';

import '../../providers/auth\_provider.dart';

class SplashScreen extends ConsumerStatefulWidget {

const SplashScreen({super.key});

@override

ConsumerState<SplashScreen> createState() => \_SplashScreenState();

}

class \_SplashScreenState extends ConsumerState<SplashScreen> {

@override

void initState() {

super.initState();

\_checkAuthState();

}

void \_checkAuthState() async {

await Future.delayed(const Duration(seconds: 2));

if (!mounted) return;

final authState = ref.read(authStateProvider);

authState.when(

data: (user) {

if (user != null) {

context.go('/home');

} else {

context.go('/login');

}

},

loading: () {},

error: (\_, \_\_) => context.go('/login'),

);

}

@override

Widget build(BuildContext context) {

return Scaffold(

body: Center(

child: Column(

mainAxisAlignment: MainAxisAlignment.center,

children: [

Icon(

Icons.check\_circle\_outline,

size: 80,

color: Theme.of(context).colorScheme.primary,

),

const SizedBox(height: 24),

Text(

'Todo List',

style: Theme.of(context).textTheme.headlineLarge?.copyWith(

fontWeight: FontWeight.bold,

color: Theme.of(context).colorScheme.primary,

),

),

const SizedBox(height: 24),

const CircularProgressIndicator(),

],

),

),

);

}

}

// lib/presentation/screens/auth/login\_screen.dart

import 'package:flutter/material.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:go\_router/go\_router.dart';

import '../../providers/auth\_provider.dart';

import '../../widgets/loading\_overlay.dart';

class LoginScreen extends ConsumerStatefulWidget {

const LoginScreen({super.key});

@override

ConsumerState<LoginScreen> createState() => \_LoginScreenState();

}

class \_LoginScreenState extends ConsumerState<LoginScreen> {

final \_formKey = GlobalKey<FormState>();

final \_emailController = TextEditingController();

final \_passwordController = TextEditingController();

bool \_obscurePassword = true;

@override

void dispose() {

\_emailController.dispose();

\_passwordController.dispose();

super.dispose();

}

Future<void> \_login() async {

if (!\_formKey.currentState!.validate()) return;

ref.read(authLoadingProvider.notifier).state = true;

ref.read(authErrorProvider.notifier).state = null;

try {

final authService = ref.read(authServiceProvider);

final user = await authService.signInWithEmailAndPassword(

email: \_emailController.text.trim(),

password: \_passwordController.text,

);

if (user != null && mounted) {

context.go('/home');

}

} catch (e) {

ref.read(authErrorProvider.notifier).state = e.toString();

} finally {

ref.read(authLoadingProvider.notifier).state = false;

}

}

Future<void> \_loginWithGoogle() async {

ref.read(authLoadingProvider.notifier).state = true;

ref.read(authErrorProvider.notifier).state = null;

try {

final authService = ref.read(authServiceProvider);

final user = await authService.signInWithGoogle();

if (user != null && mounted) {

context.go('/home');

}

} catch (e) {

ref.read(authErrorProvider.notifier).state = e.toString();

} finally {

ref.read(authLoadingProvider.notifier).state = false;

}

}

@override

Widget build(BuildContext context) {

final isLoading = ref.watch(authLoadingProvider);

final error = ref.watch(authErrorProvider);

return LoadingOverlay(

isLoading: isLoading,

child: Scaffold(

body: SafeArea(

child: Center(

child: SingleChildScrollView(

padding: const EdgeInsets.all(24),

child: ConstrainedBox(

constraints: const BoxConstraints(maxWidth: 400),

child: Form(

key: \_formKey,

child: Column(

mainAxisAlignment: MainAxisAlignment.center,

crossAxisAlignment: CrossAxisAlignment.stretch,

children: [

Icon(

Icons.check\_circle\_outline,

size: 64,

color: Theme.of(context).colorScheme.primary,

),

const SizedBox(height: 24),

Text(

'Welcome Back',

style: Theme.of(context).textTheme.headlineLarge?.copyWith(

fontWeight: FontWeight.bold,

),

textAlign: TextAlign.center,

),

const SizedBox(height: 8),

Text(

'Sign in to continue',

style: Theme.of(context).textTheme.bodyLarge?.copyWith(

color: Theme.of(context).colorScheme.onSurfaceVariant,

),

textAlign: TextAlign.center,

),

const SizedBox(height: 32),

if (error != null) ...[

Container(

padding: const EdgeInsets.all(12),

decoration: BoxDecoration(

color: Theme.of(context).colorScheme.errorContainer,

borderRadius: BorderRadius.circular(8),

),

child: Text(

error,

style: TextStyle(

color: Theme.of(context).colorScheme.onErrorContainer,

),

),

),

const SizedBox(height: 16),

],

TextFormField(

controller: \_emailController,

keyboardType: TextInputType.emailAddress,

textInputAction: TextInputAction.next,

decoration: const InputDecoration(

labelText: 'Email',

prefixIcon: Icon(Icons.email\_outlined),

),

validator: (value) {

if (value == null || value.isEmpty) {

return 'Please enter your email';

}

if (!value.contains('@')) {

return 'Please enter a valid email';

}

return null;

},

),

const SizedBox(height: 16),

TextFormField(

controller: \_passwordController,

obscureText: \_obscurePassword,

textInputAction: TextInputAction.done,

onFieldSubmitted: (\_) => \_login(),

decoration: InputDecoration(

labelText: 'Password',

prefixIcon: const Icon(Icons.lock\_outline),

suffixIcon: IconButton(

icon: Icon(

\_obscurePassword

? Icons.visibility\_outlined

: Icons.visibility\_off\_outlined,

),

onPressed: () {

setState(() {

\_obscurePassword = !\_obscurePassword;

});

},

),

),

validator: (value) {

if (value == null || value.isEmpty) {

return 'Please enter your password';

}

if (value.length < 6) {

return 'Password must be at least 6 characters';

}

return null;

},

),

const SizedBox(height: 8),

Align(

alignment: Alignment.centerRight,

child: TextButton(

onPressed: () {

// TODO: Implement forgot password

},

child: const Text('Forgot Password?'),

),

),

const SizedBox(height: 24),

FilledButton(

onPressed: \_login,

child: const Padding(

padding: EdgeInsets.all(12),

child: Text('Sign In'),

),

),

const SizedBox(height: 16),

OutlinedButton.icon(

onPressed: \_loginWithGoogle,

icon: Image.asset(

'assets/images/google\_logo.png',

height: 20,

width: 20,

),

label: const Padding(

padding: EdgeInsets.all(12),

child: Text('Sign in with Google'),

),

),

const SizedBox(height: 24),

Row(

mainAxisAlignment: MainAxisAlignment.center,

children: [

Text(

"Don't have an account? ",

style: Theme.of(context).textTheme.bodyMedium,

),

TextButton(

onPressed: () => context.go('/signup'),

child: const Text('Sign Up'),

),

],

),

],

),

),

),

),

),

),

),

);

}

}

// lib/presentation/widgets/loading\_overlay.dart

import 'package:flutter/material.dart';

class LoadingOverlay extends StatelessWidget {

final Widget child;

final bool isLoading;

const LoadingOverlay({

super.key,

required this.child,

required this.isLoading,

});

@override

Widget build(BuildContext context) {

return Stack(

children: [

child,

if (isLoading)

Container(

color: Colors.black.withOpacity(0.5),

child: const Center(

child: CircularProgressIndicator(),

),

),

],

);

}

} // lib/presentation/providers/auth\_provider.dart

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:firebase\_auth/firebase\_auth.dart';

import '../../data/services/firebase\_auth\_service.dart';

import '../../data/models/user\_model.dart';

// Firebase Auth Service Provider

final authServiceProvider = Provider<FirebaseAuthService>((ref) {

return FirebaseAuthService();

});

// Auth State Provider - streams authentication state changes

final authStateProvider = StreamProvider<User?>((ref) {

return ref.watch(authServiceProvider).authStateChanges;

});

// Current User Provider - provides the current user model

final currentUserProvider = FutureProvider<UserModel?>((ref) async {

final authState = ref.watch(authStateProvider);

return authState.when(

data: (user) async {

if (user == null) return null;

// Fetch user data from Firestore

final authService = ref.read(authServiceProvider);

return authService.\_getOrCreateUserDocument(user);

},

loading: () => null,

error: (\_, \_\_) => null,

);

});

// Auth Loading State - tracks authentication operations

final authLoadingProvider = StateProvider<bool>((ref) => false);

// Auth Error Provider - stores authentication errors

final authErrorProvider = StateProvider<String?>((ref) => null);

// lib/presentation/providers/task\_providers.dart

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import 'package:collection/collection.dart';

import '../../data/services/firestore\_service.dart';

import '../../data/models/task\_model.dart';

import '../../data/models/task\_list\_model.dart';

import 'auth\_provider.dart';

// Firestore Service Provider

final firestoreServiceProvider = Provider<FirestoreService>((ref) {

return FirestoreService();

});

// Task Lists Provider - streams all lists for the current user

final taskListsProvider = StreamProvider<List<TaskListModel>>((ref) {

final authState = ref.watch(authStateProvider);

return authState.when(

data: (user) {

if (user == null) return Stream.value([]);

return ref.watch(firestoreServiceProvider).getUserLists(user.uid);

},

loading: () => Stream.value([]),

error: (\_, \_\_) => Stream.value([]),

);

});

// Selected List Provider - tracks the currently selected list

final selectedListIdProvider = StateProvider<String?>((ref) => null);

// Current List Provider - provides the currently selected list

final currentListProvider = Provider<TaskListModel?>((ref) {

final lists = ref.watch(taskListsProvider).value ?? [];

final selectedId = ref.watch(selectedListIdProvider);

if (selectedId == null && lists.isNotEmpty) {

// Auto-select the default list or first list

final defaultList = lists.firstWhereOrNull((list) => list.isDefault) ??

lists.first;

Future.microtask(() =>

ref.read(selectedListIdProvider.notifier).state = defaultList.id

);

return defaultList;

}

return lists.firstWhereOrNull((list) => list.id == selectedId);

});

// Tasks Provider - streams tasks for the selected list

final tasksProvider = StreamProvider<List<TaskModel>>((ref) {

final selectedListId = ref.watch(selectedListIdProvider);

if (selectedListId == null) return Stream.value([]);

return ref.watch(firestoreServiceProvider).getListTasks(selectedListId);

});

// All Tasks Provider - streams all tasks for the user (for search/calendar)

final allTasksProvider = StreamProvider<List<TaskModel>>((ref) {

final authState = ref.watch(authStateProvider);

return authState.when(

data: (user) {

if (user == null) return Stream.value([]);

return ref.watch(firestoreServiceProvider).getUserTasks(user.uid);

},

loading: () => Stream.value([]),

error: (\_, \_\_) => Stream.value([]),

);

});

// Task Sort Provider - defines how tasks should be sorted

enum TaskSortOption { manual, dueDate, priority, alphabetical, createdDate }

final taskSortOptionProvider = StateProvider<TaskSortOption>((ref) {

return TaskSortOption.manual;

});

// Sorted Tasks Provider - provides sorted tasks based on selected option

final sortedTasksProvider = Provider<List<TaskModel>>((ref) {

final tasks = ref.watch(tasksProvider).value ?? [];

final sortOption = ref.watch(taskSortOptionProvider);

final showCompleted = ref.watch(showCompletedTasksProvider);

// Filter completed tasks if needed

var filteredTasks = showCompleted

? tasks

: tasks.where((task) => !task.isCompleted).toList();

// Sort tasks

switch (sortOption) {

case TaskSortOption.manual:

filteredTasks.sort((a, b) => a.sortOrder.compareTo(b.sortOrder));

break;

case TaskSortOption.dueDate:

filteredTasks.sort((a, b) {

if (a.dueDate == null && b.dueDate == null) return 0;

if (a.dueDate == null) return 1;

if (b.dueDate == null) return -1;

return a.dueDate!.compareTo(b.dueDate!);

});

break;

case TaskSortOption.priority:

filteredTasks.sort((a, b) {

final priorityOrder = {

TaskPriority.high: 0,

TaskPriority.medium: 1,

TaskPriority.low: 2,

};

return priorityOrder[a.priority]!.compareTo(priorityOrder[b.priority]!);

});

break;

case TaskSortOption.alphabetical:

filteredTasks.sort((a, b) =>

a.title.toLowerCase().compareTo(b.title.toLowerCase())

);

break;

case TaskSortOption.createdDate:

filteredTasks.sort((a, b) => b.createdAt.compareTo(a.createdAt));

break;

}

return filteredTasks;

});

// Show Completed Tasks Provider

final showCompletedTasksProvider = StateProvider<bool>((ref) => true);

// Search Query Provider

final searchQueryProvider = StateProvider<String>((ref) => '');

// Search Results Provider

final searchResultsProvider = FutureProvider<List<TaskModel>>((ref) async {

final query = ref.watch(searchQueryProvider);

if (query.isEmpty) return [];

final authState = ref.watch(authStateProvider).value;

if (authState == null) return [];

final firestoreService = ref.read(firestoreServiceProvider);

return firestoreService.searchTasks(authState.uid, query);

});

// Calendar Tasks Provider - groups tasks by date for calendar view

final calendarTasksProvider = Provider<Map<DateTime, List<TaskModel>>>((ref) {

final tasks = ref.watch(allTasksProvider).value ?? [];

final Map<DateTime, List<TaskModel>> tasksByDate = {};

for (final task in tasks) {

if (task.dueDate != null) {

final date = DateTime(

task.dueDate!.year,

task.dueDate!.month,

task.dueDate!.day,

);

tasksByDate.putIfAbsent(date, () => []).add(task);

}

}

return tasksByDate;

});

// lib/presentation/providers/theme\_provider.dart

import 'package:flutter/material.dart';

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import '../../data/models/user\_model.dart';

import 'auth\_provider.dart';

// Theme Mode Provider

final themeModeProvider = StateProvider<ThemeMode>((ref) {

final user = ref.watch(currentUserProvider).value;

if (user != null && user.preferences.darkMode) {

return ThemeMode.dark;

}

return ThemeMode.light;

});

// Theme Data Providers

final lightThemeProvider = Provider<ThemeData>((ref) {

return ThemeData(

useMaterial3: true,

colorScheme: ColorScheme.fromSeed(

seedColor: Colors.blue,

brightness: Brightness.light,

),

appBarTheme: const AppBarTheme(

centerTitle: false,

elevation: 0,

),

cardTheme: CardTheme(

elevation: 0,

shape: RoundedRectangleBorder(

borderRadius: BorderRadius.circular(12),

side: BorderSide(

color: Colors.grey.shade200,

width: 1,

),

),

),

inputDecorationTheme: InputDecorationTheme(

filled: true,

fillColor: Colors.grey.shade50,

border: OutlineInputBorder(

borderRadius: BorderRadius.circular(12),

borderSide: BorderSide.none,

),

enabledBorder: OutlineInputBorder(

borderRadius: BorderRadius.circular(12),

borderSide: BorderSide.none,

),

focusedBorder: OutlineInputBorder(

borderRadius: BorderRadius.circular(12),

borderSide: const BorderSide(color: Colors.blue, width: 2),

),

),

);

});

final darkThemeProvider = Provider<ThemeData>((ref) {

return ThemeData(

useMaterial3: true,

colorScheme: ColorScheme.fromSeed(

seedColor: Colors.blue,

brightness: Brightness.dark,

),

appBarTheme: const AppBarTheme(

centerTitle: false,

elevation: 0,

),

cardTheme: CardTheme(

elevation: 0,

shape: RoundedRectangleBorder(

borderRadius: BorderRadius.circular(12),

side: BorderSide(

color: Colors.grey.shade800,

width: 1,

),

),

),

inputDecorationTheme: InputDecorationTheme(

filled: true,

fillColor: Colors.grey.shade900,

border: OutlineInputBorder(

borderRadius: BorderRadius.circular(12),

borderSide: BorderSide.none,

),

enabledBorder: OutlineInputBorder(

borderRadius: BorderRadius.circular(12),

borderSide: BorderSide.none,

),

focusedBorder: OutlineInputBorder(

borderRadius: BorderRadius.circular(12),

borderSide: const BorderSide(color: Colors.blue, width: 2),

),

),

);

});

// lib/presentation/providers/notification\_provider.dart

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import '../../data/services/notification\_service.dart';

import '../../data/models/task\_model.dart';

// Notification Service Provider

final notificationServiceProvider = Provider<NotificationService>((ref) {

return NotificationService();

});

// Notification Enabled Provider

final notificationsEnabledProvider = StateProvider<bool>((ref) => true);

// Schedule Notification for Task

final scheduleTaskNotificationProvider = Provider.family<Future<void>, TaskModel>(

(ref, task) async {

final enabled = ref.read(notificationsEnabledProvider);

if (!enabled) return;

final service = ref.read(notificationServiceProvider);

await service.scheduleTaskReminder(task);

},

);

// lib/presentation/providers/statistics\_provider.dart

import 'package:flutter\_riverpod/flutter\_riverpod.dart';

import '../../data/models/task\_model.dart';

import 'task\_providers.dart';

// Task Statistics Provider

final taskStatisticsProvider = Provider<TaskStatistics>((ref) {

final allTasks = ref.watch(allTasksProvider).value ?? [];

final totalTasks = allTasks.length;

final completedTasks = allTasks.where((task) => task.isCompleted).length;

final pendingTasks = totalTasks - completedTasks;

final today = DateTime.now();

final todayStart = DateTime(today.year, today.month, today.day);

final todayEnd = todayStart.add(const Duration(days: 1));

final tasksToday = allTasks.where((task) {

return task.dueDate != null &&

task.dueDate!.isAfter(todayStart) &&

task.dueDate!.isBefore(todayEnd);

}).length;

final overdueTasks = allTasks.where((task) {

return !task.isCompleted &&

task.dueDate != null &&

task.dueDate!.isBefore(today);

}).length;

return TaskStatistics(

totalTasks: totalTasks,

completedTasks: completedTasks,

pendingTasks: pendingTasks,

tasksToday: tasksToday,

overdueTasks: overdueTasks,

completionRate: totalTasks > 0 ? completedTasks / totalTasks : 0,

);

});

class TaskStatistics {

final int totalTasks;

final int completedTasks;

final int pendingTasks;

final int tasksToday;

final int overdueTasks;

final double completionRate;

const TaskStatistics({

required this.totalTasks,

required this.completedTasks,

required this.pendingTasks,

required this.tasksToday,

required this.overdueTasks,

required this.completionRate,

});

} // lib/data/services/firebase\_auth\_service.dart

import 'package:firebase\_auth/firebase\_auth.dart';

import 'package:google\_sign\_in/google\_sign\_in.dart';

import 'package:cloud\_firestore/cloud\_firestore.dart';

import '../models/user\_model.dart';

class FirebaseAuthService {

final FirebaseAuth \_auth = FirebaseAuth.instance;

final GoogleSignIn \_googleSignIn = GoogleSignIn();

final FirebaseFirestore \_firestore = FirebaseFirestore.instance;

// Stream of authentication state changes

Stream<User?> get authStateChanges => \_auth.authStateChanges();

// Get current user

User? get currentUser => \_auth.currentUser;

// Sign in with email and password

Future<UserModel?> signInWithEmailAndPassword({

required String email,

required String password,

}) async {

try {

final credential = await \_auth.signInWithEmailAndPassword(

email: email,

password: password,

);

if (credential.user != null) {

return await \_getOrCreateUserDocument(credential.user!);

}

return null;

} on FirebaseAuthException catch (e) {

throw \_handleAuthException(e);

}

}

// Sign up with email and password

Future<UserModel?> signUpWithEmailAndPassword({

required String email,

required String password,

String? displayName,

}) async {

try {

final credential = await \_auth.createUserWithEmailAndPassword(

email: email,

password: password,

);

if (credential.user != null) {

// Update display name if provided

if (displayName != null) {

await credential.user!.updateDisplayName(displayName);

}

return await \_getOrCreateUserDocument(credential.user!);

}

return null;

} on FirebaseAuthException catch (e) {

throw \_handleAuthException(e);

}

}

// Sign in with Google

Future<UserModel?> signInWithGoogle() async {

try {

// Trigger the authentication flow

final GoogleSignInAccount? googleUser = await \_googleSignIn.signIn();

if (googleUser == null) {

// User cancelled the sign-in

return null;

}

// Obtain the auth details from the request

final GoogleSignInAuthentication googleAuth =

await googleUser.authentication;

// Create a new credential

final credential = GoogleAuthProvider.credential(

accessToken: googleAuth.accessToken,

idToken: googleAuth.idToken,

);

// Sign in to Firebase with the Google credential

final userCredential = await \_auth.signInWithCredential(credential);

if (userCredential.user != null) {

return await \_getOrCreateUserDocument(userCredential.user!);

}

return null;

} catch (e) {

throw Exception('Failed to sign in with Google: $e');

}

}

// Sign out

Future<void> signOut() async {

await Future.wait([

\_auth.signOut(),

\_googleSignIn.signOut(),

]);

}

// Reset password

Future<void> resetPassword(String email) async {

try {

await \_auth.sendPasswordResetEmail(email: email);

} on FirebaseAuthException catch (e) {

throw \_handleAuthException(e);

}

}

// Update user profile

Future<void> updateUserProfile({

String? displayName,

String? photoUrl,

}) async {

final user = \_auth.currentUser;

if (user == null) throw Exception('No user signed in');

try {

if (displayName != null) {

await user.updateDisplayName(displayName);

}

if (photoUrl != null) {

await user.updatePhotoURL(photoUrl);

}

// Update Firestore document

await \_firestore.collection('users').doc(user.uid).update({

if (displayName != null) 'displayName': displayName,

if (photoUrl != null) 'photoUrl': photoUrl,

'updatedAt': FieldValue.serverTimestamp(),

});

} catch (e) {

throw Exception('Failed to update profile: $e');

}

}

// Get or create user document in Firestore

Future<UserModel> \_getOrCreateUserDocument(User firebaseUser) async {

final docRef = \_firestore.collection('users').doc(firebaseUser.uid);

final doc = await docRef.get();

if (doc.exists) {

return UserModel.fromJson({

'id': doc.id,

...doc.data()!,

});

} else {

// Create new user document

final newUser = UserModel(

id: firebaseUser.uid,

email: firebaseUser.email!,

displayName: firebaseUser.displayName,

photoUrl: firebaseUser.photoURL,

createdAt: DateTime.now(),

updatedAt: DateTime.now(),

preferences: const UserPreferences(),

);

await docRef.set(newUser.toJson());

// Also create default task list

await \_createDefaultTaskList(firebaseUser.uid);

return newUser;

}

}

// Create default task list for new users

Future<void> \_createDefaultTaskList(String userId) async {

final defaultList = {

'userId': userId,

'name': 'My Tasks',

'color': '#2196F3',

'sortOrder': 0,

'isDefault': true,

'taskCount': 0,

'completedTaskCount': 0,

'createdAt': FieldValue.serverTimestamp(),

'updatedAt': FieldValue.serverTimestamp(),

};

await \_firestore.collection('lists').add(defaultList);

}

// Handle Firebase Auth exceptions

String \_handleAuthException(FirebaseAuthException e) {

switch (e.code) {

case 'user-not-found':

return 'No user found with this email address.';

case 'wrong-password':

return 'Invalid password.';

case 'email-already-in-use':

return 'An account already exists with this email.';

case 'invalid-email':

return 'Invalid email address.';

case 'weak-password':

return 'Password is too weak. Please use at least 6 characters.';

case 'user-disabled':

return 'This account has been disabled.';

case 'too-many-requests':

return 'Too many failed attempts. Please try again later.';

default:

return 'Authentication failed. Please try again.';

}

}

}

// lib/data/services/firestore\_service.dart

import 'package:cloud\_firestore/cloud\_firestore.dart';

import 'package:uuid/uuid.dart';

import '../models/task\_model.dart';

import '../models/task\_list\_model.dart';

class FirestoreService {

final FirebaseFirestore \_firestore = FirebaseFirestore.instance;

final \_uuid = const Uuid();

// Task Lists Operations

// Get all lists for a user

Stream<List<TaskListModel>> getUserLists(String userId) {

return \_firestore

.collection('lists')

.where('userId', isEqualTo: userId)

.orderBy('sortOrder')

.snapshots()

.map((snapshot) => snapshot.docs

.map((doc) => TaskListModel.fromJson({

'id': doc.id,

...doc.data(),

}))

.toList());

}

// Create a new list

Future<String> createList(TaskListModel list) async {

final docRef = await \_firestore.collection('lists').add({

...list.toJson(),

'id': null, // Remove id from the data

'createdAt': FieldValue.serverTimestamp(),

'updatedAt': FieldValue.serverTimestamp(),

});

return docRef.id;

}

// Update a list

Future<void> updateList(String listId, Map<String, dynamic> updates) async {

await \_firestore.collection('lists').doc(listId).update({

...updates,

'updatedAt': FieldValue.serverTimestamp(),

});

}

// Delete a list and all its tasks

Future<void> deleteList(String listId) async {

// Use batch to delete list and all tasks atomically

final batch = \_firestore.batch();

// Delete the list

batch.delete(\_firestore.collection('lists').doc(listId));

// Delete all tasks in the list

final tasksSnapshot = await \_firestore

.collection('tasks')

.where('listId', isEqualTo: listId)

.get();

for (final doc in tasksSnapshot.docs) {

batch.delete(doc.reference);

}

await batch.commit();

}

// Task Operations

// Get tasks for a list

Stream<List<TaskModel>> getListTasks(String listId) {

return \_firestore

.collection('tasks')

.where('listId', isEqualTo: listId)

.orderBy('sortOrder')

.snapshots()

.map((snapshot) => snapshot.docs

.map((doc) => TaskModel.fromJson({

'id': doc.id,

...doc.data(),

}))

.toList());

}

// Get all tasks for a user (for search and calendar view)

Stream<List<TaskModel>> getUserTasks(String userId) {

return \_firestore

.collection('tasks')

.where('userId', isEqualTo: userId)

.snapshots()

.map((snapshot) => snapshot.docs

.map((doc) => TaskModel.fromJson({

'id': doc.id,

...doc.data(),

}))

.toList());

}

// Create a new task

Future<String> createTask(TaskModel task) async {

// Start a batch operation

final batch = \_firestore.batch();

// Add the task

final taskRef = \_firestore.collection('tasks').doc();

batch.set(taskRef, {

...task.toJson(),

'id': taskRef.id,

'createdAt': FieldValue.serverTimestamp(),

'updatedAt': FieldValue.serverTimestamp(),

});

// Update list task count

final listRef = \_firestore.collection('lists').doc(task.listId);

batch.update(listRef, {

'taskCount': FieldValue.increment(1),

'updatedAt': FieldValue.serverTimestamp(),

});

await batch.commit();

return taskRef.id;

}

// Update a task

Future<void> updateTask(String taskId, Map<String, dynamic> updates) async {

final taskDoc = await \_firestore.collection('tasks').doc(taskId).get();

if (!taskDoc.exists) throw Exception('Task not found');

final oldTask = TaskModel.fromJson({

'id': taskDoc.id,

...taskDoc.data()!,

});

final batch = \_firestore.batch();

// Update the task

batch.update(taskDoc.reference, {

...updates,

'updatedAt': FieldValue.serverTimestamp(),

});

// Update list counts if completion status changed

if (updates.containsKey('isCompleted')) {

final listRef = \_firestore.collection('lists').doc(oldTask.listId);

final increment = updates['isCompleted'] ? 1 : -1;

batch.update(listRef, {

'completedTaskCount': FieldValue.increment(increment),

'updatedAt': FieldValue.serverTimestamp(),

});

}

await batch.commit();

}

// Delete a task

Future<void> deleteTask(String taskId) async {

final taskDoc = await \_firestore.collection('tasks').doc(taskId).get();

if (!taskDoc.exists) throw Exception('Task not found');

final task = TaskModel.fromJson({

'id': taskDoc.id,

...taskDoc.data()!,

});

final batch = \_firestore.batch();

// Delete the task

batch.delete(taskDoc.reference);

// Update list counts

final listRef = \_firestore.collection('lists').doc(task.listId);

batch.update(listRef, {

'taskCount': FieldValue.increment(-1),

if (task.isCompleted) 'completedTaskCount': FieldValue.increment(-1),

'updatedAt': FieldValue.serverTimestamp(),

});

await batch.commit();

}

// Batch operations for offline sync

Future<void> batchUpdateTasks(List<TaskModel> tasks) async {

if (tasks.isEmpty) return;

const batchSize = 500; // Firestore batch limit

for (var i = 0; i < tasks.length; i += batchSize) {

final batch = \_firestore.batch();

final end = (i + batchSize < tasks.length) ? i + batchSize : tasks.length;

for (var j = i; j < end; j++) {

final task = tasks[j];

final docRef = \_firestore.collection('tasks').doc(task.id);

batch.set(docRef, task.toJson(), SetOptions(merge: true));

}

await batch.commit();

}

}

// Search tasks

Future<List<TaskModel>> searchTasks(String userId, String query) async {

final lowercaseQuery = query.toLowerCase();

// Note: This is a client-side search. For production with large datasets,

// consider using a search service like Algolia or Elasticsearch

final snapshot = await \_firestore

.collection('tasks')

.where('userId', isEqualTo: userId)

.get();

return snapshot.docs

.map((doc) => TaskModel.fromJson({

'id': doc.id,

...doc.data(),

}))

.where((task) =>

task.title.toLowerCase().contains(lowercaseQuery) ||

(task.description?.toLowerCase().contains(lowercaseQuery) ?? false))

.toList();

}

// Get tasks with reminders for notification scheduling

Future<List<TaskModel>> getTasksWithReminders(String userId) async {

final now = DateTime.now();

final snapshot = await \_firestore

.collection('tasks')

.where('userId', isEqualTo: userId)

.where('reminderDate', isGreaterThan: Timestamp.fromDate(now))

.where('isCompleted', isEqualTo: false)

.get();

return snapshot.docs

.map((doc) => TaskModel.fromJson({

'id': doc.id,

...doc.data(),

}))

.toList();

}

}

// lib/data/services/notification\_service.dart

import 'package:flutter\_local\_notifications/flutter\_local\_notifications.dart';

import 'package:timezone/timezone.dart' as tz;

import 'package:timezone/data/latest.dart' as tz;

import 'package:firebase\_messaging/firebase\_messaging.dart';

import '../models/task\_model.dart';

class NotificationService {

static final NotificationService \_instance = NotificationService.\_internal();

factory NotificationService() => \_instance;

NotificationService.\_internal();

final FlutterLocalNotificationsPlugin \_notifications =

FlutterLocalNotificationsPlugin();

final FirebaseMessaging \_messaging = FirebaseMessaging.instance;

// Initialize notifications

Future<void> initialize() async {

// Initialize timezone

tz.initializeTimeZones();

// Initialize local notifications

const androidSettings = AndroidInitializationSettings('@mipmap/ic\_launcher');

const iosSettings = DarwinInitializationSettings(

requestAlertPermission: true,

requestBadgePermission: true,

requestSoundPermission: true,

);

const initSettings = InitializationSettings(

android: androidSettings,

iOS: iosSettings,

);

await \_notifications.initialize(

initSettings,

onDidReceiveNotificationResponse: \_onNotificationTapped,

);

// Request permissions

await \_requestPermissions();

// Initialize Firebase Messaging

await \_initializeFirebaseMessaging();

}

// Request notification permissions

Future<void> \_requestPermissions() async {

// Local notifications permission (Android 13+)

await \_notifications

.resolvePlatformSpecificImplementation<

AndroidFlutterLocalNotificationsPlugin>()

?.requestNotificationsPermission();

// Firebase messaging permissions

await \_messaging.requestPermission(

alert: true,

badge: true,

sound: true,

);

}

// Initialize Firebase Messaging

Future<void> \_initializeFirebaseMessaging() async {

// Get FCM token

final token = await \_messaging.getToken();

print('FCM Token: $token'); // Save this token to Firestore for the user

// Handle background messages

FirebaseMessaging.onBackgroundMessage(\_handleBackgroundMessage);

// Handle foreground messages

FirebaseMessaging.onMessage.listen(\_handleForegroundMessage);

}

// Handle notification tap

void \_onNotificationTapped(NotificationResponse response) {

// Navigate to the task based on payload

final taskId = response.payload;

if (taskId != null) {

// TODO: Navigate to task detail screen

print('Navigate to task: $taskId');

}

}

// Schedule a local notification for a task

Future<void> scheduleTaskReminder(TaskModel task) async {

if (task.reminderDate == null || task.isCompleted) return;

final scheduledDate = tz.TZDateTime.from(

task.reminderDate!,

tz.local,

);

// Don't schedule if in the past

if (scheduledDate.isBefore(tz.TZDateTime.now(tz.local))) return;

final androidDetails = AndroidNotificationDetails(

'task\_reminders',

'Task Reminders',

channelDescription: 'Reminders for your tasks',

importance: Importance.high,

priority: Priority.high,

ticker: 'Task Reminder',

);

const iosDetails = DarwinNotificationDetails(

presentAlert: true,

presentBadge: true,

presentSound: true,

);

const details = NotificationDetails(

android: androidDetails,

iOS: iosDetails,

);

await \_notifications.zonedSchedule(

task.id.hashCode, // Use task ID hash as notification ID

'Task Reminder',

task.title,

scheduledDate,

details,

androidScheduleMode: AndroidScheduleMode.exactAllowWhileIdle,

uiLocalNotificationDateInterpretation:

UILocalNotificationDateInterpretation.absoluteTime,

payload: task.id,

);

}

// Cancel a scheduled notification

Future<void> cancelTaskReminder(String taskId) async {

await \_notifications.cancel(taskId.hashCode);

}

// Cancel all notifications

Future<void> cancelAllNotifications() async {

await \_notifications.cancelAll();

}

// Show immediate notification

Future<void> showNotification({

required String title,

required String body,

String? payload,

}) async {

const androidDetails = AndroidNotificationDetails(

'general',

'General Notifications',

channelDescription: 'General app notifications',

importance: Importance.defaultImportance,

priority: Priority.defaultPriority,

);

const iosDetails = DarwinNotificationDetails();

const details = NotificationDetails(

android: androidDetails,

iOS: iosDetails,

);

await \_notifications.show(

DateTime.now().millisecondsSinceEpoch ~/ 1000,

title,

body,

details,

payload: payload,

);

}

// Handle background messages from Firebase

static Future<void> \_handleBackgroundMessage(RemoteMessage message) async {

print('Background message: ${message.messageId}');

// Handle the message (e.g., update local database)

}

// Handle foreground messages from Firebase

void \_handleForegroundMessage(RemoteMessage message) {

print('Foreground message: ${message.messageId}');

// Show local notification

if (message.notification != null) {

showNotification(

title: message.notification!.title ?? 'New Message',

body: message.notification!.body ?? '',

payload: message.data['taskId'],

);

}

}

} // lib/data/models/user\_model.dart

import 'package:equatable/equatable.dart';

import 'package:json\_annotation/json\_annotation.dart';

part 'user\_model.g.dart';

@JsonSerializable()

class UserModel extends Equatable {

final String id;

final String email;

final String? displayName;

final String? photoUrl;

final DateTime createdAt;

final DateTime updatedAt;

final UserPreferences preferences;

const UserModel({

required this.id,

required this.email,

this.displayName,

this.photoUrl,

required this.createdAt,

required this.updatedAt,

required this.preferences,

});

factory UserModel.fromJson(Map<String, dynamic> json) =>

\_$UserModelFromJson(json);

Map<String, dynamic> toJson() => \_$UserModelToJson(this);

UserModel copyWith({

String? id,

String? email,

String? displayName,

String? photoUrl,

DateTime? createdAt,

DateTime? updatedAt,

UserPreferences? preferences,

}) {

return UserModel(

id: id ?? this.id,

email: email ?? this.email,

displayName: displayName ?? this.displayName,

photoUrl: photoUrl ?? this.photoUrl,

createdAt: createdAt ?? this.createdAt,

updatedAt: updatedAt ?? this.updatedAt,

preferences: preferences ?? this.preferences,

);

}

@override

List<Object?> get props =>

[id, email, displayName, photoUrl, createdAt, updatedAt, preferences];

}

@JsonSerializable()

class UserPreferences extends Equatable {

final bool darkMode;

final String defaultReminderTime; // HH:mm format

final bool enableNotifications;

final String locale;

final double fontSize;

const UserPreferences({

this.darkMode = false,

this.defaultReminderTime = '09:00',

this.enableNotifications = true,

this.locale = 'en',

this.fontSize = 1.0,

});

factory UserPreferences.fromJson(Map<String, dynamic> json) =>

\_$UserPreferencesFromJson(json);

Map<String, dynamic> toJson() => \_$UserPreferencesToJson(this);

UserPreferences copyWith({

bool? darkMode,

String? defaultReminderTime,

bool? enableNotifications,

String? locale,

double? fontSize,

}) {

return UserPreferences(

darkMode: darkMode ?? this.darkMode,

defaultReminderTime: defaultReminderTime ?? this.defaultReminderTime,

enableNotifications: enableNotifications ?? this.enableNotifications,

locale: locale ?? this.locale,

fontSize: fontSize ?? this.fontSize,

);

}

@override

List<Object?> get props =>

[darkMode, defaultReminderTime, enableNotifications, locale, fontSize];

}

// lib/data/models/task\_list\_model.dart

import 'package:equatable/equatable.dart';

import 'package:json\_annotation/json\_annotation.dart';

part 'task\_list\_model.g.dart';

@JsonSerializable()

class TaskListModel extends Equatable {

final String id;

final String userId;

final String name;

final String? color; // Hex color code

final int sortOrder;

final DateTime createdAt;

final DateTime updatedAt;

final bool isDefault;

final int taskCount;

final int completedTaskCount;

const TaskListModel({

required this.id,

required this.userId,

required this.name,

this.color,

required this.sortOrder,

required this.createdAt,

required this.updatedAt,

this.isDefault = false,

this.taskCount = 0,

this.completedTaskCount = 0,

});

factory TaskListModel.fromJson(Map<String, dynamic> json) =>

\_$TaskListModelFromJson(json);

Map<String, dynamic> toJson() => \_$TaskListModelToJson(this);

TaskListModel copyWith({

String? id,

String? userId,

String? name,

String? color,

int? sortOrder,

DateTime? createdAt,

DateTime? updatedAt,

bool? isDefault,

int? taskCount,

int? completedTaskCount,

}) {

return TaskListModel(

id: id ?? this.id,

userId: userId ?? this.userId,

name: name ?? this.name,

color: color ?? this.color,

sortOrder: sortOrder ?? this.sortOrder,

createdAt: createdAt ?? this.createdAt,

updatedAt: updatedAt ?? this.updatedAt,

isDefault: isDefault ?? this.isDefault,

taskCount: taskCount ?? this.taskCount,

completedTaskCount: completedTaskCount ?? this.completedTaskCount,

);

}

@override

List<Object?> get props => [

id,

userId,

name,

color,

sortOrder,

createdAt,

updatedAt,

isDefault,

taskCount,

completedTaskCount,

];

}

// lib/data/models/task\_model.dart

import 'package:equatable/equatable.dart';

import 'package:json\_annotation/json\_annotation.dart';

part 'task\_model.g.dart';

enum TaskPriority { low, medium, high }

enum RecurrenceType { none, daily, weekly, monthly, yearly }

@JsonSerializable()

class TaskModel extends Equatable {

final String id;

final String listId;

final String userId;

final String title;

final String? description;

final bool isCompleted;

final DateTime? completedAt;

final DateTime? dueDate;

final DateTime? reminderDate;

final TaskPriority priority;

final RecurrenceType recurrenceType;

final RecurrenceRule? recurrenceRule;

final List<Subtask> subtasks;

final List<String> tags;

final int sortOrder;

final DateTime createdAt;

final DateTime updatedAt;

const TaskModel({

required this.id,

required this.listId,

required this.userId,

required this.title,

this.description,

this.isCompleted = false,

this.completedAt,

this.dueDate,

this.reminderDate,

this.priority = TaskPriority.medium,

this.recurrenceType = RecurrenceType.none,

this.recurrenceRule,

this.subtasks = const [],

this.tags = const [],

required this.sortOrder,

required this.createdAt,

required this.updatedAt,

});

factory TaskModel.fromJson(Map<String, dynamic> json) =>

\_$TaskModelFromJson(json);

Map<String, dynamic> toJson() => \_$TaskModelToJson(this);

TaskModel copyWith({

String? id,

String? listId,

String? userId,

String? title,

String? description,

bool? isCompleted,

DateTime? completedAt,

DateTime? dueDate,

DateTime? reminderDate,

TaskPriority? priority,

RecurrenceType? recurrenceType,

RecurrenceRule? recurrenceRule,

List<Subtask>? subtasks,

List<String>? tags,

int? sortOrder,

DateTime? createdAt,

DateTime? updatedAt,

}) {

return TaskModel(

id: id ?? this.id,

listId: listId ?? this.listId,

userId: userId ?? this.userId,

title: title ?? this.title,

description: description ?? this.description,

isCompleted: isCompleted ?? this.isCompleted,

completedAt: completedAt ?? this.completedAt,

dueDate: dueDate ?? this.dueDate,

reminderDate: reminderDate ?? this.reminderDate,

priority: priority ?? this.priority,

recurrenceType: recurrenceType ?? this.recurrenceType,

recurrenceRule: recurrenceRule ?? this.recurrenceRule,

subtasks: subtasks ?? this.subtasks,

tags: tags ?? this.tags,

sortOrder: sortOrder ?? this.sortOrder,

createdAt: createdAt ?? this.createdAt,

updatedAt: updatedAt ?? this.updatedAt,

);

}

// Helper method to create the next recurring task

TaskModel? createNextRecurrence() {

if (recurrenceType == RecurrenceType.none || dueDate == null) {

return null;

}

DateTime nextDueDate;

DateTime? nextReminderDate;

switch (recurrenceType) {

case RecurrenceType.daily:

nextDueDate = dueDate!.add(Duration(days: recurrenceRule?.interval ?? 1));

nextReminderDate = reminderDate?.add(Duration(days: recurrenceRule?.interval ?? 1));

break;

case RecurrenceType.weekly:

nextDueDate = dueDate!.add(Duration(days: 7 \* (recurrenceRule?.interval ?? 1)));

nextReminderDate = reminderDate?.add(Duration(days: 7 \* (recurrenceRule?.interval ?? 1)));

break;

case RecurrenceType.monthly:

final months = recurrenceRule?.interval ?? 1;

nextDueDate = DateTime(

dueDate!.year,

dueDate!.month + months,

dueDate!.day,

dueDate!.hour,

dueDate!.minute,

);

if (reminderDate != null) {

nextReminderDate = DateTime(

reminderDate!.year,

reminderDate!.month + months,

reminderDate!.day,

reminderDate!.hour,

reminderDate!.minute,

);

}

break;

case RecurrenceType.yearly:

final years = recurrenceRule?.interval ?? 1;

nextDueDate = DateTime(

dueDate!.year + years,

dueDate!.month,

dueDate!.day,

dueDate!.hour,

dueDate!.minute,

);

if (reminderDate != null) {

nextReminderDate = DateTime(

reminderDate!.year + years,

reminderDate!.month,

reminderDate!.day,

reminderDate!.hour,

reminderDate!.minute,

);

}

break;

default:

return null;

}

return copyWith(

isCompleted: false,

completedAt: null,

dueDate: nextDueDate,

reminderDate: nextReminderDate,

createdAt: DateTime.now(),

updatedAt: DateTime.now(),

);

}

@override

List<Object?> get props => [

id,

listId,

userId,

title,

description,

isCompleted,

completedAt,

dueDate,

reminderDate,

priority,

recurrenceType,

recurrenceRule,

subtasks,

tags,

sortOrder,

createdAt,

updatedAt,

];

}

@JsonSerializable()

class Subtask extends Equatable {

final String id;

final String title;

final bool isCompleted;

const Subtask({

required this.id,

required this.title,

this.isCompleted = false,

});

factory Subtask.fromJson(Map<String, dynamic> json) =>

\_$SubtaskFromJson(json);

Map<String, dynamic> toJson() => \_$SubtaskToJson(this);

Subtask copyWith({

String? id,

String? title,

bool? isCompleted,

}) {

return Subtask(

id: id ?? this.id,

title: title ?? this.title,

isCompleted: isCompleted ?? this.isCompleted,

);

}

@override

List<Object?> get props => [id, title, isCompleted];

}

@JsonSerializable()

class RecurrenceRule extends Equatable {

final int interval; // e.g., every 2 days, every 3 weeks

final DateTime? endDate; // Optional end date for recurrence

final int? occurrences; // Optional number of occurrences

final List<int>? daysOfWeek; // For weekly recurrence (0 = Sunday, 6 = Saturday)

final int? dayOfMonth; // For monthly recurrence

const RecurrenceRule({

this.interval = 1,

this.endDate,

this.occurrences,

this.daysOfWeek,

this.dayOfMonth,

});

factory RecurrenceRule.fromJson(Map<String, dynamic> json) =>

\_$RecurrenceRuleFromJson(json);

Map<String, dynamic> toJson() => \_$RecurrenceRuleToJson(this);

@override

List<Object?> get props =>

[interval, endDate, occurrences, daysOfWeek, dayOfMonth];
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A production-ready to-do list application built with Flutter, supporting Android and Windows platforms with real-time synchronization, offline support, and a modern user interface.

## Features

### Core Functionality

- \*\*Multiple Lists Management\*\*: Create, edit, and delete task lists

- \*\*Task Management\*\*: Add, edit, complete, and delete tasks within lists

- \*\*Due Dates & Reminders\*\*: Set due dates and get notified with local and push notifications

- \*\*Recurring Tasks\*\*: Support for daily, weekly, and monthly recurring tasks

- \*\*Task Details\*\*: Add notes and descriptions to tasks

- \*\*Priority System\*\*: Mark tasks as high, medium, or low priority

- \*\*Sorting Options\*\*: Sort by date, priority, or custom order

- \*\*Search\*\*: Full-text search across all lists and tasks

- \*\*Cross-Device Sync\*\*: Real-time synchronization between devices

- \*\*Offline Mode\*\*: Full functionality offline with automatic sync when connected

### UI/UX Features

- Clean, modern Material Design interface

- Light and dark theme support

- Smooth animations and transitions

- Responsive design for phones, tablets, and desktop

- Accessibility support (screen readers, adjustable font sizes)

### Additional Features

- Subtasks/checklists within tasks

- Calendar view for task overview

- Export/Import tasks (JSON format)

- Task completion statistics

## Architecture

### Technology Stack

- \*\*Framework\*\*: Flutter 3.19+

- \*\*Backend\*\*: Firebase (Authentication, Cloud Firestore, Cloud Messaging)

- \*\*State Management\*\*: Riverpod

- \*\*Local Storage\*\*: Hive for caching

- \*\*Notifications\*\*: flutter\_local\_notifications + Firebase Cloud Messaging

### Project Structure

```

lib/

├── main.dart # Application entry point

├── app/ # Application configuration

│ ├── app.dart # Main app widget

│ ├── routes.dart # Navigation routes

│ └── theme.dart # Theme configuration

├── core/ # Core utilities and constants

│ ├── constants/ # App constants

│ ├── errors/ # Error handling

│ └── utils/ # Utility functions

├── data/ # Data layer

│ ├── models/ # Data models

│ ├── repositories/ # Repository implementations

│ └── services/ # External services (Firebase)

├── domain/ # Business logic layer

│ ├── entities/ # Domain entities

│ ├── repositories/ # Repository interfaces

│ └── usecases/ # Business logic

├── presentation/ # UI layer

│ ├── providers/ # Riverpod providers

│ ├── screens/ # App screens

│ ├── widgets/ # Reusable widgets

│ └── utils/ # UI utilities

└── l10n/ # Localization files

```

## Installation

### Prerequisites

- Flutter SDK 3.19 or higher

- Android Studio / VS Code with Flutter extensions

- Firebase project with Firestore and Authentication enabled

- Windows development tools (for Windows builds)

### Setup Steps

1. \*\*Clone the repository\*\*

```bash

git clone <repository-url>

cd todo-list-app

```

2. \*\*Install dependencies\*\*

```bash

flutter pub get

```

3. \*\*Firebase Configuration\*\*

- Create a Firebase project at https://console.firebase.google.com

- Enable Authentication (Email/Password and Google Sign-In)

- Enable Cloud Firestore

- Enable Cloud Messaging

- Download configuration files:

- `google-services.json` for Android → place in `android/app/`

- `GoogleService-Info.plist` for iOS → place in `ios/Runner/`

- Install Firebase CLI and run:

```bash

flutterfire configure

```

4. \*\*Build for Android\*\*

```bash

flutter build apk --release

# Output: build/app/outputs/flutter-apk/app-release.apk

```

5. \*\*Build for Windows\*\*

```bash

flutter build windows --release

# Output: build/windows/runner/Release/

```

## Usage Guide

### First Launch

1. Launch the app on your device

2. Sign up with email/password or Google account

3. Grant notification permissions when prompted

### Creating Lists

1. Tap the "+" button on the main screen

2. Enter a list name and optional color

3. Tap "Create" to save

### Managing Tasks

1. Select a list to view its tasks

2. Tap "Add Task" to create a new task

3. Set due date, reminder, priority, and notes

4. Swipe tasks to delete or tap to edit

5. Tap the checkbox to complete tasks

### Synchronization

- Changes sync automatically when online

- Offline changes are queued and synced when connection is restored

- Pull-to-refresh to force sync

### Settings

- Toggle between light/dark themes

- Adjust notification preferences

- Configure default reminder times

- Export/Import task data

## Development

### Running in Development

```bash

# Run on connected device/emulator

flutter run

# Run with specific platform

flutter run -d windows

flutter run -d android

```

### Testing

```bash

# Run all tests

flutter test

# Run with coverage

flutter test --coverage

# Run integration tests

flutter test integration\_test/

```

### Code Generation

```bash

# Generate models and providers

flutter pub run build\_runner build --delete-conflicting-outputs

```

## Security Considerations

- All data is encrypted in transit (HTTPS)

- Firebase Security Rules enforce user data isolation

- Local data is stored securely using platform-specific storage

- Authentication tokens are securely managed

- No sensitive data in logs or error messages

## Performance Optimization

- Lazy loading of task lists

- Pagination for large task lists

- Image compression for attachments

- Efficient query indexing in Firestore

- Minimal widget rebuilds using Riverpod

## Troubleshooting

### Common Issues

1. \*\*Sync not working\*\*

- Check internet connection

- Verify Firebase configuration

- Check Firebase quotas

2. \*\*Notifications not appearing\*\*

- Ensure permissions are granted

- Check notification channel settings (Android)

- Verify Firebase Cloud Messaging setup

3. \*\*Build errors\*\*

- Run `flutter clean` and rebuild

- Update Flutter SDK

- Check platform-specific requirements

## Contributing

1. Fork the repository

2. Create a feature branch

3. Commit changes with clear messages

4. Write/update tests as needed

5. Submit a pull request

## License

This project is licensed under the MIT License - see LICENSE file for details.

## Support

For issues and feature requests, please use the GitHub issue tracker.