![pk-logo-small](data:image/png;base64,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)
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**Requirements**

**Languages**: Python (version 3.9.6), JavaScript, CSS, HTML

**Virtual Environment/Server**: use virtual environment to download all libraries when running app locally; see resources on more information on virtual environments and Azure servers

**Libraries**: Flask, Werkzeug, Requests, Pandas, **meteostat\*\***

**Minimum Usage**: 30 users at one time; average size of GET request is 330,000 bytes

**API Credentials\*\***: store in config.py for security

* MapQuest: gets coordinates for weather data; large usage limit
  + Request URL (coordsAPI): “<https://www.mapquestapi.com/geocoding/v1/batch>”
* Visual Crossing: gets weather data; unused; replaced by meteostat because usage limits
  + Request URL: “[https://weather.visualcrossing.com/VisualCrossingWebServices/ rest/services/timeline/](https://weather.visualcrossing.com/VisualCrossingWebServices/%20rest/services/timeline/)”
* Tomorrow.io: gets weather data; unused; replaced by meteostat because usage limits
  + Request URL: “<https://api.tomorrow.io/v4/historical>”

**\*\* Only available for Version 2.0+**

**Project Versions**

\*\* Look out for asterisks throughout the documentation. Some features are version-dependent

**Version 1.0:**

* Status: deployed; tested and debugged
* Latest Update: added Help Page
* Contents: new UI, no weather data, hard-coded tests
* Link: <https://github.com/elizabethpursell/Boiler-Web-App-Deploy>

**Version 2.0**:

* Status: not deployed; working consistently
* Latest Update: added weather data and Test 14
* Contents: weather data, Test 14, daily weather chart, hard-coded tests
* Link: <https://github.com/elizabethpursell/Boiler-Web-App-Weather>

**Version 3.0:**

* Status: not deployed; current version; working consistently
* Latest Update: used modifyTests.py to dynamically update tests
* Contents: weather data, Test 14, modifyTests.py, test execution using JSON files
* Link: <https://github.com/elizabethpursell/Boiler-Web-App-JSON>

**File Setup**

**NuroConnect**: functions to get data from NURO Connect API

* **\_\_init\_\_.py**: creates NuroConnect object to get and store data from API

**Static**:

* **CSS**: each page is styled by its own css file; mainly used for positioning, coloring, sizing
* **IMG**: all images are stored here, specifically for the home and help pages
* **JS**: each page is run by its own JavaScript file; used to display data to webpage, generate graphs, execute button functions
  + **analyzeData.js**: creates HTML for each test
  + **generateGraph.js**: generates test graph when its button is pressed
  + **graphFunctions.js**: functions to create info popups
  + **graphOptions.js**: functions for all graph features
  + **availableBoilers.js**: creates HTML for each boiler
* **PDF**: holds NURO Analysis Guide
* **PY**: all Python files that are used for running tests are stored here
  + **analyzeRecentData.py**: runs each test
  + **createTest.py\*\*\***: gets error/warning sets and other test setup options
  + **executeTest.py\*\*\***: gets graph data points and styles for each test
* **TXT**: files for boiler models, states, and statuses

**Templates**: each page is setup by its own HTML file; base.html is the parent for all pages

**App.py**: sets up all flask app routes to render HTML for each page and get data from API

**Requirements.txt**: holds all libraries that need to be downloaded to run app; created using pip freeze > requirements.txt; download libraries using pip install –r requirements.txt

**Config.py\*\***: stores API keys and request URLs; use variables in \_\_init\_\_.py for API calls

**ModifyTests.py\*\*\***: generates JSON files for sets and tests based on user input; eliminates hardcoded tests and sets

**setOptions.json\*\*\***: file generated by modifyTests.py to hold available sets for analysis; structure explained in setOptionsStructure.txt

**testOptions.json\*\*\***: file generated by modifyTests.py to hold all tests options; app reads test data from this file to execute correct tests; structure explained in testOptionsStructure.txt

**\*\* Only available for Version 2.0+**

**\*\*\* Only available for Version 3.0**

**Code Execution**

**Locating the Code**: follow this tutorial before running locally or deploying to server

**\*\* Requirements**: Git, GitHub

1. Open the Command Prompt/Terminal using the search bar on your computer.
2. Navigate to where you want to copy the code to or where the code is on your computer using the command cd foldername. (ex. cd Desktop would go to the Desktop folder)
3. If needed, copy the code to your current folder.
   1. Using Git:
      1. Open the link to the GitHub Repository that has the desired code.
      2. Press the green <>Code dropdown.
      3. Under the Local tab, select the HTTPS tab and copy the URL.
      4. Back in the terminal, run the command git clone GitHubURL, where GitHubURL is the URL that you copied from GitHub.
   2. Using GitHub Zip File:
      1. Open File Explorer and navigate to the folder where you want the code.
      2. Open the link to the GitHub Repository that has the desired code.
      3. Press the green <>Code dropdown.
      4. Under the Local tab, press the Download ZIP button.
      5. Drag the Zip file from Downloads to the folder where you want the code.
      6. Extract the Zip file.

**Running Local App**: see resources for more information if needed

**\*\* Requirements**: Python

1. Locate the code on your computer.
2. Create a virtual environment. Follow tutorial in resources if needed.
   1. Install virtual environment using pip install –user virtualenv.
   2. Create a virtual environment using python –m virtualenv venv.
   3. Navigate to the venv/Scripts folder using cd venv and cd Scripts.
   4. Activate the virtual environment using activate.bat.
3. Download necessary libraries from requirements.txt using pip install –r requirements.txt in the root directory.
4. Run the app using python app.py.
5. Open the local link that is given after executing the command.

**Deploying to Server**: see resources for more information

**\*\* Requirements**: Python, Git, Azure access

1. Locate the code on your computer and navigate to the app’s root directory/folder in the Terminal/Command Prompt using cd foldername.
2. Login to the Azure Portal here: <https://portal.azure.com/>.
3. On the home page, under Resources, select the NURO Analysis app.
4. Press the Deployment Center button on the sidebar.
5. Copy the Git Clone Uri link.
6. Back in the Terminal, use the command git remote add azure GitCloneUri, where GitCloneUri is the link copied from the Azure Portal, to connect the code to Azure.
7. Use the command git push azure main:master to send the code to Azure.
   1. If it asks for credentials, in the Azure Deployment Center, under the Local Git/FTPS Credentials tab, find the section Application Scope.
   2. Use the local Git username and password as the credentials to finalize the deployment.

**Updating Tests**

**Editing Code Manually\***

1. Open analyzeRecentData.py, located in the static/py folder, using an IDE or Notepad.
2. Scroll to the bottom of the file. Find and copy the last test function.
3. Paste the function at the end of the file and rename it to be relevant to the new test.
4. If your test uses a difference column, add data = data.iloc[1:] at the start of the test.
5. If your test uses **dailyWeather\*\*** data, add dailyWeather as a function parameter, and add data = addWeatherData(data, dailyWeather) at the start of the test.
6. If your test uses **hourlyWeather\*\*** data, add hourlyWeather as a function parameter, and add data = addWeatherData(data, hourlyWeather) at the start of the test.
7. To create errorSet, which identifies error points, use the same format as the previous. Change the column names, which are surrounded by quotes, as needed. Check the list of available data for possible selections. Use & (and) or | (or) to combine conditions.
   1. Ex) To create error points when oda > 65 and fan > 2000, errorSet = data[(data[“oda”] > 65) & (data[“fan”] > 2000)]
   2. If a duration check needed, use the checkDuration function and pass the errorSet, data, duration in minutes, and overLimit/underLimit based on if you want to trigger an error point if over or under the given duration.
      1. Ex) To create error points when the error condition is met for over 30 minutes at a time, errorSet = checkDuration(errorSet, data, 30, overLimit)
8. To create warningSet, which classifies warning points, use the same procedure as step 5.
9. Assign title to be a description of the error conditions.
10. Use the sets list to hold the column names for the sets to be graphed for the test.
11. To create testOptions, use the same structure as the previous test. Each set in the sets list is a key in the dictionary. Assign a title, axisID, thresholdLabel, thresholdType, thresholdFill, warnVal, thresholdData as needed.
    1. title: legend label for the dataset (str)
    2. axisID: assign left or right axis (str)
    3. thresholdLabel: describe the threshold condition for the dataset info popup (str)
    4. thresholdType: default, custom, exists, or abs (str)
    5. thresholdFill: where the threshold should be filled (str)
       1. if thresholdType default or custom, then above, below, or none
       2. if thresholdType exists, then all
       3. if thresholdType abs, then between (abs<warnVal) or split (abs>warnVal)
    6. warnVal: value that triggers warning point; not used with custom type (float)
    7. thresholdData: data points for threshold; see test1; only for custom type (list)
12. Assign axis labels with axisTitles. Set the left/right keys to their corresponding titles.
13. Set errorMsg to the causes for the test failure. This will display on the error summary.
14. Save the changes to analyzeRecentData.py.
15. Open app.py, located in the app’s route directory, in an IDE or Notepad, and find the function analyzeDataPost has all the test function calls.
16. Using the same format as the rest of the tests, add the function call to the new test.
17. If your test uses **dailyWeather\*\***, **hourlyWeather\*\***, or both, add the needed datasets as function arguments and place the test execution in a try-except block, as in Test 14. This ensures that if the weather data is not successfully obtained, then the program will skip generating that graph.
18. Save the changes and test the program locally.

**\* Only available for Version 1.0/2.0**

**\*\* Only available for Version 2.0**

**Using modifyTests.py\*\*\***

\*\* At all times, press CTRL + Fn + Pause Break/PgUp or CTRL + C to terminate the program

1. Using the Command Prompt/Terminal and the cd folderName command, navigate to the app’s code folder.
2. Once in the root directory of the app, use the command python modifyTests.py to run the program. This opens the main menu to update test information.
3. Option 1: Add a Test
   1. To select add a test, enter 1 or add into the command line.
   2. Input the information for the new test as prompted and verify as you go.
   3. See testOptionsStructure.txt for more information on the data needed.
      1. Title: description of the error conditions
      2. Sets: choose from the available sets shown; select sets by entering the keywords found in the parentheses next to the set label; the first set entered will be assigned the left axis during the auto generation of axes; input done when the set list is complete.
      3. Duration: checking the duration of error/warning conditions is optional
      4. Error Conditions:
         1. Select a set to initialize a new error condition.
         2. Choose the comparison type for the condition (value compares the set to a number, set compares the set to another set, custom compares the set to another set that is adjusted by a constant).
         3. Enter the values and sets as prompted to create the condition.
            1. For value types, you can decide to compare the absolute value of the set to the value.
            2. For set types, you can select any other set for comparison.
            3. For custom types, you can select any other set, choose the value to adjust the chosen set by, and enter the operation used for the adjustment (+, -, \*, /).

Ex) To make the condition outlet > hx + 5 , select outlet as the initial set, hx as the comparison set, 5 as the adjustment, + as the adjustment operation, and > as the comparison operator.

* + - 1. Input the comparison operator for how you want to compare the two sets/values (<, <=, >, >=, ==, !=).
      2. Verify the final condition. Decide if you want another condition.
      3. If are adding another condition, select if you want to AND or OR the two conditions together. AND creates an error point only if both conditions are true. OR creates an error point if at least one is true. Repeat the error conditions steps for the new condition.
      4. Once all error conditions are added, verify the final condition.
      5. If you chose to check duration, enter the number of minutes for which the error condition needs to occur to create an error point. Then, select if the condition should check for duration that is over or under the value. Verify the final duration condition,
    1. Warning Conditions: follow the same procedure as error conditions
    2. Dataset Labels: verify auto generated labels or enter correct labels
    3. Axes: verify auto generated axes or enter correct axis assignments/titles
    4. Causes: causes for test failure; shown on error summary and help page
    5. Importance: need for fixing test failure; shown on help page
  1. Data is saved to testOptions.json.

1. Option 2: Remove a Test
   1. To select remove a test, enter 2 or remove into the command line.
   2. Enter the number of the test that you want to delete.
   3. Verify the correct removal of the test.
   4. Data is saved to testOptions.json.
2. Option 3: Update Sets
   1. See the Adding Data Columns section.
3. Test the program locally.

**\*\*\* Only available for Version 3.0**

**Changing JSON Files\*\*\***

\*\* If field is not required, leave as “”

1. From the root directory, open testOptions.json. It may also be helpful to open testOptionsStructure.txt for further explanation of the JSON structure.
2. To add a new test, copy an existing test, starting from the test number to the end of field called “importance”, including the closing curly brace and the comma.
3. Add a comma after the last test and paste the copied test.
4. See testOptionsStructure.txt for more information on the data needed.
   1. Test Number: change the test number to one more than the last test
   2. Title: description of the error conditions for the new test
   3. Type: default, duration, daily weather, hourly weather, or all weather, depending on what you are testing and what data you are using
   4. Sets: list of the set/column names needed for the test
   5. Error: list of error conditions to create error points; connect multiple conditions using “and” (both conditions are true) or “or” (at least one is true).
      1. Type: set, value, custom, or abs based on what is being compared
         1. Set: compares two sets
         2. Value: compares a set to a value
         3. Custom: compares one set to another that is adjusted by a value
         4. Abs: compares the absolute value of a set to a value
      2. Set1: the set/column name of the first set in the comparison
      3. Set2: compared to set1; only use required fields; leave others as “”
         1. Name: required for set and custom types; set/column name of the set that set1 is compared to
         2. Value: required for value and custom types; for value types, the number that set1 is compared to; for custom types, the constant that set2 is adjusted by
         3. Operation: required for custom types; operation that is used to adjust set2 by value
      4. Compare: <, <=, >, >=, ==, or != based on how set1 and set2 are compared
   6. ErrorDuration: required if duration type
      1. Value: duration to check error condition for
      2. Compare: > or < based on checking if duration is over or under value
   7. Warning/warningDuration: use the same structure as error/errorDuration
   8. Options: dictionary to hold settings for each set; each set in sets gets its own key
      1. Title: legend label for the dataset
      2. AxisID: left or right based on the axis the set should use
      3. Units: the units for the dataset; use “\u00b0” for a degrees symbol
      4. ThresholdLabel: description of threshold shown on dataset info popup
      5. ThresholdType: value, none, set, custom, exists, or abs based on the comparison type; use exists if there is no warning condition for the set
      6. ThresholdFill: above (>), below (<), none, all (exists type), split (abs>val), or between (abs<val) based on warning condition
   9. AxisTitles: assign the left and right axis titles
   10. Causes: causes for test failure; shown on error summary and help page
   11. Importance: need for fixing test failure; shown on help page
5. Save the changes and test the program locally.

**\*\*\* Only available for Version 3.0**

**Adding Data Columns**

**Updating analyzeRecentData.py**

1. Open analyzeRecentData.py, located in the static/py folder, in an IDE or Notepad.
2. Go to the first function named cleanRawData.
3. Here is where you can add new data columns. All of the relevant data columns are added already, but you can add additional difference columns.
4. Use print(data, data.columns, flush=True) to display the data frame and columns in your terminal when the app is run locally.

**Updating Weather Data\*\***

1. Open \_\_init\_\_.py, which is located in the NuroConnect folder, in an IDE or Notepad.
2. Go to the functions named getDailyWeather and getHourlyWeather, either one can be updated. You can add columns by doing calculation, like Heating Degree Days, or you can add columns to find changes/differences.
3. Save the changes and see the section Applying Changes Using modifyTests.py.

**Applying Changes Using modifyTests.py\*\*\***

\*\* At all times, press CTRL + Fn + Pause Break/PgUp or CTRL + C to terminate the program

1. Using Command Prompt/Terminal and cd folderName, navigate to the root directory.
2. Execute python modifyTests.py to run the program and open the test update menu.
3. Select Update Sets by entering 3 or update into the command line.
4. Before using this menu, follow the procedure under the section Updating analyzeRecentData.py or Updating Weather Data.
5. Enter the set keyword/column name that you added so the test menu can be updated.
6. Input the legend label for the set.
7. Select the dataset (data, dailyWeather, hourlyWeather) that you added the column to.
8. Choose the measurement type for the column. Default uses imperial units. Setpoint uses imperial units and is used for any column that stores a boiler setpoint. Difference uses imperial units and is used for any column that finds the difference between two columns or the change of one column. Metric uses metric units, typically used with weather data. Metric differences uses metric units, typically used with weather data.
9. Enter the type of units that should be used. Temperature, current, frequency, pressure, height, degrees, percent, speed, or other for custom unit types.
10. If other is chosen, input the custom unit for the column
11. Verify that the units are correct.
12. Data is saved to setOptions.json

**\*\* Only available for Version 2.0+**

**\*\*\* Only available for Version 3.0**

**Available Data**

\*\* Column name / set keyword in parentheses

**Data Dataset**

* **Temperature**
  + Heat Exchanger Temperature (hx)
  + Outlet Temperature (supply)
  + Inlet Temperature (inlet)
  + Exhaust Temperature (stack)
  + Outdoor Air Temperature (oda)
  + Header Temperature (header)
  + Domestic Hot Water Temperature (dhw)
* **Temperature Set Points**
  + Central Heating Set Point (chsetpoint)
  + Domestic Hot Water Set Point (dhwsetpoint)
  + Domestic Hot Water Tank Set Point (dhwtanksetpoint)
* **Temperature Differences**
  + Inlet/Outlet Temperature Difference (difference)
  + Heat Exchanger Temperature Difference (hx\_diff)
  + Exhaust Temperature Difference (stack\_diff)
* **Current**
  + Flame Signal (flame)
  + Firing Rate (firerate)
* **Current Differences**
  + Flame Signal Difference (flame\_diff)
  + Firing Rate Difference (firerate\_diff)
* **Frequency/Fan**
  + Fan Speed (fan)
  + Fan Speed Difference (fan\_diff)

**DailyWeather Dataset\*\***

* **Imperial Units**
  + Average Temperature (tavgF\_day)
  + Minimum Temperature (tminF\_day)
  + Maximum Temperature (tmaxF\_day)
  + Precipitation (prcpIN\_day)
  + Average Wind Speed (wspdMPH\_day)
  + Average Pressure (presPSI\_day)
* **Metric Units**
  + Average Temperature (tavg)
  + Minimum Temperature (tmin)
  + Maximum Temperature (tmax)
  + Precipitation (prcp)
  + Average Wind Speed (wspd)
  + Average Pressure (pres)
* **Other Data**
  + Heating Degree Days (hdd)
  + Average Wind Direction (wdir)

**HourlyWeather Dataset\*\***

* **Imperial Units**
  + Temperature (tempF\_hour)
  + Dew Point (dwptF\_hour)
  + Precipitation (prcpIN\_hour)
  + Average Wind Speed (wspdMPH\_hour)
  + Average Pressure (presPSI\_hour)
* **Metric Units**
  + Temperature (temp)
  + Dew Point (dwpt)
  + Precipitation (prcp)
  + Average Wind Speed (wspd)
  + Average Pressure (pres)
* **Other Data**
  + Relative Humidity (rhum)
  + Average Wind Direction (wdir)

**\*\* Only available for Version 2.0+**

**Potential Future Improvements**

**Using Weather Data**

* Dynamically apply boiler settings based on weather (ie. If temp = 90 °F, then boiler off)
* Add more tests using weather data

**Integrating With NURO Connect**

* Add button in NURO Connect sidebar to open NURO Analysis

**Creating Mobile App**

* All sizing and functions work with mobile; make mobile app version available

**Website Efficiency**

* To speed up Available Boilers page load, create dropdown to select site to reduce amount of API calls. Currently, it iterates over each site and then each boiler.

**Adding Modify Menu to modifyTests.py**

* A modify menu would eliminate the need to manually edit the JSON file
* Function Ideas: change title, change threshold label, change warning value, change error value, change dataset label, change axis label, change duration, swap left and right axes, hide dataset threshold, renumber tests

**Test Error Checking**

* Currently, the error checking for individual test execution failures does not fully remove the graph. It is replaced by the next test’s graph. This is not a problem currently because it only occurs if the weather data cannot be retrieved, and that graph is last in the list.

**Commands and Terminology**

**Command Line**:

* Change Directory/Folder: cd folderName
* Execute Python Code: python filename
* List Files/Folders in Current Directory: dir (Windows), ls (Linux)
* Install Library: pip install libraryName

**Git Commands**

* Cloning GitHub Repository: git clone GitHubURL
* Add File/Folder To Repository: git add fileName
* Save Code Changes To Repository: git push

**Terminology**:

* Directory: folder
* Current Working Directory: the folder you are currently in
* Root Directory: folder where all the app’s code is stored

**Resources**

**Virtual Environment**: <https://stackoverflow.com/questions/48911582/virtualenv-to-path-on-windows-10>

**Running Flask Apps Locally**: <https://stackoverflow.com/questions/17309889/how-to-debug-a-flask-app>

**Windows Command Line**: <https://serverspace.us/support/help/windows-cmd-commands-cheat-sheet/>

**Deploying to Azure**: <https://learn.microsoft.com/en-us/azure/app-service/quickstart-python?tabs=flask%2Cwindows%2Cazure-portal%2Clocal-git-deploy%2Cdeploy-instructions-azportal%2Cterminal-powershell%2Cdeploy-instructions-zip-azcli>

**Bootstrap 5 Documentation**: <https://getbootstrap.com/docs/5.0/getting-started/introduction/>

**Meteostat Python Library**: <https://dev.meteostat.net/python/>

**MapQuest Geocoding API**: [https://developer.mapquest.com/documentation/ geocoding-api](https://developer.mapquest.com/documentation/%20geocoding-api)

**Visual Crossing Weather API**: <https://www.visualcrossing.com/resources/documentation/> weather-api/timeline-weather-api/

**Tomorrow.io Weather API**: <https://docs.tomorrow.io/reference/historical-overview/>

**Degree Days Information**: <https://www.degreedays.net/calculation>