**Introduction à PowerShell**

**Documentation sur internet:**

PowerShell Documentation https://docs.microsoft.com/en-us/powershell

PowerShell Gallery https://www.powershellgallery.com

**Introduction à PowerShell**

"PowerShell" est constitué de plusieurs applets de commande (cmdlet).

**Un cmdlet est constitué d'un verbe (VERB) suivi d'un nom (NOUN).**

Pour afficher la liste des cmdlet. -> Get-Command -CommandType cmdlet

Pour afficher le nombre de cmdlet. -> (Get-Command -CommandType cmdlet).Count

Pour afficher la liste des cmdlet qui sont dans un module particulier

* Get-Command -Module Hyper-V -CommandType cmdlet

Pour afficher le nom du module qui contient un cmdlet spécifique

* (Get-Command -Name Get-VM).ModuleName

Pour afficher la liste des cmdlets qui contiennent un nom

* Get-Command -Name \*service\* -CommandType Cmdlet
* Get-Command -Name \*process\* -CommandType Cmdlet

Pour afficher la liste des cmdlets, fonctions, workflows et alias qui contiennent le nom d'un objet

* Get-Command -Noun \*service\*
* Get-Command -Noun \*IPv4\*

Pour afficher la liste des verbes utilisés par Windows PowerShell -> Get-Verb

Pour afficher la liste des cmdlet qui effectue une action particulière

* Get-Command -Verb convert\* # Pour inclure les trois verbes: Convert, ConvertFrom, ConvertTo
* Get-Command -Verb get
* Get-Command -Verb out
* Get-Command -Verb write

**Effectuer des calculs avec PowerShell**

3 + 2 # le résultat est 5

3 – 2 # le résultat est 1

3 \* 2 # le résultat est 6

3 / 2 # le résultat est 1.5

2 / 3 # le résultat est 0,666666666666667

5%4 # le résultat est 1

# % est l'opérateur MODULO qui calcule le reste de la division

"-" \* 80 # affiche 80 tirets

1kb # affiche 1024

1mb # affiche 1048576

1gb # affiche 1073741824

1tb # affiche 1099511627776

1pb # affiche 1125899906842624

1gb / 1mb # le résultat est 1024

1tb / 1gb # le résultat est 1024

1pb / 1gb # le résultat est 1048576

2gb \* 5 # le résultat est 10737418240

0xffff # affiche 65535

16 + 0x10 # le résultat est 32

**Utilisation du cmdlet Get-Help**

Dans PowerShell, on peut afficher de l'aide sur plus d'une centaine de sujets.

La commande suivante permet d'afficher la liste complète des sujets:

**Get-Help about**

**# Commande pour afficher en ordre alphabétique la liste complète des sujets**

**$info = (Get-Help about).Name | Sort-Object -Unique**

**$info**

**"-" \* 80**

**$total = $info.Count**

**Write-Host "Nombre de sujet = $total" -ForegroundColor Yellow**

**"-" \* 80**

Voici une liste de plusieurs sujets intéressants:

about\_Arithmetic\_Operators

about\_Assignment\_Operators

about\_Comparison\_Operators

about\_Logical\_Operators

about\_Operator\_Precedence

about\_Operators

about\_Type\_Operators

about\_Do

about\_For

about\_ForEach

about\_If

about\_Switch

about\_While

about\_Arrays

about\_Functions

about\_Functions\_Advanced

about\_Functions\_Advanced\_Methods

about\_Functions\_Advanced\_Parameters

about\_Functions\_CmdletBindingAttribute

about\_Functions\_OutputTypeAttribute

about\_Hash\_Tables

about\_Ref

about\_Regular\_Expressions

about\_Scopes

about\_Script\_Blocks

about\_Scripts

about\_Try\_Catch\_Finally

about\_Variables

**Mise à jour de l'aide dans PowerShell**

Dans le cas d’un message d’erreur à cause de la langue vous pouvez tenter la commande suivante:

**Update-help -UIculture en-US -Force**

Le chargement de l’aide peut prendre de quelques secondes à une ou deux minutes.

On peut utiliser le cmdlet "**get-help**" avec le paramètre "**-online**".

exemple: get-help get-vm -online

**Utilisation des ALIAS**

Un alias remplace le nom d'un cmdlet par un nom très court.

Le cmdlet "**Get-Alias**" permet d'afficher les alias.

**Il n'est pas recommandé d'utiliser les alias dans des scripts parce qu'il peuvent porter à confusion.**

Les alias peuvent être difficiles à comprendre en particulier pour les programmeurs débutants.

Le code est plus difficile à maintenir en particulier pour un autre programmeur que l’auteur du script.

Exemple d'alias facile à comprendre

**clear** **Clear-Host**

**cp** **Copy-Item**

Plusieurs alias pour le même cmdlet

**cd Set-Location**

**chdir Set-Location**

**copy** **Copy-Item**

**cp** **Copy-Item**

**cpi** **Copy-Item**

Exemple d'alias difficile à comprendre

**%** **ForEach-Object**

**?** **Where-Object**

**Introduction à la programmation PowerShell**

**Les opérateurs arithmétiques** -> get-help about\_Arithmetic\_Operators

**Les opérateurs de comparaison** -> get-help about\_Comparison\_Operators

**Les opérateurs logiques** -> get-help about\_Logical\_Operators

Voici les commandes pour obtenir de l'aide sur les instructions:

* IF get-help about\_if
* FOR get-help about\_for
* FOREACH get-help about\_foreach
* SWITCH get-help about\_switch
* WHILE get-help about\_while

**L'opérateur IF est utilisé pour tester des conditions**

**if ($a -gt 2)**

**{**

**Write-Host "La valeur $a est plus grande que 2."**

**}**

**if ($a -gt 2)**

**{**

**Write-Host "La valeur $a est plus grande que 2."**

**}**

**else**

**{**

**Write-Host ("La valeur $a est plus petite ou égale à 2," +**

**" ou n'existe pas ou n'est pas initialisée.")**

**}**

**if ($a -gt 2)**

**{**

**Write-Host " La valeur $a est plus grande que 2."**

**}**

**elseif ($a -eq 2)**

**{**

**Write-Host " La valeur $a est égale à 2."**

**}**

**else**

**{**

**Write-Host ("La valeur $a est plus petite que 2," +**

**" ou n'existe pas ou n'est pas initialisée.")**

**}**

**L'opérateur FOR est utilisé pour effectuer une boucle**

Une boucle FOR s'exécute en utilisant une valeur de départ, un test et un incrément.

**for($i=1; $i -le 10; $i++)**

**{**

**Write-Host $i** # La boucle s'exécute 10 fois et affiche les valeurs 1,2,3,4,5,6,7,8,9,10

**}**

**for($i=10; $i -ge 1; $i--)**

**{**

**Write-Host $i** # La boucle s'exécute 10 fois et affiche les valeurs 10,9,8,7,6,5,4,3,2,1

**}**

**L'opérateur FOREACH est utilisé pour parcourir tous les éléments dans une collection d'objets**

Une boucle FOREACH exécute une itération à partir des valeurs d'une collection.

**$lettres = "a","b","c","d"**

**foreach ($lettre in $lettres)**

**{**

**Write-Host $lettre**

**}**

**L'opérateur SWITCH est utilisé pour tester des conditions**

**$i = 3**

**switch ($i)**

**{**

**1 {"La valeur est un."}**

**2 {"La valeur est deux."}**

**3 {"La valeur est trois."}**

**4 {"La valeur est quatre."}**

**}**

**La valeur est trois.**

**$i = 3**

**switch ($i)**

**{**

**1 {"La valeur est un."}**

**2 {"La valeur est deux."}**

**3 {"La valeur est trois."}**

**4 {"La valeur est quatre."}**

**3 {"Encore trois."}**

**}**

**La valeur est trois.**

**Encore trois.**

**# Break permet d'arrêter immédiatement**

**$i = 3**

**switch ($i)**

**{**

**1 {"La valeur est un."}**

**2 {"La valeur est deux."}**

**3 {"La valeur est trois."; Break}**

**4 {"La valeur est quatre."}**

**3 {"Encore trois."}**

**}**

**La valeur est trois.**

# La commande SWITCH teste deux valeurs

**switch (4,2)**

**{**

**1 {"La valeur est un."}**

**2 {"La valeur est deux."}**

**3 {"La valeur est trois."; Break}**

**4 {"La valeur est quatre."}**

**3 {"Encore trois."}**

**}**

**La valeur est quatre.**

**La valeur est deux.**

# Default est utilisé si aucun teste fonctionne

**$i = 5**

**switch ($i)**

**{**

**1 {"La valeur est un."; Break }**

**2 {"La valeur est deux."; Break }**

**3 {"La valeur est trois."; Break}**

**4 {"La valeur est quatre."; Break }**

**Default {"Aucune valeur."}**

**}**

**Aucune valeur.**

**L'opérateur WHILE est utilisé pour effectuer une boucle**

Il ne faut pas oublier d'incrémenter la valeur de la variable dans la boucle WHILE.

**$val =1**

**while($val -le 3)**

**{**

**Write-Host $val**

**$val++**

**}**

**Les variables**

Une variable débute avec $

1. Une variable peut contenir le résultat d'une commande Windows

$resultat = ping 10.57.22.100

$resultat

1. Une variable peut contenir les propriétés d'un objet.

$col = Get-CimInstance -ClassName win32\_processor

$col

$col.NumberOfCores

$col.NumberOfLogicalProcessors

1. Normalement, une variable est en mémoire mais PowerShell permet qu'une variable soit un fichier.

${C:\Temp\Test.txt} = "Test pour écrire dans un fichier."

${C:\Temp\Test.txt} += "`n" + "Ligne 2 !!!"

**Pour afficher la liste des variables d'environnement**

* Get-ChildItem env:

**Pour afficher le contenu d'une variable d'environnement**

On doit ajouter **$env:** devant le nom de la variable d'environnement de Windows

* $env:computername

**Pour afficher la liste des variables** -> Get-Variable

**Pour créer une nouvelle variable, variable en lecture seule ou constante**

* New-Variable -Name pi -Value ([system.math]::PI) -Option Constant

**Pour effacer le contenu d'une variable** -> Clear-Variable -Name resultat

**Pour supprimer une variable et son contenu** -> Remove-Variable -Name resultat

**La variable $?**

Le contenu de la variable **$?** indique si l'exécution de la dernière commande a réussie ou échouée.

**Les variables booléennes**

* $true
* $false

**Concaténation des chaînes de caractères**

**Guillemet simple**

**La substitution de la variable $nombre ne fonctionne pas**

$nombre = 5

'Nombre = $nombre'

résultat: Nombre = $nombre

**Guillemet double**

**La substitution de la variable $nombre fonctionne**

$nombre = 5

"Nombre = $nombre"

résultat: Nombre = 5

**L'opérateur + permet de concaténer des chaînes de caractères**

$c = 'abc' + 'xyz'

$c

résultat: abcxyz

**L'opérateur + permet de concaténer des variables**

$c1 = 'abc'

$c2 = 'xyz'

$c3 = $c1 + $c2

$c3

résultat: abcxyz

**Les tableaux**

Un tableau est une variable qui contient plusieurs valeurs.

Chaque valeur est séparée par une virgule.

$tab1 = 1,2,3,4,5,6,7,8,9,10

$tab2 = 1..10 # l'opérateur .. permet de générer plusieurs valeurs

$tab3 = "python","java","PowerShell"

$tab4 = Get-Service # le résultat de Get-Service est un tableau

**Manipuler un tableau**

Le premier élément d'un tableau commence à la position d'index [0].

$tab1[0] # affiche le premier élément du tableau $tab1

$tab1[4] # affiche le cinquième élément du tableau $tab1

$tab1[-1] # affiche le dernier élément du tableau $tab1

$tab1[-4..-1] # affiche les quatre derniers éléments du tableau $tab1

Get-Member -InputObject $tab1 # affiche les méthodes disponibles pour le tableau $tab1

$tab1.SetValue(500,5) # change la valeur de l'index 5

# le nouveau contenu de $tab1 est 1,2,3,4,5,500,7,8,9,10

$tab1[5]=6 # le nouveau contenu de $tab1 est 1,2,3,4,5,500,7,8,9,10

$tab1.Contains(5) # vérifie si la valeur 5 est présente dans le tableau $tab1

$tab1.Length # affiche le nombre de valeurs dans le tableau $tab1

**Les dictionnaires (hash table)**

Un dictionnaire est une structure de données qui consiste à associer des paires [ clé = valeur ].

Un dictionnaire débute par le signe @.

Il est important de savoir que l'ordre d'affichage des éléments ne correspond pas à celui de la définition du dictionnaire (Hash Table).

**Utilisation d'une variable "hash table"**

**# Déclaration d'une "hash table" sur une ligne**

$var = @{ "cd"="ordi1";"routeur"="ordi6" }

$var.cd

$var.routeur

**Déclaration d'une "hash table" sur plusieurs lignes**

$var2 = @{ "cd"="ordi1"

"routeur"="ordi6" }

$var2.cd

$var.routeur

**Trier une "hash table"**

$hash = @{a = 1; b = 2; c = 3; d = 4; e = 5; f = 6}

foreach ($h in $hash.GetEnumerator() | Sort-Object Key)

{

Write-Host "Nom= $($h.Key) Valeur= $($h.Value)" -ForegroundColor Green

}

**Créer une "hash table" en forçant le respect de l'ordre**

$hash = **[ordered]**@{a = 1; b = 2; c = 3; d = 4; e = 5; f = 6}

foreach ($h in $hash.GetEnumerator())

{

Write-Host "Nom= $($h.Key) Valeur= $($h.Value)" -ForegroundColor Green

}

GetEnumerator() # permet de récupérer chaque combinaison clé/valeur

$hash.keys # liste les clés du dictionnaire $hash

$hask.values # liste les valeurs du dictionnaire $hash

$hash.a # récupère la valeur de la clé "**a**"

$hash["a"] # récupère la valeur de la clé "**a**"

$hash["a","d"] # récupère la valeur de la clé "**a**" et de la clé "**d**"

Get-Member -InputObject $hash # affiche les méthodes disponibles pour le dictionnaire $hash

$hash.Add("g",7) # ajoute une paire au dictionnaire $hash

$hash.Remove("a") # supprime une paire au dictionnaire $hash

$hash.Clear() # efface le contenu

$ageList = @{} # création d'une "Hast Table" vide ou efface le contenu

**Exemples**

**Voici un "Hash Table" qui contient plusieurs variables.**

$messages = @{

# Les erreurs pour la variable "PATHS".

MSG\_CHECKING\_PATHS = "Checking paths...";

MSG\_COMPUTING\_PATHS = "Computing paths...";

MSG\_CREATING\_PATHS = "Creating paths...";

# Les erreurs pour la variable "IMAGE".

MSG\_COPYING\_IMAGE = "Copying image...";

MSG\_MOUNTING\_IMAGE = "Mounting image...";

MSG\_CONVERTING\_IMAGE = "Converting image...";

MSG\_SKIPPING\_IMAGE\_CONVERSION = "Skipping image conversion."

}

# Voici deux exemples qui affichent des messages qui sont dans le "hash table"

Write-Host $messages.MSG\_CHECKING\_PATHS

Write-Host $messages.MSG\_MOUNTING\_IMAGE

**Utilisation d'une "hash table" pour initialiser les paramètres d'un cmdlet**

$params = @{ Path = "C:\\_OUTILS"; Filter = "\*" }

Get-Item @params

Pour utiliser **Sort-Object** avec plusieurs paramètres, il faut utiliser des "hash table" pour trier par ordre croissant, décroissant, ou une combinaison d’ordres de tri.

Get-Service | Sort-Object -Property @{Expression = "Status"; Descending = $true},

@{Expression = "DisplayName"; Ascending = $true}

**Les scripts avec PowerShell**

Les fichiers de script PowerShell doivent avoir l'extension PS1.

Par défaut, on ne peut pas exécuter des scripts avec PowerShell.

La commande **Get-ExecutionPolicy** permet d'obtenir la valeur de la stratégie d'exécution actuelle.

Pour changer la stratégie d'exécution on utilise l'instruction **Set-ExecutionPolicy**.

* Set-ExecutionPolicy -ExecutionPolicy Restricted
* Restricted: n'exécute pas de scripts, c'est la valeur par défaut
* Set-ExecutionPolicy -ExecutionPolicy Unrestricted
* Unrestricted: charge tous les fichiers de configuration et exécute tous les scripts. Si vous exécutez un script non signé à partir du réseau, vous êtes invité à autoriser l'exécution de ce script.
* Set-ExecutionPolicy -ExecutionPolicy Bypass
* Bypass: charge tous les fichiers de configuration et exécute tous les scripts.

**IMPORTANT: on ne peut pas exécuter un script PowerShell en double cliquant sur le fichier.**

Pour exécuter un script PowerShell, il faut spécifier le chemin absolu ou le chemin relatif lors de l'appel.

**Les commentaires**

**# Cette ligne est en commentaire à cause du symbole #.**

**<#**

**Ceci est un commentaire**

**sur plusieurs lignes.**

**#>**

**Caractère de continuité**

Il est possible d'écrire une ligne d'instruction sur plusieurs lignes en utilisant un caractère de continuité.

Le caractère de continuité correspond à l'accent de grave (code ASCII 96).

**L'utilisation de la variable $PSItem lorsqu'on utilise un "PIPE"**

note: "PowerShell 3.0" remplace **$\_** par **$PSItem**

PSItem contient la valeur courante d'une commande "PIPE".

# Syntaxe avant "PowerShell 3.0"

Get-Service | Where-Object { $\_.Status -eq "Stopped" }

# Syntaxe standard avec "PowerShell 3.0"

Get-Service | Where-Object { $PSItem.Status -eq "Stopped" }

# Si on utilise un seul paramètre, on peut utiliser la syntaxe simplifiée

Get-Service | Where-Object Status -eq "Stopped"

# Si on utilise deux paramètres, on ne peut pas utiliser la syntaxe simplifiée

Get-Service | Where-Object `

{ $PSItem.Status -eq "Stopped" -and $PSItem.DisplayName -like "\*Windows\*" }

**# Exemple intéressant**

**# La variable $serveurs va contenir: HV01,HV02,HV03,HV04,HV05,HV06,HV07,HV08,HV09,HV10**

$serveurs = 1..10 | ForEach-Object { "HV{0:D2}" -f $PSItem }

**Out-Host force l'affichage du résultat à l'écran**

Lors de l'exécution de plusieurs commandes, il arrive que le résultat des deux commandes soit fusionné.

**Get-LocalUser -Name Administrateur | Select-Object Name,SID**

**Get-LocalGroup -Name Administrateurs | Select-Object Name,SID**

Le résultat des deux commandes est simplement les deux colonnes Name et SID.

**Get-LocalUser -Name Administrateur | Select-Object Name,SID | Out-Host**

**Get-LocalGroup -Name Administrateurs | Select-Object Name,SID**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAm4AAAC6CAIAAACY+lZUAAAAAXNSR0IArs4c6QAAMsFJREFUeF7tnQtcjuf/x2/H6AmhSMohET9LEcWqET9bY9S2xp/RJm2sZTJjGEtyaHbIoTXGyoz5oW0OP5b5kS0NTZSYNckihJBUJG3/6z7f93O8n57OPs/reb02z319r8P7vno+9/d7fa/radTIcRyFFwiAAAiAAAiAQGUJNK6sIexAAARAAARAAARoApBSzAMQAAEQAAEQMIkApNQkfDAGARAAARAAAUgp5gAIgAAIgAAImEQAUmoSPhiDAAiAAAiAAKQUcwAEQAAEQAAETCIAKTUJH4xBAARAAARAAFKKOQACIAACIAACJhGAlJqED8YgAAIgAAIgACnFHAABEAABEAABkwhASk3CB2MQAAEQAAEQaGT4DN5X5uUtdGqWlThs3PbzHDCn2D2zn738uWNoBgjWKwI+icmBXq2lXS7L3Bw55NOrnhErdvvbtFAbTOmVNZM+XHCRopg5YCm9WpARMGJVYr0aPDoLAiAAAtVEQKlXqnIaHOldTX1AtTVCwC0oPTWw//XEQS5TLIT30rO3mcZTwudbMR+GnSyhqMLEUKbMEEZH+Vd+8irOMCg5u5VLQkZ0AqZEjdw6NAICIFDHCSiVUoqy9F0c5qt1NMRlyYgvFt/rjs3uzBYkvk4B/YVLnCFSgP7mZT6JLz62ZHkPoS7i434pmGfHuNRxZPW0e55je9qZFSavFUILzDh2xrzw6VWjR5QW5/pWcnaZ7ilhdI0wAAEQAIF6TEChlBYmJmQVWrnE6NC5G4K/4rL5aJGZc8A0iVK2HLR0VPGCqM25Ku8Fy9Y4pHsTn6ZJBx9/Vm6Jys4LtM5f8xLtBj23K9/SOwxqWm0TqmVnd+4px9Qm0uJiMksoq67BcExNRQl7EACBek9AoZRS1JEf9uSW27i9LNFIfvA7o9zERdOkhD9LKPNWvWwFNGblmVsCkul/qiwrDixmvSIz6+5W5D/BX73s1bosM2E9G0hMCf/pZBFl08dHu/tb72nX5gBSwjftyG3sHLi0OEMMG5jSofN59x9SVafNpnQFtiAAAiBQqwQUSymVFRJxPLuJ/dQV4/sY1+PC9O18dlLpnV8ka28U5TTAujlVejNplxBjvJZzt5wyb/eMGP41rjGU1k0gK2Tsm8xq6GNGUOPh/WO2gAAIgECVEFAupRTFxPRUTj5xs63V25Ysl64aqFLcM1uHts0oc/t3vheWWucFdm2m2BwFK0Ng49RQIZYuX7SuTG2wAQEQAAEQMEZKKWpj7KnsMrIU6uchbptgkoYWdruyeSGb3smkgBrzIjsumIVS8S1PHDWmLpRVSoCk7Prtyn9oLixaKzUUyvWxa9WCenA11fisJaObggEIgAAI1GkCxkkpcUzf/pF8/1o5deR9RzfPp22alWQlBVUiEZRiF1Yr/21ep9E27M65BYU6q0qyji9iVsHxAgEQAIEnmYCRUspnBonI0i7ll1Eq+76T2dVN5huWUpyNwrm5ge9Jdyh6RszZhLzQqp6VwV/F3NghWed2C/r8eZsWBX9EVOIZiMTz47wdK658NV++taaq+4z6QAAEQKBeEDBaSikqyXdNVqE4uCTfMLK5hV/vjOm2fwKzHyZwKfni7m6QAdmh6E7vk/GNEXemHvC3tTBoiALGE1A5+f4mbP+N87ZIXWXBn1jE7ffNiGeWui252yHb/kvZeIdx23+Z068GIQ5v/C2ABQiAQIMkoODgwAY5bgwKBEAABEAABKqIQCW80ipqGdWAAAiAAAiAQIMgACltELcRgwABEAABEKg9ApDS2mOPlkEABEAABBoEAUhpg7iNGAQIgAAIgEDtEYCU1h57tAwCIAACINAgCEBKG8RtxCBAAARAAARqjwCktPbYo2UQAAEQAIEGQQBS2iBuIwYBAiAAAiBQewQgpbXHHi2DAAiAAAg0CAKQ0gZxGzEIEAABEACB2iMAKa099mgZBEAABECgQRBQdAYv+VERjR/0LsvcHDmE+VERchL6bn8b8QdMGS75yascQzMMXqXIb4wsdLKUoyzJShw2Dj85UuXzq/X6vatf7SKv9u/CxHmzAg6QD1tMj//kkwFqP9tekfl18JDPDF6t8q6iQhAAARCoTwQUSWl9GhD6CgIgAAIgAAI1SwAB3prljdZAAARAAAQaHAFIaYO7pRgQCIAACIBAzRKAlNYsb7QGAiAAAiDQ4AhAShvcLcWAQAAEQAAEapYApLRmeaM1EAABEACBBkcAUtrgbikGBAIgAAIgULMEIKU1yxutgQAIgAAINDgCkNIGd0sxIBAAARAAgZolACmtWd5oDQRAAARAoMERqA4pdYrd82XxsSXLexhBi5w+WJARf2PH+D5GGPFFyemDGfHFh8J8K2ELExAAARAAARAwjUB1HBxIpHR2oHX+mkkfLriotHfsQb4VlTt9lz3ItyAjYMSqRKUNolylCAyZeWGdq3nals5Bh4yxH3kwZeIQC4lFSe6nExaH5yqpw+P7Q9OetWrEFy1JWf7uc9sfqVkGfL4qzqvpMW2X9LQxNvqzzcPbNuVL3Evf0e+1H29LDYbPyPpkQOcmzEd5x/uNXp/DXpV+Lil/af/7zvNvMh+8lJw6pr+Z5Nr97IUvLFtVyH3y4bYv5/6rmXBZYih85rbtp5Ax5jlSK0l18vqlfZN3T21QakMmZTWblvft1o4xc4MuK7lT/b89EDrWRng6L01dPX94XJEWy2Ghf3zmZpd/YuCodX9wl/1/SfUbIOK6lfDi3Nc51kIF8jJXJeZvhd+a3q2lUFB6if2QbZG5j/fOJPSfvI+9SWqvBd+uX9D3sZZuM+atzmk3HP3Zp1tHtONnkXTUaoOiqPsXw/2WfiqbYTrBzt+6/oOnmksuP/ht7QKfjfwEmrboZoiDuXD5WqrH81+c4/+pZpt7YFHfuXnylvyOnPAfyJ6cLrelPxn69vnPBtpzQ5K0K/tcrE+sX61AcU6EX+THBdKWXbckhvp3Yv+iCr4LmPPaBTUCTIFWuRqGOkGxF6yWRP3l11FS6J8byet7hJ4QP2k54sCBSZ5t6A/+LjgTNCI6QVql/qsGGqcvG+OVugWlp8Yb624q6ANdJCV8vpXLlI6VO8V+Z5SdyxQL43WUcYXXHZvdWWEnjSjGsKqkk21EM8YW9UlMji8mHrz4VjT8XmERN1iTda6djG2TL38taaUFuU3s+2mFOkqMHWwb/znLgzOM+bOl54L1GRGcLEft/IodyyavNsZMZa5PrjaN06JncF3a8JeZ67jcfdMchAGGhhdED3h04H26wKxTVzsNPiNcPbzWaQA/FmZEEw/ffXw/+6uPZF/RRKXEIXuJOkq38HtKP57Gyt/Lu4/6KHNFB6ZlopHsDQod01HHmIiQnxrT/9ZxsYbjD8XbQne7d94adlwxv3QKkA2KlCOiPlTsPK/9bAVEv7+a+6/CHWP4AhvO3Vd8x3OPbnPgBrVmT34L95krDge11rDu/+38/qyqia9hdh1unBgo2rYP+OFzmS0Rs1N+AwqEMlOWH3sgsf/r2xf5Dq/760Fnj5P7p/cWLhOhXd3nWsxMBsianzu8lCO9Kik2q69UuiiKGLLTfjUnw5okiPpuH9Hi1Gq28ikWM5Mzpf2iqL8SP5DMAaU6yjVERE74k3EJEXWUvnx5WwA/5NicUlv3Ez++1Zef133bF37HXx138Lbtc5HXtrxgI/SeCF6av/XPi9iOLbvjeiJl0Rwr/jIjh38f4q6OO1jqOuODr3syV3/+vI+bbNqTysuLczat5HW6d7tm579z5Pq862RTh/BDH3O2tD3R75n+/6Qxg1q963rblxOEq+QSO+1n8kKreNoJBSuurBVxBcl0tO3UjOOvOp5Zxwx5+pzcHptOLVkhGOq/qqwjRnz/BIcMcCSPjeYdfPyrQXuUdRelKk+AVvfA/tcTB4mzbYrF0rOKHpEvHQxgraanX698DypnuW2wT9QGXinmvfK/sxVUjwHj29GVeZzd8hb7dfD60Xt/G1/9kglhIzYVc3YxEWt+L6fseizkfjzHbdvYLi3yjvuxXubhtXN+vvvYbvBuTvDkjQ2f8fFQs7SNqwWn02BflkR+LThdSzZkXq2g2tm6tSdmw2+uf5b9torZe0PrmNy2zXPtfF3iIlOUpDa222fe4MaVNmHP5Yd2/Ta8Lo0J6Ozd2OhXn+94W+aGxnw9U5FLSuo8PT/yf/yjxOmJuy4/IF8WTurtjv5s0qiK7CP58qEdiek9RvBQT09ccTqvwtzJx5t9uKAoRn1lXiy1PPJr3qOlqC++ninQ/GLPQVJ5a6vRNE3G1r9Ly6uZIZx/zHSss3Osusb7/zKlQ+aJK1IdHH3tUF9OINPyKrRBeyt8lpoXe+Q/M7dpc8QNTghjC6z/eqbgz63f+9P1CjLkUZwcpk/yfV/w9va/t2Xf9YrW3ftP5sVy/pv97B+K+rfiyzNXWji8PteO7cKoMd1tmhac3MCp4/4L98opVZehllo6OPTtT33M0+PXin7n+kjHSf/N54ruHhaXU0pZDXyDr/kTb5cWBd+9w3rP6ZNWnL7y2OrlNcwTwNDbG0ez055IrFbWxgKSljeb9mn/HhV5OzgntWz97NMXm9iNi/FgCum/qrRd5VLqE9BLlZ985GiRmYOHl/qKJuuwMk9w2TGOQuOM2xed4M06Q+R/6F9kI2uigmvL/ZN3krJjXCQdF9dcya+8cY6UdAmWXSLl35ouoFrlEn+aqTkj/gD923BmzoFL+UpEF010WMVW1K5KfTt6aOyLazTOmzx2qJx8f9PePal3KPULmc+li75M6xIshpjovu+eY3vamRUmr5X/et3OmBeYX8rT//pz99FkQ2Vq9Hob65fp2NSJLbvVI70md0PVdTjz7T/86QFWje8VXL7H17hn76UbguDJm/nwDWeLzP+OE1TZ2E78q137JtSda2n0Y83ho1sK9dqHvjCyY+NLZ35QD3+yRppXYzLPl5n39vHmlEVf3S/N8WzbNO/iUqXaqa+u0T1bN6NKb2bxTyps2WGhnw5rcSohWYnatGlvzzwwEe9w7Eibxn9l7hG1U1/LXe3aNqaKCvaxD4matl9kECASnaZLLfj2+QEFmSGnZV/i+3Yf1RoH5htnRPr+9X27lYzG2DlhVHky5CZkyPtloVR5DRatn2rLfDL07cDezYsunf5GKPxzStqtiq7OY3inlhQS9W/+M3bmVMnln7VMSiLJbc7vnyDEnHV0ua2tK+MQu058yrJZcdHZu3w5pl3uCeDno1v0dN4oGJqF204KcVM9zv59vnDp7o5jlxtZ93k6gHyi/6riphVL6SseT7UuTN/+dcKfJSqnwZG8ctANER39wtvxfgbruES1fD6wq7gIRFEtBy0dVbwganOuynvBsjUO6d5BydlNONeWjevSDyNLs7TcK2YY/ZbGzHuwgS5DG9pPXcGnJrFxXfbzMvURM4uvbS9sXihGV4YIa7dZIWPfJJ8/tyv/IUV+eFUoM539BVbx5RScN/1hMN3K5qOyv5eHZwQrunVL38Vc0hM3IqZL5IdXBRdQjF0z3qHXIw5X2MnHzoGLjA0yi0x0c9M2B1p2dq+1iIKtz1z6keXXxRFdFU9PzYK+NtaNqLvZqVslEU0TqpOauvUhgnb/2t5d8m9/ee1trLowqy2S1/AZr9rmfjxTvsjKXCdhW3rIRz8Is9TTx5eSA7uJ7q+hwYzt0aYpLVEj+DhwfLEkKM1fLVWrpk2PAZOFPrRyXPoz/SDIh5T5ssM7d2hKkaeHadvoB03mvTJO7QduDXWPu05LZruSM/v/T7ZWSjuXrc6RD0sMVNOnPbkVgnbyqvzML/zzerHWCC1TKS2KZrcSQjkfV7uiU1Qb4qUJDxe0c3lPMFE4RIriNLvkg08LOVzyoDRTUTffZcwcWDhbwbOMetMkbEvXHJsUrG8Czd86aqDo7Wl2nxHaazkrWS+2d7v2Tam719J535Evb+swl4ni7n8vOeMh1fW5yHMr7ahpi2Y91Tz3wGqNFU1Gku3yosMEH1QLtlE92zSjHmQdOarelrSsoPGKuess2MR+Bo0r7iLnbnIFVb7W7ah/bt+8pGbYuF3XCb6U/qvKO6VUSoN97SwLcjcmUxsT8wopS9fxovvIBH4LExdzKT8bp67dnFsu6YFZeeaWAMapUVlWHFjMekVm1t2F2Lze3prb9769gf0VcSot5df8cpV938kKcoP72LVqQT24mmrY5dLdvJlzj3vB2pZgU8Ijhguiy/SKMm/3jIJeUZRTbPhgGa7YU9ll2hx9PVSkTBTf6pTwTTtyGzMuuKL1UcUVKyl4cKQnG7359tg/XWfv+SJlprhwo8ReKBM19amOjW/8993D6lphVC1aC7P+XPIGLkh7+OrNx5RMOBnfkXw0Vva1RsKtvfLiNUO733u7s0Pee7o5ka7PD6mHWOlVSUaumFVPIaHJ0EBcbSyaUuYes7wexTKroWqLuFrMc/MKxWjqnlnvWvKLu/ZE6aVrw8wA27iOm/Toh65chLn9uL1GqSlJtOEWFzWTdOjQrurSZ2HaU34kHWe9vYvxK6+xH7owQ3af6f14HbMkOTMtz0a+GkpRJPeH1bMFRBS1pCxJueTm3ZWGl0lot9uNxFUaWU6G7gRZ3yWJOZ09Pul9YTCDdPm5pvLl4V3PcHNg96nmPSIOaxFaPW2seHUat5Z5tsmgGdGyxU7GbNQnn9xlhvzBU0Xa8ne4ukfRYdUHv323TUhK0mg0/dxtqTu+e5gHHWUlaloc0unc2lkaKUukAtct83vnfyMJ7WoZid9c7/bNrmWGcm4r04pMOBmN1xU9NoRf7XrBh/NYXN123+zoPb3o0Cza49T5enT6lp7nOf1XtVeqTErdgkKdVfnnk+j82J0nzhZRNn18+J0ndOCXYlRWx4v4sowQklfpnV8U5/TyJld2RPPmxsDdSEuUpW+MNDpqjD1dtixz/04+JTjJ11vDZzW2Prq8rUPbZjJcaZfyyyhV+05GuGqlEibENRe9bf0d4nxxxg+mY9rycDo1Z8s6eUYS/Th8ZBoXY9NfdeNFzKO3/J273lPDimjqt8eKW7iMny76ps5vn9ewvbN/+kgNY5KmG9LrQcryD98qVIi+Y9w+9V4Vn/ps23ANc5LIE9StLH3HMC7/lhT4/uMU6eIo4zuSj+8V7JG2TgS4/Cy/MKm1V0RT954uM/cInin3TdMmPDuVWxNt5n4mQ1Nr9Y3xXjofT+YWcZWuhgqVEk0NJKlSmqu/97N5DzttQlT61Qrr5yKfZx2qLssZJ1v2/urP1QMlHRXF46JTQE7Gyk1CEhfjp+alxBnMX13w7fSxNrcTAtUzdO4JPu6RmNlH7jyWr3fue3c2+4gw/lAT/x/ir34zml9nNTBVaC/2kSjbCieWpJjoAS+f+OOpMnP3gIlixhNXjmDZTV8Kekf0TTsEn9GY9vf+F/aiRg+Ipi47+6i186htct90/3vvtWWGPO5go7EJ8ZpaS9c0bdGmke2vHVguT1nSO0o6KWnm8IJdjiSbicQUZ0QXiwlNvOG0Mc/+8zuvkVprI4m4YwY+zomYLOYV04uywuIoRTHONLHVHj3WqHTgriSNv+XUZav7qRckmtpt943GVs4fyX1T4++scRaKpJReZqsQvr6TSIyXsuodzia+unW3kWb8G9d6dZZOi3Mlj4RBycXuYeSPv8qTaSULsfPkAW29g2JxWbkkiH9FgV6aSY7VCWbj1FA2uG3pHSbNx/540nQxGM6lJoUMW39HSV/+jpSkKfJpTV2npWizPfj9hQeUqrWTkLie+XkfaSYU8//tRq07KDdmtrs83Do0VHMnjO4e3gjichkkaYcD3p1wWG7B7Gwhmbqd5TthWLGhXTf6Zo14FPvTafV1BJLjY5Wxc6v2ZUuxke8PXiynWrXpp/1GE03dp01r9YHnFlaZInsu3ntMJ/iIOyPkll3tLLX/mWtf/ZU+K8hd88sLJAnJ3C2b2mvmSW0d3fXMXJKqYx0Qw2bScnlDAe9zjqausdHbUbpcCR+uuROGxCRPCyuX+y4UkUCQZk4TqZZo6spzj9r0G/UfLcnDbLNMYJZ9sXlDcWsMCrzOm3G/KFNYTqcYf1fMeJIa7UrMfkS1au0sLA/c3CgkYAt/d23+veoHbS2t+CWPqFqHXtpzx4imrtSmtURHb+p0K6XNuPal4y3si7ib/UlSEh25XR/ZgU0CsnXfQYK94st1y4sdzulzc5kNLSRT11O+E4YkAL978koHNmodP+OfvWvOKs91OOnvI0sepqG5fzDzjBZeBdEXLlKN2nforvtPqHl/a1Vlr2q3UyKlTq/2b9/C3P6d77mHglUDSSf4mCTjVNXdFy+o17uRDKCqCmzSyUEH/FscCWVvLVkGlga0FcAgW2DVxMP4nTwKmtFXhKzp+pGl4nqSj81vG1XujyrGw+ioRabUHxVthXCohcvbIy5bkYCeLN/HsEuqsBtMDFan1soqSc8vfqxW6+93hPicLlm9d/HUN4WGOiOphy8qCw4bspdfP5JHIuS8rjDqRfaocE+Q79DbT5l/nv3IVjBjtnXe0/RHMzSHfP62LCQpb5kpzwmtLtG9R/JublPMSioJHa/mXG16cyrzTyVLm+wAZa/TZ2+rf2QctMqWzrh+v1xNa5mNp7c0/dE/7pA+8qlAkvbYxdShnm7WTSRJSSQZeO9JsnQqTUoy4JLyG0Ml/qjYjGQ7je2kvC5EwoVF3MqO3aBdSeKtO9qU9e87udsSKf1XDVYuFFAgpa+8OLZrSSInG6x40Dk4/JrltZy78pVCN8+nbaRpR8o7U20liaB+TNKaFC/Q6u8InYFF5SdvYheAjXuxC6tWXYOleVs6q3CKnexgaVwDdb/0yJd6tqRKirJuKO7qe0s2erW5tGueMf6owspfSo4aQDaWeKudzKDNeuyY7h2b3PrtC8E1UuiSkrpeGtmjGXX/3hmdmZ6M46ivgNgh1pXs3u9FIXTKdIwkIjHLxzH/PXjjb+lVKtS5j1npH0nJmrueGEM+c5jYHv71VMHfku1AWtKYFWKli7FLiVwmrRD4Zb9AyK7TvylykILLlKd4P5Usds6lN5Ys1Vyz3LfnUn4F1c15rBA4HT22uw09ZO0JYszaKn+V2RsjtaXeciFAspKSyY0UwsKcX0j2pFLkjIWZFl5KNoCyjman0X5CtMHf17G5mDwsg8VckrmwRrBk0mgf3PxTZ0KcS6dWJMFHLECCtG86PM78boT6yQz03tDNfzyS7o1h5TM3c6/uxVSq6PYVfv4YcEnnb33Lv9Pd715XO5lB22AVtGsEI0lRq1k9e0jzjO5uiU0raer4L8lG0nFDuvxz6/yv9CkN+q8q7oFhKRUSjiR1JkUeFhyarK2nbz80tx83i0lEorN53ds+MNJLU9xdxQV9En+SnlzIapJk1ZapKGXPhTxjU36IWc7NgjLJajH9qEEebVv1Eh+v9WRIZYV8k0PytnxXyg5WDI6ew5yzyDyXcEJL9r2E9s+/Wqh4zPoLkg1Fsii3W9Dnz9u0KPgjQsFmGFO74O41iV8KfmvTi+TYo2up25UddURannB8on3Te1kxK/Ql1lauhx9u8+1vVnpCR4R27JzX3rTkKmYPCbqy/xPx3B+yW8YsX2e673CvSbwt0wolJjQxfyeT/MRgnbYCugd0eO3WLLL/VdjhSu9gKRGWTim1jaRq20wl7dJ7Yds2lR0rwdhS1uO+4M6pIJt8OpcKS6cGGfefJIoKew5DaWrCt4p2sDArqU3F3Z/yto7EkG9/4sUmcC6s//tesvTg0X5e4sooHbNtTuncSKq2zdTgoPQVWP5lJtn/KqyAjv7Mu58keZga5jWJz9pl8oqpvxQsFfPtuU7y4ycQk0ZLifk7dJFRfl5i5p56ASZI27TgYIT29Fq1jaSybaas0DoP/Yg9k4FObqI3g4pVEf1reXP/Lh1fS0xPijJ/fl/9DCOmrqHjV0/kB8Wei3QzdZym2FfmnphN8mM3iZLNLVMPkWOPxF2k5COjNpKqbTNV2huDBweSYGagY8YqLodWqFbYAMNEJtlj/5hTqAoTQ9fdnMMdHLgvkHxOAqGzApKZ0wRVv9Nn+zG2FqnyOpnD/x4mSz/UPIBQx5GETIWd/kocJh6WRHdbtgZZekXrQYaSntO9z+c7wO+liVTfHsMSYI8qZP+fRGvnFkWR7UBmojn9OYtIWEiWnWuou3uiFdmlEznk8mQ5lsocysh2k0gpE5kXX8JgDU6WEWuid2vdo30/612vqC8N2k9ccO39nvyj+8OMuAjP1frS42X1vbekcDJ/hJlw4fLRLmO+ukOpnSko2t1N+8YpyGCWr8bZfnQF4jl58jP2Sk9Evy+e50AKkkOFns9315V5S66+waQp0S8NW/pQoRDJYUaSw/l0HEmoVom0b/rPO5Rflberdtwg21lpB+SHHRq6z/Jz8vQdksccMVjxm3BwoPzsPa4dtRP+pGX0XCLG5IAhwdnl6lJ2cCB9vNH0Dpn8eYdae0VXKBuadNTy8w5lxxnqPkZRO1bJwX7Et8/8boB49AFtQNJ3t45sL0T/ZEcDaj3eT/0MP30HB8oqVzMkcWP/Ah/JIYXS7mscdkhf1HWsoGxQOo4kpCj5cYk6p2CrdXvXTOI3bmk5F5AYVvPBgQal1NCfD66DAAiAAAiAwJNNwHCA98nmg9GDAAiAAAiAgAECkFJMERAAARAAARAwiQCk1CR8MAYBEAABEAABSCnmAAiAAAiAAAiYRABSahI+GIMACIAACIAApBRzAARAAARAAARMIgApNQkfjEEABEAABEAAUoo5AAIgAAIgAAImEYCUmoQPxiAAAiAAAiAAKcUcAAEQAAEQAAGTCEBKTcIHYxAAARAAARCAlGIOgAAIgAAIgIBJBCClJuGDMQiAAAiAAAhASjEHQAAEQAAEQMAkApBSk/DBGARAAARAAAQgpZgDIAACIAACIGASAUipSfhgDAIgAAIgAAKQUswBEAABEAABEDCJAKTUJHwwBgEQAAEQAAFIKeYACIAACIAACJhEAFJqEj4YgwAIgAAIgACkFHMABEAABEAABEwiACk1CR+MQQAEQAAEQABSijkAAiAAAiAAAiYRgJSahA/GIAACIAACIAApxRwAARAAARAAAZMIQEpNwgdjEAABEAABEICUYg6AAAiAAAiAgEkEIKUm4YMxCIAACIAACEBKMQdAAARAAARAwCQCkFKT8MEYBEAABEAABCClmAMgAAIgAAIgYBIBSKlJ+GAMAiAAAiAAApBSzAEQAAEQAAEQMIkApNQkfDAGARAAARAAAUgp5gAIgAAIgAAImEQAUmoSPhiDAAiAAAiAAKQUcwAEQAAEQAAETCIAKTUJH4xBAARAAARAAFKKOQACIAACIAACJhGAlJqED8YgAAIgAAIgACnFHAABEAABEAABkwhASk3CB2MQAAEQAAEQgJRiDoAACIAACICASQQgpSbhgzEIgAAIgAAIQEoxB0AABEAABEDAJAKQUpPwwRgEQAAEQAAEIKWYAyAAAiAAAiBgEgFIqUn4YAwCIAACIAACkFLMARAAARAAARAwiQCk1CR8MAYBEAABEAABSCnmAAiAAAiAAAiYRABSahI+GIMACIAACIAApBRzAARAAARAAARMIgApNQkfjEEABEAABEAAUoo5AAIgAAIgAAImEYCUmoQPxiAAAiAAAiAAKcUcAAEQAAEQAAGTCEBKTcIHYxAAARAAARCAlGIOgAAIgAAIgIBJBCClJuGDMQiAAAiAAAg0auQ4zgCFV+blLXRqlpU4bNz281xRp9g9s5+9/LljaAYINiAC9G0N7NpMOqL85FX0XWbmgKX6UAsTQ2cFJFNarhZkBIxYldiA0GAoIAACIKCHgFKvVOU0ONIbJBswAZ/E5HmBqt8DXKZYCO+g5D9KmCHvjLJjPnxuV/5Dqixz80KmDKOj/IuILmcYlJzdyiUhIzoBE6YBzxcMDQRAQEJAqZRSlKXv4jBfreyIy5IRXyy+1x2b3Zkt6BmxooD+SiVf06QA/d3KfBJffGzJ8h5CXcQZ+lIwz45xwQ2qBQKveDzVuixz/06ZK5kW98L7xgce0uJc30rOLtM9YWpheGgSBEAABKqRgEIpLUxMyCq0conRoXM3BI/EZfPRIjPngGkSpWw5aOmo4gVRm3NV3guWrXFI9yZeS5MOPv6s3DLOkHX+mpc4p8fSOwxqWo03XF/VZtbdraqm6bS4mMwSyqprMBzTqgGKWkAABOo0AYVSSlFHftiTW27j9rJEI/mB7YxyExdNkxL+LKHMW/WyFYZtVp65hY0EqiwrDixmF1y5b+3gr172Is5QwvoFF+lPU8J/OllE2fTx0e7+1mmS9bxzO6MWnyyx8Q4j4YEqeZQ5n3f/IdWyszsXn6jndNB9EAABENBHQLGUUlkhEcezm9hPXTG+j3FIC9O380HC0ju/MJLJv5wGWDenSm8m7brKf3It5245Zd7uGTH8a1xjKF1pAhunhrKroSQwQAT1xg5jb3SlW4YhCIAACNRvAsqllKKYqJ3KySdutrX6oCXLpasGqhQjsXVo24wyt3/ne2GpdZ5aBqniqlCwagikhM+3IilFS7PKnXx/Q+pQ1UBFLSAAAg2cgDFSSlEbY09ll5GlUD+PFqJnSScNLex2hcvqnBJ2kk36VPwqvcIulIrvIR+y8V68ao0ASdldmlVIWbqOr2QWWB+7Vi2oB1dThXhDrQ0FDYMACIBAdRMwTkqJY/r2j/kPza2cOvK7D908n7ZpVpKVFPRpJb402YVVIQWpugeL+muKgFtQqLOqJOv4IslumZpqG+2AAAiAQE0TMFJK+cwgsZtpl/LLKJV938ns6ibzHUopzjfh3NzA96R7ED0j5mxC5mfNzgR6k9Ih6WYnn8R3nCxLr+yINn4zDIn2x3k7Vlz5ar5wpkfNDgatgQAIgEDNEjBaSikqyXcNCf0JryTfMLK5hV/vjOm2fwKzHyZwKclb6W5wMGQPoju9T8Y3RtyZesDf1sKgIQpUOQErcq6CcBcC+19PHCRE2vm18AP+Ni0o+uYy+4BlhzCw2b/0mzkbS7St8n6iQhAAARCoYwQUHBxYx3qM7oAACIAACIBAnSJQCa+0TvUfnQEBEAABEACBWiYAKa3lG4DmQQAEQAAE6jsBSGl9v4PoPwiAAAiAQC0TgJTW8g1A8yAAAiAAAvWdAKS0vt9B9B8EQAAEQKCWCUBKa/kGoHkQAAEQAIH6TgBSWt/vIPoPAiAAAiBQywQgpbV8A9A8CIAACIBAfScAKa3vdxD9BwEQAAEQqGUCkNJavgFoHgRAAARAoL4TgJTW9zuI/oMACIAACNQyAUVn8AZ/FaPxg95lmZsjhzA/rEZ+VGQ3fcq57JWfvMoxlP5REf1XKXJO+kInS7ltSVbisHH4UZGanhlztqwLdzaTt/rgZOzCYevvkA+f+/jj/zxrxf+0Hlfq8sGIf733l8GrNT0StAcCIAACNUtAkZTWbJfQGgiAAAiAAAjUJwII8Nanu4W+ggAIgAAI1EECkNI6eFPQJRAAARAAgfpEAFJan+4W+goCIAACIFAHCUBK6+BNQZdAAARAAATqEwFIaX26W+grCIAACIBAHSQAKa2DNwVdAgEQAAEQqE8EIKX16W6hryAAAiAAAnWQAKS0Dt4UdAkEQAAEQKA+EYCU1qe7hb6CAAiAAAjUQQKQ0jp4U9AlEAABEACB+kSgOqTUKXbPl8XHlizvYQQIclRvQUb8jR3j+xhhxBclB/lmxBcfCvOthC1MQAAEQAAEQMA0AtUhpab1CNb1l0Dj19Iy4u//EGjkCBy2JsYXk4ch4X1y5SZPpXV4LFp+S2J7I2FiP4nppA1rpTXnxLoprZeUGz4rR9qrjPhbu1730GbvPDfyRkb85Q3eWivXf9WI/qAoCIBAXSVgjJS6BaWnxhvrbioceEr4fCuXKR0r94MwO6PsXKZYjFiVqLAxvhjjCq87NruzkXYKijOsKulkK6i+eoow4QS5eGTHuBhsq5H/3Mus1elhTgZL6yhQkrHTgtxE9j1w7uspiiu6nfXxOM5wRML1xj1HHhTV1NHduuzgu+LVVp6halprqJnin8P5XrlMsfbfdELTwGnixpfsVLoq0n/VUPO4DgIgUC8IGCGlwSEDHMlvcJl38PGvBu2pF7Qacid9EpPnBap+DxD0jPxPUPIfJQrG/M+v81mr/keyFBSv2iInYr9eybd6InJ/aiGlamfTjWsj+x3/9148xP3jRGTctkuPVHZ9JlVa8LV03X7lsmc65fx+7oHWYem/WrUkUBsIgECtEVAupT4BvVT5yUeOFpk5eHipr2iyDivjmmTHOAqjYdy+6ARv8jVNLpH/oX++lKyJCq4t90/eE5L7QOKaK/nBVM5bki7Bskuk/FvTBVSrXOJPc+7XAfpnVs2cA5fylYgequiwiq2oXZXGJOmhsS+u0Thv8tihcvL9TXv3WCDsW+oWM59LF32Z1iVYDDDRPWRDM+wVj6dal2Xu3ynz7NPiXnif/tFZ/a9/dh/daqhMDV136dGpJVVyJ/8vPe21bN3Trsq64zz3zde63Nm9nf7hXs2X/qtV1glUBAIgUNsEFEsp/VVbmL7964Q/S1ROgyOlq0JER7/wdryfwTo0US2fD+wq/YnoloOWjipeELU5V+W9YNkah3TvoOTsJpxry8Z1aYdmaVahDhb9lsbMe7CBLkMb2k9dwacmsXFd9vMydWPmJ8fbXti8UAwbDvlwwUW2WFbI2DfJ58/tyn9Ikd8wF8pMZ3/MXHw5BedNfxhMt7L5aJH0wsMzghXduqXvYi7piRsR0yXyG+aDeCdPjF3Tjx2BXo84XGEnHzsHLjI2yCwykXDTO2QlE83MuruVknLVUUbl8gr9YGHMKqlGNxzXRDzd6++8rz/49oz2Ltr0aNucup0bz/upCgZiMTSCfuLRvkpKB287XP1v3Iw/tNWk/6qCtlEEBECgvhBQKqXBvnaWBbkbk6mNiXmFlKXreHEJjQn8FiYu5pYqN05duzm3XDJ+s/LMLQHJ9Acqy4oDi7efp/9X8be2uX3v2xscQxnfKC3l1/xylX3fyQpyg/vYtWpBPbiaqt1dUHZ7zJx73AvWtgSbEh4xXBBdpleUebtnFPSKopxiwwfLcMWeyi7T5ujr6aKUiaSYSUPeGbX4ZImNdxgTVzC8PqoMoMJSOa/6suuRkbsLrANiN5z9yFmhJVuMzy36IMjmZuxri+bqiDJ7LBrlbll2LjFhj8LaD0c7sE9Cs87c7z70UOryta5SSzp465B/7K0l2drq039VYQ9QDARAoH4QUCalbkGhzqr880l09G/nibNFlE0fH37nCR34pRiV1fEiviwfJCy98wvnFyqmU3plR7ThGKNmdRtpibL0jTFFGKQBzyRfbw2fVfEgJAVtHdo2k+FKu5RfRqnad+qqvDYpE+Ka8962iUPeODWU9dQtGUFVC5iPWBOtlpFUnPFlRmRvRb2euOCaPJuJVJW/PUBcCeBqIZoauft6024jJksyeCccPyXP7yVV/TLvjRZiy1vemMHGHqZnWobsiNeepus3d2dAp/spGzxWXhYsP9ymnmZVnPH5odct1AdFNHXWmZtmnf5vsZjBSwdve5anbtKWiERR+q8qgoZCIAAC9YeAIin1HNvTrkKQtCQS46Wseoezia9u3W1ILlIdfKXFubrTsd9idy3CYHp/JauS8+QBbb11s7isXBJEaQn0am16d5gaqmLIXIB6aVY5vdArrgEfemeWGCrnotZvuizSGtnUGM63y22l2UzM/9uMT9DmzeWsOnebatbaXswM2jZ4gJhDy/XhmagND7VA2/LG6rhLjzp4Bv4wQn7Vb+7lJQ7Xt4Y7hKRJLyyZQMf55e+3R2wq1lL14V/Sb1Mt23bg+sXk5Zal7hi9S9u903+1iu42qgEBEKg7BJRIqdOr/du3MLd/53vOOVg1kGT+8zFJxqmquy9eXa53I8JQVfte6OSgA/4tjoSy38JkGVga0FYAo4BbKBW/xI3fyaOzmSoZMnF26VVYWSRfwcBqvUh26q1HZHLaunURu0LraJ/Hcn/U1I527mjdkmrnHsR56jtG9uX+uXafP0Xpv2pq27AHARCocwQUSOkrL47tWpLIyQYrHnQODr9meS3nrnyl0M3zaRtp2lEdGDNRl4+JMCheoNXfZToDi8pP3sQuABv3YhdWrboGa9/Nr1aZU+xkB0vjGuBLV+2QK9eHylg5hPVtT5UXXankrhqykbQ5RZVdS+OjuC6vnfqgj9mFg/5yf9Torg1/xrU99eDuTa5fwjIq69SOO0g2w9xJjbNwmUH7qfqvGt02DEAABOo6AcNSKiQcSYaSFHk4/yG3wTRr6+nbD83tx81iclXobF73tg+M9NKqnpJP4k/SkwtZTZKs2jItpuy5kGdsyg8xy7lZUCZZLaYfNZpR5q162UqGoTNDKivkmxzi7fmulB2sGBw9hzlnkXku4YSW7HsJ7Z9/tVApHEVD1lUZHa+Wnbzok/iOk2VlF6qVdpkt18lrEn+20aBPQ/w6USW/H1F+RIOHn5dwvJHHoqAJ3ZuXXDgRzuXoMjm9ZkW/fqErp1dfT539vPizjdy+X9ivA1Wsa2XUuPGiNAiAQIMjYFBKme2kbMKR5MWKkPOoV0jyEVld8+NzVYrjnLNnR++7Vwc4tRQj0sUZ8wKt89e8NEvdj0yLe/vH/CaS3Z+KkldZh09Y7yS7Zdj9MLIUp6yQiONk644QFRd3i9J7eDYffSztXvyqwa0YZIwVU1Vxxqz+P0cNOWhM9FzJkPXcGfkKbv/riYPE7UP6bmjjRcu4OCdz2lEjBx/un+nLVimZCFYuH8RyawdJ/27zV+JnHQP3K7Fjy/R8Yfyv/MLzoYB2OVvDOwbwwuni6WVLnNTWIz+TJC4dj1yp7IiG7s++coirOfRZi+vxrzEeJ14gAAIgoEGgUSPHccACAiAAAiAAAiBQaQIGvdJK1wxDEAABEAABEHgiCEBKn4jbjEGCAAiAAAhUHwFIafWxRc0gAAIgAAJPBAFI6RNxmzFIEAABEACB6iMAKa0+tqgZBEAABEDgiSAAKX0ibjMGCQIgAAIgUH0EIKXVxxY1gwAIgAAIPBEEIKVPxG3GIEEABEAABKqPAKS0+tiiZhAAARAAgSeCAKT0ibjNGCQIgAAIgED1EYCUVh9b1AwCIAACIPBEEICUPhG3GYMEARAAARCoPgKQ0upji5pBAARAAASeCAKQ0ifiNmOQIAACIAAC1UcAUlp9bFEzCIAACIDAE0EAUvpE3GYMEgRAAARAoPoI/D9GB4DyIyjxfgAAAABJRU5ErkJggg==)

**Out-Host** force l'affichage du résultat de la première commande.

Le résultat de la deuxième commande s'affiche à la suite du résultat de la première commande.

**Exemple de code**

**Voici le code qui affiche le nom de la carte réseau et sa vitesse de transmission.**

**note: le nom de la carte réseau doit être le même sur chaque serveur**

**Clear-Host**

**$carte = "Ethernet"**

**# La variable $serveurs va contenir: HV01,HV02,HV03,HV04,HV05,HV06,HV07,HV08,HV09,HV10**

**$serveurs = 1..10 | ForEach-Object { "HV{0:D2}" -f $PSItem }**

**foreach ($serveur in $serveurs)**

**{**

**Write-Host $serveur -ForegroundColor Yellow**

**Get-NetAdapter -Name $carte -CimSession $serveur | Format-Table Name,LinkSpeed**

**"-"\*100**

**}**

**Détails sur les boucles**

1..10 | ForEach-Object { "HV{0:D2}" -f $PSItem }

# Dans cet exemple ForEach est l'alias de ForEach-Object

1..10 | ForEach { "HV{0:D2}" -f $PSItem }

# Dans cet exemple, foreach est une méthode de la collection

(1..10).foreach({"HV{0:D2}" -f $PSItem})

**Exemple de code**

**Voici le code qui affiche la liste complète des fonctions, cmdlet, alias de tous les modules disponibles.**

**Clear-Host**

**$modules = (Get-Module -ListAvailable).Name**

**foreach ($module in $modules)**

**{**

**Write-Host "Nom du module: $module" -ForegroundColor Green**

**Get-Command -All -Module $module**

**"\*" \* 80**

**}**

**Utilisation d'un workflow et d'une boucle FOREACH et du paramètre -Parallel**

**Ce script envoie la commande Restart-Computer en parallèle aux ordinateurs.**

**Ce script n'est pas ralenti par le fait qu'il peut y avoir des ordinateurs qui sont fermés.**

**# La variable $computers va contenir les noms 407P01 à 407P32**

**$computers = 1..32 | ForEach-Object { "407P{0:D2}" -f $PSItem }**

**Workflow Restart-AllComputers**

**{**

**param([string[]]$Computers)**

**ForEach-Object -Parallel ($computer in $computers)**

**{**

**Restart-Computer -PSComputerName $computer -Force -Verbose**

**}**

**}**

**Restart-AllComputers -Computers $computers**

**IMPORTANT: On ne peut pas prédire l'ordre des résultats lorsqu'on exécute des tâches en parallèles.**

**Comment afficher le nom de l'ordinateur**

Il existe plusieurs manières d'afficher le nom de l'ordinateur.

**Méthode 1: utilisation de hostname.exe** ->hostname.exe

**Méthode 2: utilisation de la variable d'environnement** -> $env:COMPUTERNAME

**Méthode 3: utilisation d'un objet WMI** ->(Get-WMIObject Win32\_ComputerSystem).Name

**Méthode 4: utilisation d'une instance CIM** ->(Get-CIMInstance CIM\_ComputerSystem).Name

**Méthode 5: utilisation d'une méthode ".Net Framework"** ->[system.environment]::MachineName

**Méthode 6: utilisation d'une méthode ".Net Framework"**->[system.net.dns]::GetHostName()

**Méthode 7: utilisation du cmdlet Get-ComputerInfo** -> (Get-ComputerInfo).CsName

**Comment trouver la méthode la plus rapide**

Le cmdlet Measure-Command permet de mesurer la **vitesse d'exécution** d'une commande.

exemple: Measure-Command { hostname.exe }

La propriété TotalMilliseconds permet de comparer facilement la vitesse d'exécution d'une méthode par rapport à une autre.

Le cmdlet Measure-Object permet d'effectuer des calculs comme la moyenne

exemple:

**1..100 | Foreach-Object { Measure-Command { hostname.exe } } | Measure-Object -Average TotalMilliseconds**

On exécute 100 fois le cmdlet Measure-Command et le cmdlet Measure-Object calcule la moyenne de la propriété "TotalMilliseconds".

Effectuons des tests pour déterminer la différence dans le temps d'exécution.

**Clear-Host**

**# IMPORTANT: on ne doit pas utiliser des variables qui contiennent les commandes**

**# Foreach-Object possède deux alias: foreach et %**

**# Les tests vont du plus rapide au plus lent.**

**1..100 | % {Measure-Command {[system.environment]::MachineName}} | `**

**Measure-Object -Average TotalMilliseconds**

**0,008832 ms**

**1..100 | % {Measure-Command {$env:computername}} | `**

**Measure-Object -Average TotalMilliseconds**

**0,024194 ms**

**1..100 | % {Measure-Command {[system.net.dns]::GetHostName()}} | `**

**Measure-Object -Average TotalMilliseconds**

**0,047328 ms**

**1..100 | % {Measure-Command {(Get-WMIObject Win32\_ComputerSystem).Name}} | `**

**Measure-Object -Average TotalMilliseconds**

**8,362251 ms**

**1..100 | % {Measure-Command {hostname.exe}} | `**

**Measure-Object -Average TotalMilliseconds**

**9,12406 ms**

**1..100 | % {Measure-Command {(Get-CIMInstance CIM\_ComputerSystem).Name}} | `**

**Measure-Object -Average TotalMilliseconds**

**9,330143 ms**

**1..100 | % {Measure-Command {(Get-ComputerInfo).CsName}} | `**

**Measure-Object -Average TotalMilliseconds**

**1659,054235 ms**

**Comparaison de la vitesse d’exécution des commandes**

La commande 1 est toujours la plus rapide avec un temps d’exécution d’environ **0.008 ms**

Les commandes 2 et 3 sont environ 5 fois plus lentes que la commande 1

Les commandes 4, 5 et 6 sont environ 1000 fois plus lentes que la commande 1

La commande 7 est environ 200 000 fois plus lente que la commande 1

**La commande la plus rapide**

**"[system.environment]::MachineName" est toujours extrêmement rapide.**

**La commande la plus lente**

**"(Get-ComputerInfo).CsName" est toujours extrêmement lente.**

**Les fichiers de configuration pour PowerShell**

* Un profil applicable à tous les utilisateurs et aux consoles powershell.exe et powershell\_ise.exe.
* **$PSHOME\profile.ps1**
* Un profil applicable à tous les utilisateurs et à la console powershell.exe.
* **$PSHOME\Microsoft.PowerShell\_profile.ps1**
* Un profil applicable à tous les utilisateurs et à la console powershell\_ise.exe.
* **$PSHOME\Microsoft.PowerShellISE\_profile.ps1**
* Un profil applicable à l'utilisateur courant et aux consoles powershell.exe et powershell\_ise.exe.
* **$HOME\Documents\WindowsPowerShell\profile.ps1**
* Un profil applicable à l'utilisateur courant et à la console powershell.exe.
* **$HOME\Documents\WindowsPowerShell\Microsoft.PowerShell\_profile.ps1**
* Un profil applicable à l'utilisateur courant et à la console powershell\_ise.exe
* **$HOME\Documents\WindowsPowerShell\Microsoft.PowerShellISE\_profile.ps1**

**L'ordre d'exécution des fichiers de configuration pour "powersell.exe"**

$PROFILE | Select-Object \*

AllUsersAllHosts : $PSHOME\profile.ps1

AllUsersCurrentHost : $PSHOME\Microsoft.PowerShell\_profile.ps1

CurrentUserAllHosts : $HOME\Documents\WindowsPowerShell\profile.ps1

CurrentUserCurrentHost : $HOME\WindowsPowerShell\Microsoft.PowerShell\_profile.ps1

**L'ordre d'exécution des fichiers de configuration pour "powershell\_ise.exe"**

$PROFILE | Select-Object \*

AllUsersAllHosts : $PSHOME\profile.ps1

AllUsersCurrentHost : $PSHOME\Microsoft.PowerShellISE\_profile.ps1

CurrentUserAllHosts : $HOME\Documents\WindowsPowerShell\profile.ps1

CurrentUserCurrentHost : $HOME\Documents\WindowsPowerShell\Microsoft.PowerShellISE\_profile.ps1

# Commande pour afficher les variables dont le nom débute par **ps** donc des variables de PowerShell

**Get-Variable ps\***

La variable **$psISE** permet de configurer l'environnement ISE de PowerShell.

**Exemple d'un fichier $PSHOME\profile.ps1**

**# Modification de la variable BufferSize**

**$InfoHost = Get-Host**

**$InfoWindow = $InfoHost.UI.RawUI**

**$NewSize = $InfoWindow.BufferSize**

**$NewSize.Height = 8192**

**$NewSize.Width = 512**

**$InfoWindow.BufferSize = $NewSize**

**# Force l'affichage du volet de script dans "PowerShell ISE"**

**if ($psISE.CurrentPowerShellTab.ExpandedScript -eq $false)**

**{**

**$psISE.CurrentPowerShellTab.ExpandedScript = $true**

**}**

**# Modification du texte dans la barre de titre**

**$InfoWindow.WindowTitle = "Console de " + [system.environment]::UserName**

**Exemple d'un fichier $HOME\Documents\WindowsPowerShell\profile.ps1**

**# Change le dossier actif**

**Set-Location E:\scriptPS1**