Introdução ao Java Lambda

Uma expressão lambda é uma função sem nome com parâmetros e um corpo.

O corpo da expressão lambda pode ser uma instrução de bloco ou uma expressão.

-> separa os parâmetros e o corpo.

(int x) -> x + 1 usa um parâmetro int e retorna o valor do parâmetro incrementado em 1.

(int x, int y) -> x + y Utiliza dois parâmetros int e devolve a soma.

(String msg)->{System.out.println(msg);} pega um parâmetro String e o imprime na saída padrão.

msg->System.out.println(msg) toma um parâmetro e imprime-o na saída padrão. É idêntico ao código acima.

() -> "hi" não usa parâmetros e retorna uma cadeia de caracteres.

(String str) -> str.length() leva uma String e retorna seu comprimento.

O lambda a seguir usa dois parâmetros int e retorna o máximo dos dois.

(int x, int y) -> {

int max = x > y ? x : y;

return max;

}

Por que as expressões Lambda

As expressões lambda nos permitem passar a lógica de forma compacta.

O código a seguir usa uma classe interna anônima para adicionar manipulador de eventos para uma ação de clique no botão.

button.addActionListener(**new** ActionListener() {

**public** **void** actionPerformed(ActionEvent e) {

System.out.println(**"hi"**);

}

});

O manipulador de ações imprime uma mensagem quando o botão é clicado.

Usando uma expressão lambda, podemos adicionar o manipulador de ação a um evento de clique no botão em uma única linha de código.

button.addActionListener(e -> System.out.println("hi"));

Nota

Em vez de passar uma classe interna que implementa uma interface, estamos passando em um bloco de código.

e é o nome de um parâmetro,

-> separa o parâmetro do corpo de a expressão lambda.

Na expressão lambda, o parâmetro não é declarado com um tipo. é inferir o tipo de de seu contexto, a assinatura de . ejavaceaddActionListener

Não precisamos escrever explicitamente o digite quando for óbvio. Os parâmetros do método lambda ainda são tipados estaticamente.

Sintaxe Java Lambda

A sintaxe geral para usar expressões lambda é

(Parameters) -> { Body }

-> separa parâmetros e corpo de expressão lambda.

Os parâmetros são colocados entre parênteses, o que é da mesma forma que para os métodos enquanto o corpo da expressão lambda é um bloco de código entre chaves.

Nota

O corpo da expressão lambda pode ter variáveis locais, instruções. Podemos usar quebrar, continuar e retornar no corpo de expressão lambda. Podemos até jogar exceções fora do corpo de expressão lambda.

Uma expressão lambda não tem um nome, pois representa uma classe interna anônima.

O tipo de retorno de uma expressão lambda é inferido pelo compilador.

Uma expressão lambda não pode ter uma cláusula throws como um método.

Uma expressão lambda não pode ser genérica enquanto o genérico é definido no funcional interface.

Expressão lambda explícita e implícita

Uma expressão lambda que não declara o tipo de seus parâmetros é chamada de expressão lambda implícita.

Uma expressão lambda explícita é uma expressão lambda que declara o tipo de seus parâmetros.

O compilador irá inferir os tipos de parâmetros para expressão lambda implícita.

Exemplo

O código a seguir Cria interface com método único e a usa como tipo de expressão lambda. Ao criar a expressão lambda, declaramos o tipo do parâmetro como tem o tipo. s1 Integer

**public** **class** Main {

/\*w w w. ja va 2 s . com\*/

**public** **static** **void** main(String[] args) {

MyIntegerCalculator myIntegerCalculator = (**Integer** s1) -> s1 \* 2;

System.out.println(**"1- Result x2 : "** + myIntegerCalculator.calcIt(5));

}

}

**interface** MyIntegerCalculator {

**public** **Integer** calcIt(**Integer** s1);

}

O código acima gera o seguinte resultado.
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Exemplo 2

Aqui está a demonstração novamente sem usar o tipo. Ao ignorar o digite o compilador tem que descobrir isso.

**public** **class** Main {

// ww w. ja v a 2 s .c o m

**public** **static** **void** main(String[] args) {

MyIntegerCalculator myIntegerCalculator = (s1) -> s1 \* 2;

System.out.println(**"1- Result x2 : "** + myIntegerCalculator.calcIt(5));

}

}

**interface** MyIntegerCalculator {

**public** **Integer** calcIt(**Integer** s1);

}

O código acima gera o seguinte resultado.
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Omitindo tipos de parâmetro

Podemos optar por omitir tipos de parâmetros em expressões lambda.

Na expressão lambda, os tipos de parâmetros são declarados. (int x, int y) -> { return x + y; }

Podemos reescrever com segurança a expressão lambda omitindo os tipos de parâmetros como

(x, y) -> { return x + y; }

Se optarmos por omitir os tipos de parâmetros, teremos que omitir tipos para todos os parâmetros.

**public** **class** Main {

**public** **static** **void** main(String[] argv) {

Processor stringProcessor = (str) -> str.length();

String name = **"Java Lambda"**;

**int** length = stringProcessor.getStringLength(name);

System.out.println(length);//from ww w.ja v a 2 s . c om

}

}

@FunctionalInterface

**interface** Processor {

**int** getStringLength(String str);

}

O código acima gera o seguinte resultado.
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Parâmetro único

Para uma expressão lambda de parâmetro único, podemos omitir os parênteses à medida que omitimos o tipo de parâmetro.

A expressão lambda tem tudo. (String msg) -> {System.out.println(msg);}

Então podemos omitir o tipo de parâmetro a ter

(msg)->{System.out.println(msg);}

Podemos ainda omitir o tipo de parâmetro e os parênteses da seguinte maneira.

msg -> { System.out.println(msg); }

**public** **class** Main {

**public** **static** **void** main(String[] argv) {

Processor stringProcessor = str -> str.length();

String name = **"Java Lambda"**;

**int** length = stringProcessor.getStringLength(name);

System.out.println(length);/\* w w w. jav a2s .c o m\*/

}

}

@FunctionalInterface

**interface** Processor {

**int** getStringLength(String str);

}

O código acima gera o seguinte resultado.
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Sem parâmetros

Para uma expressão lambda sem parâmetros, ainda precisamos dos parênteses.

() -> { System.out.println("hi"); }

O exemplo a seguir mostra como usar o .BooleanSupplier

**import** java.util.function.BooleanSupplier;

//from w w w.j a va 2s . c o m

**public** **class** Main {

**public** **static** **void** main(String[] args) {

BooleanSupplier bs = () -> true;

System.out.println(bs.getAsBoolean());

**int** x = 0, y= 1;

bs = () -> x > y;

System.out.println(bs.getAsBoolean());

}

}

O código acima gera o seguinte resultado.

![Uma imagem contendo Forma

Descrição gerada automaticamente](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABACAIAAACCxXqqAAAEHElEQVR42u3dYW6cMBAG0L3/cdMDUKmVojRgY88MrEnfU380YWNYVppvbYx5bQCwmJdTAIBwAgDhBIBwAgDhBIBwAgDhBIBwAgDhBADCCQDhBADCCQDhBHCnj18ff/85FcIJQDgVH7+UFU6AcFo0meSTcAJYMZnkk3ACWKjDJ5+EE8Cbw2mkO+VETYTT6yXDAOqTaZ9PzpVwAlginDbz4wPh9PrDmQK4NL2E00Q4vf71Nav2m77+8rARpxtmS9XhgM/gdK/+3LAFG5w9P1MncPw8999IbEcl4XS4o/weBw979p32Z3+cHsxcz2kfVPuu1f5HPTDIl49wcWmV2jUbzNfT/qS4TJvJHWXCaarQB6J95DMa/NxbCTr7VWZ6WK/VMToNM+EE5V+oA3V//QZLOkNTR5IJp6oBusBZKtzRSNiM/MnhZ9SP1dbWO8JJfYGrw6nzgsc1mDknyU0l7zo8Sjkbt9vA8Gb+sGPfPMa71K2twgkePLI3Utce1+D94ZR514XhVNipCjQVG6Wc7W+Nb71pWO/zR7UGLuo8jZet9Rt8YzgNdh3uD6eSdK/t0q0STofTH7bujImtMakPqK3FrQLx0AaTFTPQAe3X2dodzQZG1RISsQOL3T58Rzhtjenj+xf000syQXlZ+bykPFtV12+wpMh+u/B+XThN7SjQlSmZsH5FOG2h8cCycAIeF06DX3iXbbDkG31shOrb9LPZdLkinEoiSjgBV4VTq27OVtX1GwwXzdhVkMBBZnYUSKZ8Pgkn4I7OU6f0z45ErdlgoGgm5ykc3jpaeAzJZGpF1NXhFOg0Cyf4T8Np6sbGhzZY22UJXN4vn51Ykkyz4REIG+EEBItyvzTPVqtlG7w5nAYPMr8oxuxwXElnaHzK4ux7ec9UcuBZ4RQb51mzwTeGU7K2ZtZ0GJ85Uj5SN7uCn3ACsmsxPLHBqoIYW3478IKRhXlOdz3+V5kPKH+78RZdYLA4nE5vV3IzE9zZeSop/Qs2mB9K6nz9H5mREZt0frqj0weOhEM39hGM7HoLrQl7azidLpfnTlu4LZxiW5/SYFXHpf/UhswBBHY0nkyzoZsM16m1M/aXo8L9s9OtcytElLwMSOZTeOsjGsyEU7/2TY3sZYbICpOp3/fK9HeveNjg6fsa3yqcgEd2Hz3R/GcTToBw4oHhdLis+OEKsIc/WgcWEE7c0XNqPU6w9eimw//LJyATTs6DcAqG0z57Xjs+AEA4URNO+7BphdPpU3QBTnOo6lkb/PxwOny04Ok1J+EExMJpZKVw/vdwCgzltXpaPgBgPJ/EknDKhlNnQoRrTgBkw6lz9ahla88j30wlB6Ck5wQAwgkA4QQAwgkAhBMAwgkAhBMAwgkAhBMAwgkAhBMACCcAhBMACCcAHuw34U6QFf2M2eYAAAAASUVORK5CYII=)

Modificador final

Você pode usar modificador na declaração de parâmetro para expressões lambda explícitas. final

As expressões lambda a seguir usam o modificador final.

(final int x, final int y) -> { return x + y; }

Podemos usar apenas um modificador da seguinte maneira.

(int x, final int y) -> {return x + y;}

**public** **class** Main {

**public** **static** **void** main(String[] argv) {

Processor stringProcessor = (**final** String str) -> str.length();

String name = **"Java Lambda"**;

**int** length = stringProcessor.getStringLength(name);

System.out.println(length);/\* w w w . ja v a 2s .co m\*/

}

}

@FunctionalInterface

**interface** Processor {

**int** getStringLength(String str);

}

O código acima gera o seguinte resultado.
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Corpo de expressões lambda

O corpo da expressão lambda pode ser uma instrução block ou uma única expressão.

Uma instrução block é colocada entre chaves, enquanto uma única expressão pode existir sem chaves.

Na instrução block podemos usar a instrução para retornar o valor. return

A expressão lambda a seguir usa uma instrução block e uma instrução use para retornar a soma. return

(int x, int y) -> { return x + y; }

Enquanto o lambda a seguir usa uma expressão:

(int x, int y) -> x + y

A expressão não requer os aparelhos.

O lambda não é necessário para retornar um valor. As duas expressões lambda a seguir apenas produzem o parâmetro para saída padrão e não retornar nada.

(String msg)->{System.out.println(msg);}// a block statement

(String msg)->System.out.println(msg) //an expression

Exemplo:

**public** **class** Main {

**public** **static** **void** main(String[] argv) {

Processor stringProcessor = (String str) -> str.length();

String name = **"Java Lambda"**;

**int** length = stringProcessor.getStringLength(name);

System.out.println(length);// www . j a va 2 s. co m

}

}

@FunctionalInterface

**interface** Processor {

**int** getStringLength(String str);

}

O código acima gera o seguinte resultado.
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Inferência de tipo Java Lambda

Uma expressão lambda representa uma instância de uma interface funcional.

Uma expressão lambda pode ser mapeada para diferentes tipos de interface funcional dependendo do contexto.

O compilador infere o tipo de uma expressão lambda.

Exemplo

No código a seguir, há duas interfaces funcionais e .Processor SecondProcessor

Processor tem um método chamado que aceita uma cadeia de caracteres como parâmetro e retorna e .getStringLength int

SecondProcessor tem um método chamado que também aceita uma cadeia de caracteres como parâmetro e retorna um arquivo .noNameint

Pelo código, podemos ver que podemos atribuir duas expressões lambda idênticas para eles.

**public** **class** Main {

**public** **static** **void** main(String[] argv) {

Processor stringProcessor = (String str) -> str.length();

SecondProcessor secondProcessor = (String str) -> str.length();

//from w w w. ja va 2s . c o m

**//stringProcessor = secondProcessor; //compile error**

String name = **"Java Lambda"**;

**int** length = stringProcessor.getStringLength(name);

System.out.println(length);

}

}

@FunctionalInterface

**interface** Processor {

**int** getStringLength(String str);

}

@FunctionalInterface

**interface** SecondProcessor {

**int** noName(String str);

}

O código acima gera o seguinte resultado.
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Nota

Processor ou é chamado de tipo de destino. SecondProcessor

O processo de inferir o tipo de uma expressão lambda é chamado de digitação de destino.

O compilador usa as seguintes regras para determinar se um A expressão lambda pode ser atribuída ao seu tipo de destino:

* Deve ser uma interface funcional.
* Os parâmetros de expressão lambda devem corresponder ao método abstrato na interface funcional.
* O tipo de retorno da expressão lambda é compatível com o tipo de retorno de o método abstrato em interface funcional.
* As exceções verificadas lançadas da expressão lambda devem ser compatível com a cláusula de arremessos declarados do método abstrato em interface funcional.

Parâmetro de comportamento do Java Lambda

Podemos passar expressões lambda para métodos como argumentos.

Exemplo

O código a seguir cria uma interface funcional chamada .Calculator

Dentro do existe um método chamado qual aceita dois parâmetros e retorna um valor.Calculatorcalculateintint

Na classe há um método que aceita o interface funcional como parâmetro. E chama o método do e produz o resultado.MainengineCalculatorcalculateCalculator

No método principal, chamamos os métodos do motor quatro vezes com diferentes expressões lambda.

**public** **class** Main {

**public** **static** **void** main(String[] argv) {

engine((x,y)-> x + y);// w w w .j av a 2s. c om

engine((x,y)-> x \* y);

engine((x,y)-> x / y);

engine((x,y)-> x % y);

}

**private** **static** **void** engine(Calculator calculator){

**int** x = 2, y = 4;

**int** result = calculator.calculate(x,y);

System.out.println(result);

}

}

@FunctionalInterface

**interface** Calculator{

**int** calculate(**int** x, **int** y);

}

O código acima gera o seguinte resultado.
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Nota

O resultado do método depende de Expressões lambda passaram para ele. engine

O comportamento do motor é parametrizado.

Alterar o comportamento de um método através de seus parâmetros é chamado de parametrização de comportamento.

Na parametrização do comportamento passamos a lógica encapsulado em expressões lambda para métodos como se fosse dados.

Parametrização do comportamento Ambiguidade

Nem sempre é possível para o compilador inferir o tipo de uma expressão lambda.

Uma dessas situações é passar expressões lambda para métodos sobrecarregados.

Há duas interfaces funcionais no código a seguir. Uma delas é pelo valor cálculo e o outro é por valor. intlong

Na classe Main existem métodos sobrecarregados chamados . Um é esperado e outro é para .engineIntCalculatorLongCalculator

No método principal temos que indicar os parâmetros de expressão lambda para indicar compilador qual função sobrecarregada queremos usar.

**public** **class** Main {

**public** **static** **void** main(String[] argv) {

engine((**int** x,**int** y)-> x + y);

engine((**long** x, **long** y)-> x \* y);

engine((**int** x,**int** y)-> x / y);

engine((**long** x,**long** y)-> x % y);

}/\* w ww . java 2 s . com\*/

**private** **static** **void** engine(IntCalculator calculator){

**int** x = 2, y = 4;

**int** result = calculator.calculate(x,y);

System.out.println(result);

}

**private** **static** **void** engine(LongCalculator calculator){

**long** x = 2, y = 4;

**long** result = calculator.calculate(x,y);

System.out.println(result);

}

}

@FunctionalInterface

**interface** IntCalculator{

**int** calculate(**int** x, **int** y);

}

@FunctionalInterface

**interface** LongCalculator{

**long** calculate(**long** x, **long** y);

}

O código acima gera o seguinte resultado.

![Imagem em branco e preto

Descrição gerada automaticamente com confiança média](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAB8CAIAAADxfb18AAAEuklEQVR42u3d0Y7aOhRAUf7/b1v13X2oihBkjH3sxMewlvpwVQYHUl3vcTBwKwCQzM0pAECcAECcABAnABAnAMQJAMQJAHECAHEC6PTn1+9/f5wKcQIQp/lPQWjFCRCnpGWSKHECSFomfRIngCxrPnESJ4DFcWpZUTlR4gSwvkziJE4AGeNUbJEXJ4Cc9RKnSJxu/zlxcPb09NNFnsb9XV1bwvKM2Xuius5k+9PpGmridruWEQ6PFT5o7MH33qt+0g5/uDUzsgSrEhX7gdc5a5cxu6bF9im+MTyxGXbW6qd+x64pPnC4iSeh3tFK2+5/0xQbWYKEV3hafmDTMQd/YX87V8Yupv00L8cWQLE4zTpW7JG3RKj+j1WP6+Ot75OjTJA8TpWpZNMxR05O4KbY8i72GCYumxrvOJ6Z9ofXO2bl1qY4FZf1YF2cwouS2CycYcyL49R+RStnnHrPYeAybNeLYYHV2Outt5Zl071J+gQ5F0/ts9UuY66K05Ql46n7O06NUxl4IW1BnOp/AyyJ09sNZluPOZjtWH6mzP7XbD487zee8F1iqy5xgk/r0/015N5Jf5cxp8ywT6+3x+I090CBMh326fquixPw/lJJ/SLMB4w5OF0Grk3FCjq4m3xkCRh+ZeuMOJXQJUFxgs+M0+HPDIYkyZjh6TK8ZXzW9czeOIWf/qmlSR2npxopE2ToU/1//tgkknPMwHQ5viWvsaBTNkRMOQmBS4gn3eXSOJWHPXvKBJnjdPg+x63HDCxxwlseuuI0fqASen/SeGy6SpM9TkCGOFXm9HBIko+5ME71BznrQF1PObCODMcp/MlGF20lB7ItnmJv09l3zIvj1FjQwQN1LVzmxqk0v286cBdxgq9ePF05Qy0fc9Y8GLg2dcan9ZTmtzS132vkn6n9WOHiihN8y+Jp1qSfdszxX9Lr32oxvhYJH+jt146EuxtLQuPRS9tH5E1cZYoT7BSnkR/YaMxZC5f6lzWMPIDYgdrL1Nvdwb4Onpnw54OUkQ9+BbaIU+nfYpB2zPFPkh35ANP2J951oJEylR/2zk18gW36Nw2+fXb1W8UJ2DXVvs78g4kTIE7sGSdvwgXEiVxxemqSPgFJ4uQ8fG+cfPArIE6IE8BBh2Z91wYfEqfiU8mBHHF62oLszHx7nMrDhgjnC1jbJ1kSp4M46RMAKeL0tFVPnwBYHCcbIgAQJwDwJlwAdoxTsSECgIRxAgBxAkCcAECcAECcABAnABAnAMQJABLEyZtwAcgVp3uW9AmARHE6/G8AWBOn1w9+1ScAxAkAcRInAMQJAMQJAHECgLlxKraSA5AzTt6EC0CuOBUfXwRAwjgBgDgBIE4AIE4AIE4AiBMAiBMA4gQAS+N0e+CUAbA+Tvcg6RMAKeL0lCJxAiDFykmcABAnAMSpM05OGQCJ4mTZBEDGODlfACSKkzIBkCtOrxvKnTgAVsbpdsSJA2BZnJQJgIwrJwAQJwDECQDECQDECQBxAgBxAkCcAECcABAnABAnABAnAMQJAMQJAHECAHECQJwAQJwAECcAECcAECcAxAkAxAkAcQIAcQJAnABAnABAnAAQJwAQJwDECQDECQBxAgBxAuCb/QVTeMq/faxlpAAAAABJRU5ErkJggg==)

Nota 1

Para resolver a ambiguidade, podemos alterar a expressão lambda implícita para explicitado especificando o tipo dos parâmetros. Isso é o que foi feito para o código acima.

Ou podemos usar um elenco da seguinte forma. Ao chamar o motor pela primeira vez, lançamos o lambda expressão para .IntCalculator

**public** **class** Main {

**public** **static** **void** main(String[] argv) {

engine((IntCalculator) ((x,y)-> x + y));

engine((**long** x, **long** y)-> x \* y);

engine((**int** x,**int** y)-> x / y);

engine((**long** x,**long** y)-> x % y);

}/\* w w w . java 2 s .c o m\*/

**private** **static** **void** engine(IntCalculator calculator){

**int** x = 2, y = 4;

**int** result = calculator.calculate(x,y);

System.out.println(result);

}

**private** **static** **void** engine(LongCalculator calculator){

**long** x = 2, y = 4;

**long** result = calculator.calculate(x,y);

System.out.println(result);

}

}

@FunctionalInterface

**interface** IntCalculator{

**int** calculate(**int** x, **int** y);

}

@FunctionalInterface

**interface** LongCalculator{

**long** calculate(**long** x, **long** y);

}

O código acima gera o seguinte resultado.
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Nota 2

Ou podemos evitar o uso da expressão lambda diretamente como parâmetro. Podemos atribuir a expressão lambda a uma interface funcional, e em seguida, passe a variável para o método. O código a seguir mostra essa técnica.

**public** **class** Main {

**public** **static** **void** main(String[] argv) {

IntCalculator iCal = (x,y)-> x + y;

engine(iCal);/\*from www .java2s . c om\*/

engine((**long** x, **long** y)-> x \* y);

engine((**int** x,**int** y)-> x / y);

engine((**long** x,**long** y)-> x % y);

}

**private** **static** **void** engine(IntCalculator calculator){

**int** x = 2, y = 4;

**int** result = calculator.calculate(x,y);

System.out.println(result);

}

**private** **static** **void** engine(LongCalculator calculator){

**long** x = 2, y = 4;

**long** result = calculator.calculate(x,y);

System.out.println(result);

}

}

@FunctionalInterface

**interface** IntCalculator{

**int** calculate(**int** x, **int** y);

}

@FunctionalInterface

**interface** LongCalculator{

**long** calculate(**long** x, **long** y);

}

O código acima gera o seguinte resultado.
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