List 一组由顺序的元素，可以通过下标访问，是Collection子接口

ArrayList LinkedList

Set 一组取值唯一的元素，是Collection子接口

HashSet(自己写类必须提供hashCode, equals) LinkedHashSet（会记录放入顺序）

.add .remove .contains .size

.get

for(Object o : 集合) {

}

Iterator iter = 集合.iterator()

while(iter.hasNext()){

iter.next()

}

# SortedSet

（会把集合中的元素根据大小进行排序）

父接口是 Set, 比较典型的实现类：TreeSet

Set set = new TreeSet();

set.add(5);

set.add(4);

set.add(7);

set.add(1);

// 会按照升序（由小到大）对集合中的元素进行排序

System.out.println(set);

System.out.println("======= 遍历 ======");

for(Object o : set) {

System.out.println(o);

}

Set set2 = new TreeSet();

set2.add("5");

set2.add("4");

set2.add("7");

set2.add("11");

System.out.println(set2);

// 放入TreeSet集合的对象必须实现一个Comparable接口， 它可以让我们实现比较规则

Set set3 = new TreeSet();

set3.add(new Student("张三",20)); // 5f20

set3.add(new Student("钱七",17)); // 94b1

set3.add(new Student("王五",55)); // 738b

set3.add(new Student("李四",18)); // 674e

System.out.println(set3);

// java.lang.ClassCastException:

// day11.set.Student cannot be cast to java.lang.Comparable

public class Student implements Comparable{

String name;

int age;

...

public Student(String name, int age) {

super();

this.name = name;

this.age = age;

}

@Override

public int compareTo(Object o) {

// 比较student 谁大谁小

Student s2 = (Student) o;

// int r = this.name.compareTo(s2.name); // 按照姓名的unicode排序

// this.age > s2.age 返回 正

// this.age < s2.age 返回负数

// this.age == s2.age 返回0

// return this.age - s2.age; // 按年龄升序（由小到大）

return (s2.age - this.age); // 按年龄降序 (由大到小)

}

Comparable 能够配合TreeSet进行排序，缺点是：一个类里只能写一种比较规则，如果比较规则变化了，类也需要跟着变化。

# 排序

java.util.Collections （工具类） 可以对集合进行通用的排序操作，比TreeSet更为灵活

java.util.Collection (接口) List, Set 的父接口

java.util.Arrays （工具类） 针对数组进行排序

java中的排序算法

对基本类型数据进行排序，使用了快速排序的改进版, 如果数据量特别少，会使用插入排序

对集合进行 （List）进行排序，归并排序的改进版 （jdk6.0）

对集合进行 （List）进行排序，TimSort的改进版 （jdk7.0以后） 包括Python语言也在使用

java 中提供了优秀的排序算法，我们需要提供排序规则

Comparable 接口只能提供一种排序规则，不够灵活

Comparator (比较器) 接口，每个实现都是一个排序规则

## Collections

Collections.sort(List)

对list中数据进行排序， list中元素也需实现Comparable

Collections.sort(list, Comparator) 更为灵活

由 Comparator 提供一个比较规则，判断list中任意两个元素谁大谁小

姓名比较器：

import java.util.Comparator;

public class NameComparator implements Comparator {

@Override

// 实现比较方法：需要我们来实现这两个对象谁大谁小

// 返回0 表示o1=o2, 负数表示o1<o2, 正数表示o1>o2

public int compare(Object o1, Object o2) {

// 将Object 转换为待比较的Teacher类型

Teacher t1 = (Teacher) o1;

Teacher t2 = (Teacher) o2;

// 将两个teacher 的名字进行比较

return t1.name.compareTo(t2.name);

}

}

年龄比较器：

import java.util.Comparator;

public class AgeComparator implements Comparator {

@Override

public int compare(Object o1, Object o2) {

Teacher t1 = (Teacher) o1;

Teacher t2 = (Teacher) o2;

return t1.age - t2.age;

}

}

使用比较器：

List list = new ArrayList();

list.add(new Teacher("zhang", 30, 10000.0));

list.add(new Teacher("li", 28, 9000.0));

list.add(new Teacher("wang", 50, 19000.0));

list.add(new Teacher("zhao", 18, 7000.0));

// 按名字进行排序

Collections.sort(list, new NameComparator());

System.out.println(list);

// 按年龄排序

Collections.sort(list, new AgeComparator());

System.out.println(list);

// 倒序

Collections.reverse(list);

System.out.println(list);

// 用匿名内部类来实现比较器

// new 接口名|父类名() {

// 实现接口的方法或重写父类方法

// }

Comparator c = new Comparator() {

public int compare(Object o1, Object o2) {

Teacher t1 = (Teacher) o1;

Teacher t2 = (Teacher) o2;

return (int) (t1.salary - t2.salary);

}

};

Collections.sort(list, c);

System.out.println(list);

// 等价于：

Collections.sort(list, new Comparator() {

public int compare(Object o1, Object o2) {

Teacher t1 = (Teacher) o1;

Teacher t2 = (Teacher) o2;

return (int) (t1.salary - t2.salary);

}

});

// 数组排序

// Arrays.sort(数组); // String 基本类型，Date

// Arrays.sort(数组, 比较器); // 处理自定义类型

# Queue 队列 （FIFO 先进先出）

java.util.Queue 接口

java.util.LinkedList 也是Queue接口的实现

常见方法：

offer 入队 （把新元素加入队列尾部）

poll 出队 （找到队列头部元素，并移除）

peek （找到队列头部元素）

Queue queue = new LinkedList();

queue.offer(1);

queue.offer(2);

queue.offer(3);

queue.offer(4);

System.out.println(queue);

queue.offer(5); // 将新元素加入队列尾部

// 头 [1, 2, 3, 4, 5] 尾

System.out.println(queue);

// 找到头部元素

System.out.println("头部元素:" + queue.peek());

// 移除头部元素

queue.poll(); // 返回值就是头部元素

queue.poll();

queue.poll();

queue.poll();

queue.poll(); // 5

queue.poll(); // null

System.out.println(queue);

# Deque 双向队列

java.util.Deque

头部，尾部均可以添加和移除元素

常见方法:

offerFirst 向头部添加

offerLast 向尾部添加

peekFirst 取得头部元素

peekLast 取得尾部元素

pollFirst 移除头部元素

pollLast 移除尾部元素

实现类： LinkedLink

# 栈 Stack

Deque 也可以被当作栈 Stack FILO 先进后出

队列 ： FIFO 先进先出

![](data:image/png;base64,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)

栈的方法： push(对象) 将对象放入栈 （压栈）

pop() 从栈中弹出对象 (出栈)

peek() 获取栈顶元素

// 创建一个栈

Deque stack = new LinkedList();

stack.push("zhang");

stack.push("li");

stack.push("wang");

// 井口 [wang, li, zhang] 井底

System.out.println(stack);

// 移除栈顶元素

stack.pop();

// [li, zhang]

System.out.println(stack);

// 找到栈顶元素

System.out.println("栈顶元素：" + stack.peek());

System.out.println(stack);

# Map （映射,表)

把一些有关联的数据结对存储, 按键-值的方式存储于map集合当中

键（key） 值(value) 键值对

bj 北京

sh 上海

sz 深圳

根据key进行快速查找，找到值进行操作

java.util.Map 接口

常见实现: java.util.HashMap, java.util.LinkedHashMap

常用方法:

.put(key, value) ; // 用来存储键-值

.get(key) 返回value; // 根据key查找value值

.remove(key) // 根据key 删除键-值

map 的遍历方式：

按key遍历

按值遍历

按 Entry遍历

装载因子

当HashMap内容量达到某一阈值时，会执行数组容量翻倍，需要让hashMap中的元素重新分布，称为rehash

什么时候发生rehash： 当 实际元素个数超过 (默认值16) \* 装载因子（0.75）后

// 1. 创建map集合

Map map = new HashMap();

// new HashMap(128); // 指定初始容量

// new HashMap(128, 0.8f); // 指定初始容量以及装载因子

// 2. 添加数据

// 做为key的对象，必须实现hashCode和equals

map.put("bj", "北京");

map.put("sh", "上海");

map.put("sz", "深圳");

System.out.println(map);

map.put("bj", "首都"); // map 中的key不能重复

System.out.println(map);

// 3. 根据key找到value

System.out.println(map.get("bj"));

System.out.println("没有找到：" + map.get("gz")); //返回null值

// 4. 根据key删除键值

map.remove("sz"); // 删除深圳对应的键值

System.out.println(map);

System.out.println("====================");

// 5. 遍历

// 5.1) 根据key进行遍历

// map.keySet() 返回了饱和了所有key的set集合

for(Object key : map.keySet()) {

System.out.println("key:" + key + " value:" + map.get(key));

}

System.out.println("====================");

// 5.2) 根据值进行遍历

// map.values() 返回的是个包含了所有值的 Collection集合

for(Object value: map.values()) {

System.out.println("value:" + value);

}

System.out.println("====================");

// 5.3) 根据键值遍历

// Entry(key,value,next,hash ) 条目

// 一个map可被看作是多个Entry对象的组合

// map.entrySet() 返回所有Entry对象的集合

for(Object obj:map.entrySet()) {

Entry e = (Entry)obj; // 需要多加一步转换

System.out.println(e.getKey() + " " + e.getValue());

}

# LinkeHashMap

// hashMap不会记录键值的放入顺序

// Map map = new HashMap();

// LinkedHash 会记录键值的放入顺序

Map map = new LinkedHashMap();

map.put("aaa", "aaa");

map.put("bbb", "bbb");

map.put("ccc", "ccc");

map.put("ddd", "ddd");

System.out.println(map);

// 可以定义LinkedHashMap的子类限制集合中元素的个数

// 参数1：初始容量， 参数2：装载因子，参数3：get方法是否会影响元素的顺序

Map map2 = new LinkedHashMap(10, 0.75f, true) {

// 是否要删除最旧的entry元素

protected boolean removeEldestEntry(Map.Entry eldest) {

// 当集合大小超过5时，会删除最旧的元素

if(size()>5) {

return true;

} else {

return false;

}

}

};

map2.put("1", "1"); // 最旧的

map2.put("2", "2");

map2.put("3", "3");

map2.put("4", "4");

map2.put("5", "5");

System.out.println(map2);

map2.put("6", "6");

System.out.println(map2);

map2.get("2"); // 当使用了元素，那么这个元素就变为最新的

System.out.println(map2);

map2.put("7", "7"); // 当再放入新元素时，就把最旧的3元素挤掉了

System.out.println(map2);