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**Введение**

Математика, вычисления являются неотъемлемой частью нашей жизни. Вычисления необходимы в любом деле и в любых профессиях. Но чтобы они проходили быстро и безболезненно, можно написать программу, которая будет проводить все необходимые операции. С этой задачей прекрасно справляется Польская форма записи(постфиксная), которую я и собираюсь реализовать сегодня.

**Постановка задачи**

**Задача:** Разработать программу, преобразовывающую арифметические выражения в постфиксную форму, принимающую значения пользователя и подсчитывающую результат.

**Входные данные:**

1. Строка с выражением
2. Значения переменных

**Выход:**

1. Результат подсчета

**Руководство пользователя**

1. Запустите приложение и введите выражение, которое хотите вычислить
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1. Если вы корректно ввели выражение и не забыли про скобки, то на экране вы увидите постфиксную форму записи. Далее на экране появится кол-во ваших операндов(без повторений).
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1. Введите поочередно значения операндов и получите результат:)
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**Руководство программиста**

***Описание структуры программы***

Список файлов:

* main.cpp (реализация главной задачи)
* calculator.h (класс TCalculator и его методы)
* exceptions.h (класс исключений)
* tstack.h (класс TStack и его методы)

***Описание структур данных***

int TCalculator:: Priority(const char sign)

**Назначение:** определяет приоритет операций

**Входные данные:** знак операции

**Выходные данные:** число, обозначающее приоритет операции

bool TCalculator::Comparison(char exp, TStack<char>& pop\_el)

**Назначение:** сравнение приоритетов знака с остальными знаками из стека операций

**Входные данные:** знак операции и стек операций

**Выходные данные:** true или false (результат сравнения)

bool TCalculator::IsItOperation(const char sign)

**Назначение:** определяет, операция это или нет

**Входные данные**: знак

**Выходные данные:** true или false

int TCalculator::GettingCount(string postfix\_form)

**Назначение:** получение кол-ва неповторяющихся операндов

**Входные данные**: строка с постфиксной формой

**Выходные данные:** кол-во

void TCalculator::GettingValues(double\*values,string&operands, string p\_f, int count)

**Назначение:** принимает значения пользователя

**Входные данные:** массив значений, строка операндов, постфиксная форма, кол-во операндов

string TCalculator::PostfixForm(string exp)

**Назначение:** получение постфиксной формы

**Входные данные:** строка с выражением пользователя

**Выходные данные**: строка с постфиксной формой

double TCalculator::Calculate(double\* values, string& operands, string p\_f)

**Назначение:** подсчет результата

**Входные данные:** массив значений, строка операндов, строка с постфиксной формой

**Выходные данные:** результат

***Описание алгоритмов***

В данной программе реализована структура стек. Стек представляет собой список элементов, организованный по принципу LIFO, то есть «последним пришел, первым вышел». Количество элементов можно узнать по индексу первого свободного в стеке элементу(top).![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR42mP4//8/AwAI/AL+eMSysAAAAABJRU5ErkJggg==)

![](data:image/png;base64,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)

Из чего состоит стек:

* Максимальное размер стека(сколько элементов может вместится) - max\_size
* Массив элементов - elements
* Индекс вершины стека(индекс первого свободного элемента) - top

Операции над стеком:

* Положить элемент - Push
* Элемент на вершине стека - Pop\_Get
* Удалить элемент - Pop
* Проверка на полноту - IsFull
* Проверка на пустоту - IsEmpty

**Алгоритм перевода в постфиксную форму и вычисления по ней:**

Приоритет операций:

* ‘\*’ и ‘/’ – приоритет 1
* ‘+’ и ‘—’ – приоритет 2
* остальные - приоритет 3

Преобразование выражений в польскую запись:

Выражение, введенное пользователем - *exp*. Для хранения операций будем использовать стек *stack1*, а для операций *stack2*.

1. Пройдемся по строке *exp*.
   1. Если символ является пробелом, то переходим к следующему символу.
   2. Если символ является операцией, то кладем его в *stack1*. При этом, если приоритет операции на вершине стека *stack1* выше, то перекладываем все операции из *stack1*, у которых приоритет выше, в *stack2.* И уже только после этого кладем операцию в *stack1.*
   3. Если символ является ‘*(*‘, то кладем в *stack2*.
   4. Если символ является ‘*)*’, то все операции из *stack1* переносятся в *stack2* до появления левой скобки. Левую скобку удаляем из *stack1*.
2. После прохода по *exp*, все оставшиеся операции из *stack1* переносим в *stack2*.
3. Из *stack2* берем постфиксную запись.

Вычисление значения выражения:

Создадим результирующий массив resulting\_mas. p\_f - строка с постфиксной записью. values operands - массивы для хранения значений операндов и самих операндов.

1. Просматриваем p\_f:

* 1. Если встретилась переменная, то находим ее имя в массиве operands и ее значение из values,кладем в resulting\_mas.
  2. Если встретился символ операции, то изымаем из resulting\_mas сначала первый элемент – *first*, а затем второй – *second*. Выполняем данную операцию в порядке названий переменных, то есть: *first* <*операция*> *second*. Значение операции кладем resulting\_mas.

1. По окончании просмотра строки в resulting\_mas будет хранится единственная переменная – значение выражения.

**Заключение**

В ходе лабораторной работы я разработала программу, вычисляющую арифметические выражения, с помощью постфиксной формы записи. В ходе работы были реализованы класс стека, методы получения постфиксной записи и подсчета значения по ней.

**Литература**

1. http://kvodo.ru/stack-data-structure.html
2. http://natalia.appmat.ru/c&c++/postfisso.html

**Приложения**

***Приложение 1. Исходный код основной функции***

#include <iostream>

#include <string>

#include "calculator.h"

#include "TStack.h"

#include "exceptions.h"

using namespace std;

void main() {

string expression;

string operands;

setlocale(LC\_ALL, "Rus");

try {

cout << "Введите выражение" << endl;

getline(cin, expression);

string p\_f = TCalculator::PostfixForm(expression);

cout << "Постфиксная форма равна:" << endl;

cout << p\_f << endl;

int count = TCalculator::GettingCount(p\_f);

cout << "Количество неповторяющихся операндов:" << count << endl;//(вот до этого момента все супер)

double\* values = new double[count];

TCalculator::GettingValues(values, operands, p\_f, count);

double result = TCalculator::Calculate(values, operands, p\_f);

cout << "Ваш результат: " << result << endl;

}

catch (const Exception& ex){

cout << ex.what() << endl << endl;

}

system("pause");

}

***Приложение 2. Класс TStack***

#ifndef \_TSTACK\_H\_

#define \_TSTACK\_H\_

#include "exceptions.h"

using namespace std;

template<typename ValType>

class TStack {

private:

int max\_size;

ValType\* elements;

int top;

public:

TStack(int);//конструктор

TStack(const TStack&);//конструктор копирования

~TStack();//деструктор

void Push(ValType);//кладет элемент на вершину стека

ValType Pop\_Get();//удаляем элемент и возвращаем его

bool IsEmpty()const;//проверка на пустоту

bool IsFull()const;//проверка на полноту

void Pop();//уменьшаем стек

};

template<typename ValType>//констркутор с параметром

TStack<ValType>::TStack(int \_max\_size) {

if (\_max\_size <= 0) {

throw Exception("Некорректный максимальный размер стека\n");

}

max\_size = \_max\_size;

elements = new ValType[max\_size];

top = 0;

for (int i = 0; i < max\_size; i++) {

elements[i] = 0;

}

}

template<typename ValType>//конструктор копирования

TStack<ValType>::TStack(const TStack& stack) {

max\_size = stack.max\_size;

top = stack.top;

for (int i; i < max\_size; i++) {

elements[i] = stack.elements[i];

}

}

template<typename ValType>//деструктор(done)

TStack<ValType>::~TStack() {

top = 0;

max\_size = 0;

delete [] elements;

}

template<typename ValType>//добавление элемента на вершину стека

void TStack<ValType>::Push(ValType el) {

if (IsFull()) {

throw Exception("Стек полон\n");

}

elements[top] = el;

top++;

}

template<typename ValType>//удаление элемента и получение топа

ValType TStack<ValType>::Pop\_Get() {

if (IsEmpty()) {

throw Exception("Стек пуст\n");

}

return elements[top-1];

}

template<typename ValType>//проверка на пустоту

bool TStack<ValType>::IsEmpty()const{

return (top == 0);

}

template<typename ValType>//проверка на полноту

bool TStack<ValType>::IsFull()const {

return (max\_size == top);

}

template<typename ValType>//уменьшение стека

void TStack<ValType>::Pop() {

if (IsEmpty()) {

throw Exception("Стек пуст\n");

}

top--;

}

#endif

***Приложение 3. Класс Exception***

#ifndef \_EXCEPTIONS\_H\_

#define \_EXCEPTIONS\_H\_

#include <iostream>

#include <string>

#include <exception>

using namespace std;

class Exception : public exception{

private:

string msg;

public:

Exception(string \_msg) : msg(\_msg) {};

const char\* what() const noexcept{

return msg.c\_str();

}

};

#endif

***Приложение 3. Класс TCalculator***

#include <iostream>

#include <string>

#include "tstack.h"

#include "exceptions.h"

using namespace std;

class TCalculator {

private:

static int Priority(const char);//определение приоретета операций

static bool Comparison(char, TStack<char>&);//сравнение приоритетов

static bool IsItOperation(const char);//определение операция это или нет

public:

static string PostfixForm(string);//образование постфиксной формы

static int GettingCount(string);//возвращает кол-во операндов

static double Calculate(double\*, string&, string);//возвращает результат подсчета

static void GettingValues(double\*, string&, string, int);//ввод значений

};

//определение приоретета операций

int TCalculator:: Priority(const char sign) {

switch (sign) {

case '+': return 2;

case '-': return 2;

case '\*': return 1;

case '/': return 1;

default: return 3;

}

}

bool TCalculator::Comparison(char exp, TStack<char>& pop\_el){//сравнение приоритетов

return (Priority(pop\_el.Pop\_Get()) < Priority(exp));

};

//определение операция это или нет

bool TCalculator::IsItOperation(const char sign) {

return ((sign == '\*') || (sign == '/') || (sign == '+') || (sign == '-'));

}

//возвращает кол-во неповторяющих операндов

int TCalculator::GettingCount(string postfix\_form) {

int count = 0;

for (int i = 0; i < postfix\_form.length(); i++) {

if (isalpha(postfix\_form[i])) {

count++;

}

}

return count;

}

//ввод значений

void TCalculator::GettingValues(double\* values, string& operands, string p\_f, int count) {

int current\_count\_of\_operands = 0;

double value = 0;

char\* new\_operands = new char[count];

double\* new\_values = new double[count];

for (int i = 0; i < p\_f.length(); i++) {

if (isalpha(p\_f[i])) {

int flag = 0;

for (int j = 0; j < current\_count\_of\_operands; j++) {

if (new\_operands[j] == p\_f[i]) {

flag = 1;

break;

}

}

if (flag == 0) {

new\_operands[current\_count\_of\_operands] = p\_f[i];

cout << "введите значение операнда " << p\_f[i] << endl;

cin >> value;

new\_values[current\_count\_of\_operands] = value;

current\_count\_of\_operands++;

}

}

}

operands.assign(new\_operands);//скопировали 2ое в 1ое, преобразовали к string

memcpy(values, new\_values, sizeof(double) \* count);//скопировали 2ое в 1ое

}

//образование постфиксной формы

string TCalculator::PostfixForm(string exp) {

if (exp.length() == 0) {

throw Exception("Некорректно введенная строка\n");

}

TStack<char> stack1(exp.length() + 1);//операции

TStack<char> stack2(exp.length() + 1);//операнды

for (int i = 0; i < exp.length(); i++) {

char sign = static\_cast<char>(exp[i]);

if (sign == ' ') {

continue;

}

if (IsItOperation(sign)) {

if (stack1.IsEmpty()) {//если в стеке опраций еще ничего нет

stack1.Push(sign);

continue;

}

if (Comparison(sign, stack1)) {//битва за приоритет

while (!stack1.IsEmpty()) {

stack2.Push(stack1.Pop\_Get());

stack1.Pop();

}

stack1.Push(sign);

}

else

stack1.Push(sign);

}

if (sign == '(') {

stack1.Push(sign);

}

if (isalpha(sign)) {

stack2.Push(sign);

}

if (sign == ')') {

int left\_bracket\_flag = 0;

while (!stack1.IsEmpty()) {

if (stack1.Pop\_Get() != '(') {

cout << stack1.Pop\_Get() << endl;

stack2.Push(stack1.Pop\_Get());

stack1.Pop();

continue;

}

stack1.Pop();

left\_bracket\_flag = 1;

break;

}

if ((left\_bracket\_flag != 1) && (stack1.IsEmpty())) {

throw Exception(" Кажется, вы забыли скобку (\n");

}

}

}

while (!stack1.IsEmpty()){

stack2.Push(stack1.Pop\_Get());

stack1.Pop();

}

string postfix\_form;

while (!stack2.IsEmpty()){

postfix\_form += stack2.Pop\_Get();

stack2.Pop();

}

for (int i = 0; i < postfix\_form.length() / 2; i++)

swap(postfix\_form[i], postfix\_form[postfix\_form.length() - 1 - i]);

return postfix\_form;

}

//подсчет

double TCalculator::Calculate(double\* values, string& operands, string p\_f)

{

TStack<double> resulting\_mas(p\_f.length());

for (int i = 0; i < p\_f.length(); i++){

char sign = static\_cast<char>(p\_f[i]);

if (isalpha(sign)){

for (int j = 0; j < operands.length(); j++){

if (operands[j] == sign){

resulting\_mas.Push(values[j]);

break;

}

}

continue;

}

double first = resulting\_mas.Pop\_Get();

resulting\_mas.Pop();

double second = resulting\_mas.Pop\_Get();

resulting\_mas.Pop();

double result;

switch (sign){

case '+':

result = second + first;

break;

case '-':

result = second - first;

break;

case '\*':

result = second \* first;

break;

case '/':

if (first == 0)

throw Exception("На 0 делить нельзя:(\n");

result = second / first;

break;

}

resulting\_mas.Push(result);

}

return resulting\_mas.Pop\_Get();

};