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# Введение

Математика, вычисления являются неотъемлемой частью нашей жизни. Вычисления необходимы в любом деле и в любых профессиях. Но чтобы они проходили быстро и безболезненно, можно написать программу, которая будет проводить все необходимые операции. С этой задачей прекрасно справляется Польская форма записи(постфиксная), которую я и собираюсь реализовать сегодня.

# Постановка задачи

**Задача:** Разработать программу, преобразовывающую арифметические выражения в постфиксную форму, принимающую значения пользователя и подсчитывающую результат.

**Входные данные:**

1. Строка с выражением
2. Значения переменных

**Выход:**

1. Результат подсчета

# Руководство пользователя

**1**.Запустите приложение и введите выражение, которое хотите вычислить
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**2**.Если вы корректно ввели выражение и не забыли про скобки, то на экране вы увидите постфиксную форму записи. Далее на экране появится кол-во ваших операндов(без повторений).
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**3**. Введите поочередно значения операндов и получите результат:)

![](data:image/png;base64,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)

# Руководство программиста

## Описание структуры программы

Список файлов:

1. **main.cpp** (реализация главной задачи)
2. **calculator.h** (класс TCalculator и его методы)
3. **exceptions.h** (класс исключений)
4. **tstack.h** (класс TStack и его методы)

## Описание структур данных

### Класс TStack

#### Объявление класса

template<typename ValType>

class TStack {

private:

int max\_size;

ValType\* elements;

int top;

public:

TStack(int);//конструктор

TStack(const TStack&);//конструктор копирования

~TStack();//деструктор

void Push(ValType);//кладет элемент на вершину стека

ValType Pop\_Get();//удаляем элемент и возвращаем его

bool IsEmpty()const;//проверка на пустоту

bool IsFull()const;//проверка на полноту

void Pop();//уменьшаем стек

};

#### Описание полей

1. Максимальный размер стека - max\_size
2. Массив элементов - elements
3. Индекс вершины стека(индекс первого свободного элемента) – top

#### Описание методов

void Push(ValType)

**Назначение:** добавляет элемент на вершину стека

**Входные данные:** элемент

ValType Pop\_Get()

**Назначение:** получение элемента на вершине стека

**Выходные данные:** элемент на вершине стека

bool IsEmpty()const

**Назначение:** проверка стека на пустоту

**Выходные данные:** true или false

**bool IsFull()const**

**Назначение:** проверка стека на полноту

**Выходные данные**: true или false

void Pop()

**Назначение:** уменьшение размера стека

### Класс TCalculator

#### Объявление класса

class TCalculator {

private:

static int Priority(const char);//определение приоретета операций

static bool IsItOperation(const char);//определение операция это или нет

public:

static string PostfixForm(string);//образование постфиксной формы

static double Calculate(double\*, char\*, string, int);//возвращает результат подсчета

static void GettingOperands(string, char\*&, double\*&, int&);

};

#### Описание полей

Полей в классе TCalculator нет

#### Описание методов

int TCalculator:: Priority(const char sign)

**Назначение:** определяет приоритет операций

**Входные данные:** знак операции

**Выходные данные:** число, обозначающее приоритет операции

bool TCalculator::IsItOperation(const char sign)

**Назначение:** определяет, операция это или нет

**Входные данные**: знак

**Выходные данные:** true или false

void GettingOperands(string, char\*&, double\*&, int&)

**Назначение:** принимает значения пользователя и считает кол-во неповторяющихся операндов

**Входные данные:** постфиксная форма, строка операндов, массив значений, кол-во операндов

string TCalculator::PostfixForm(string exp)

**Назначение:** получение постфиксной формы

**Входные данные:** строка с выражением пользователя

**Выходные данные**: строка с постфиксной формой

double TCalculator::Calculate(double\* values, string& operands, string p\_f, int count)

**Назначение:** подсчет результата

**Входные данные:** массив значений, строка операндов, строка с постфиксной формой, кол-во неповторяющихся операндов

**Выходные данные:** результат

## Описание алгоритмов

### Организация работы стека

В данной программе реализована структура стек. Стек представляет собой список элементов, организованный по принципу LIFO, то есть «последним пришел, первым вышел». Количество элементов можно узнать по индексу первого свободного в стеке элементу(top).

***Схема SEQ Схема \\* ARABIC 1.*** *Принцип работы стека.*
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Из чего состоит стек:

1. Максимальное размер стека - max\_size
2. Массив элементов - elements
3. Индекс вершины стека(индекс первого свободного элемента) - top

Операции над стеком:

1. Положить элемент - Push
2. Элемент на вершине стека - Pop\_Get
3. Удалить элемент - Pop
4. Проверка на полноту - IsFull
5. Проверка на пустоту - IsEmpty

### Алгоритм перевода арифметического выражения в постфиксную форму

**Входные данные:** строка с выражением пользователя(exp)

**Выходные данные**: строка с постфиксной формой(postfix\_form)

Приоритет операций:

1. ‘(’ и ‘)’ – приоритет 1
2. ‘+’ и ‘—’ – приоритет 2
3. ‘\*’ и ‘/’ – приоритет 3

Для хранения операций будем использовать стек *stack1*, а для операций *stack2*.

1. Если символ является пробелом, то переходим к следующему символу.
2. Если символ является операцией, то кладем его в *stack1*. При этом, если приоритет операции на вершине стека *stack1* выше, то перекладываем все операции из *stack1*, у которых приоритет выше, в *stack2.* И уже только после этого кладем операцию в *stack1.*
3. Если символ является ‘*(*‘, то кладем в *stack2*.
4. Если символ является ‘*)*’, то все операции из *stack1* переносятся в *stack2* до появления левой скобки. Левую скобку удаляем из *stack1*.

После прохода по *exp*, все оставшиеся операции из *stack1* переносим в *stack2*. Из *stack2* берем постфиксную запись.

### Вычисление значения выражения по постфиксной форме

**Входные данные:** массив значений(values), строка операндов(operands), строка с постфиксной формой(string), количество неповторяющихся операндов(count)

**Выходные данные:** результат(resulting\_mas)

Просматриваем p\_f:

1. Если встретилась переменная, то находим ее имя в массиве operands и ее значение из values,кладем в resulting\_mas.
2. Если встретился символ операции, то изымаем из resulting\_mas сначала первый элемент – *first*, а затем второй – *second*. Выполняем данную операцию в порядке названий переменных, то есть: *first* <*операция*> *second*. Значение операции кладем resulting\_mas.

По окончании просмотра строки в resulting\_mas будет хранится единственная переменная – значение выражения.

# Заключение

В ходе лабораторной работы я разработала программу, вычисляющую арифметические выражения, с помощью постфиксной формы записи. В ходе работы были  реализованы класс стека, методы получения постфиксной записи и подсчета значения  по ней.
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**Приложения**

***Приложение 1. Исходный код основной функции***

#include <iostream>

#include <string>

#include "calculator.h"

#include "TStack.h"

#include "exceptions.h"

using namespace std;

void main() {

string expression;

string operands;

setlocale(LC\_ALL, "Rus");

try {

cout << "Введите выражение" << endl;

getline(cin, expression);

string p\_f = TCalculator::PostfixForm(expression);

cout << "Постфиксная форма равна:" << endl;

cout << p\_f << endl;

int count = TCalculator::GettingCount(p\_f);

cout << "Количество неповторяющихся операндов:" << count << endl;//(вот до этого момента все супер)

double\* values = new double[count];

TCalculator::GettingValues(values, operands, p\_f, count);

double result = TCalculator::Calculate(values, operands, p\_f);

cout << "Ваш результат: " << result << endl;

}

catch (const Exception& ex){

cout << ex.what() << endl << endl;

}

system("pause");

}

***Приложение 2. Класс TStack***

#ifndef \_TSTACK\_H\_

#define \_TSTACK\_H\_

#include "exceptions.h"

using namespace std;

template<typename ValType>

class TStack {

private:

int max\_size;

ValType\* elements;

int top;

public:

TStack(int);//конструктор

TStack(const TStack&);//конструктор копирования

~TStack();//деструктор

void Push(ValType);//кладет элемент на вершину стека

ValType Pop\_Get();//удаляем элемент и возвращаем его

bool IsEmpty()const;//проверка на пустоту

bool IsFull()const;//проверка на полноту

void Pop();//уменьшаем стек

};

template<typename ValType>//констркутор с параметром

TStack<ValType>::TStack(int \_max\_size) {

if (\_max\_size <= 0) {

throw Exception("Некорректный максимальный размер стека\n");

}

max\_size = \_max\_size;

elements = new ValType[max\_size];

top = 0;

for (int i = 0; i < max\_size; i++) {

elements[i] = 0;

}

}

template<typename ValType>//конструктор копирования

TStack<ValType>::TStack(const TStack& stack) {

max\_size = stack.max\_size;

top = stack.top;

for (int i; i < max\_size; i++) {

elements[i] = stack.elements[i];

}

}

template<typename ValType>//деструктор(done)

TStack<ValType>::~TStack() {

top = 0;

max\_size = 0;

delete [] elements;

}

template<typename ValType>//добавление элемента на вершину стека

void TStack<ValType>::Push(ValType el) {

if (IsFull()) {

throw Exception("Стек полон\n");

}

elements[top] = el;

top++;

}

template<typename ValType>//удаление элемента и получение топа

ValType TStack<ValType>::Pop\_Get() {

if (IsEmpty()) {

throw Exception("Стек пуст\n");

}

return elements[top-1];

}

template<typename ValType>//проверка на пустоту

bool TStack<ValType>::IsEmpty()const{

return (top == 0);

}

template<typename ValType>//проверка на полноту

bool TStack<ValType>::IsFull()const {

return (max\_size == top);

}

template<typename ValType>//уменьшение стека

void TStack<ValType>::Pop() {

if (IsEmpty()) {

throw Exception("Стек пуст\n");

}

top--;

}

#endif

***Приложение 3. Класс Exception***

#ifndef \_EXCEPTIONS\_H\_

#define \_EXCEPTIONS\_H\_

#include <iostream>

#include <string>

#include <exception>

using namespace std;

class Exception : public exception{

private:

string msg;

public:

Exception(string \_msg) : msg(\_msg) {};

const char\* what() const noexcept{

return msg.c\_str();

}

};

#endif

***Приложение 3. Класс TCalculator***

#include <iostream>

#include <string>

#include "tstack.h"

#include "exceptions.h"

using namespace std;

class TCalculator {

private:

static int Priority(const char);//определение приоретета операций

static bool IsItOperation(const char);//определение операция это или нет

public:

static string PostfixForm(string);//образование постфиксной формы

static double Calculate(double\*, char\*, string, int);//возвращает результат подсчета

static void GettingOperands(string, char\*&, double\*&, int&);

};

//определение приоретета операций

int TCalculator:: Priority(const char sign) {

switch (sign) {

case '(':

return 1;

case ')':

return 1;

case '+':

return 2;

case '-':

return 2;

case '\*':

return 3;

case '/':

return 3;

default:

throw Exception("Некорректно введенный символ\n");

}

}

//определение операция это или нет

bool TCalculator::IsItOperation(const char sign) {

return ((sign == '\*') || (sign == '/') || (sign == '+') || (sign == '-') || (sign == ')') || (sign == '('));

}

void TCalculator::GettingOperands(string p\_f, char\*& operands, double\*& values, int& count) {

int current\_count\_of\_operands = 0;

double value = 0;

char\* new\_operands = new char[p\_f.length()];

double\* new\_values = new double[p\_f.length()];

for (int i = 0; i < p\_f.length(); i++) {

if (isalpha(p\_f[i])) {

count++;

int flag = 0;

for (int j = 0; j < current\_count\_of\_operands; j++) {

if (new\_operands[j] == p\_f[i]) {

flag = 1;

break;

}

}

if (flag == 0) {

new\_operands[current\_count\_of\_operands] = p\_f[i];

cout << "введите значение операнда " << p\_f[i] << endl;

cin >> value;

new\_values[current\_count\_of\_operands] = value;

current\_count\_of\_operands++;

}

}

}

count = current\_count\_of\_operands;

memcpy(values, new\_values, sizeof(double) \* count);//скопировали 2ое в 1ое

memcpy(operands, new\_operands, sizeof(char) \* count);//скопировали 2ое в 1ое

}

//образование постфиксной формы

string TCalculator::PostfixForm(string exp) {

if (exp.length() == 0) {

throw Exception("Некорректно введенная строка\n");

}

int countOfLeftBrackets = 0;

int countOfRightBrackets = 0;

TStack<char> stack1(exp.length() + 1);//операции

TStack<char> stack2(exp.length() + 1);//операнды

for (int i = 0; i < exp.length(); i++) {

char sign = static\_cast<char>(exp[i]);

cout << sign << endl;

if (sign == ' ') {

continue;

}

if (IsItOperation(sign)){

if (sign == '('){

stack1.Push(sign);

countOfLeftBrackets++;

continue;

}

if (sign == ')'){

countOfRightBrackets++;

while (!stack1.IsEmpty()){

if (stack1.Pop\_Get() != '('){

stack2.Push(stack1.Pop\_Get());

stack1.Pop();

continue;

}

stack1.Pop();

break;

}

continue;

}

if ((stack1.IsEmpty()) || (Priority(sign) > Priority(stack1.Pop\_Get()))){

stack1.Push(sign);

continue;

}

while ((!stack1.IsEmpty()) && (Priority(sign) <= Priority(stack1.Pop\_Get()))){

stack2.Push(stack1.Pop\_Get());

stack1.Pop();

}

stack1.Push(sign);

continue;

}

if (isalpha(sign)){

stack2.Push(sign);

continue;

}

throw Exception("некорректные символы");

}

if (countOfLeftBrackets != countOfRightBrackets) {

if (countOfLeftBrackets < countOfRightBrackets) {

throw Exception("вы забыли левую скобку");

}

else {

throw Exception("вы забыли правую скобку");

}

}

while (!stack1.IsEmpty()){

stack2.Push(stack1.Pop\_Get());

stack1.Pop();

}

string postfix\_form;

while (!stack2.IsEmpty()){

postfix\_form += stack2.Pop\_Get();

stack2.Pop();

}

for (int i = 0; i < postfix\_form.length() / 2; i++)

swap(postfix\_form[i], postfix\_form[postfix\_form.length() - 1 - i]);

return postfix\_form;

}

//подсчет

double TCalculator::Calculate(double\* values, char\* operands, string p\_f, int count)

{

TStack<double> resulting\_mas(p\_f.length());

for (int i = 0; i < p\_f.length(); i++){

char sign = static\_cast<char>(p\_f[i]);

if (isalpha(sign)){

for (int j = 0; j < count; j++){

if (operands[j] == sign){

resulting\_mas.Push(values[j]);

break;

}

}

continue;

}

double first = resulting\_mas.Pop\_Get();

resulting\_mas.Pop();

double second = resulting\_mas.Pop\_Get();

resulting\_mas.Pop();

double result;

switch (sign){

case '+':

result = second + first;

break;

case '-':

result = second - first;

break;

case '\*':

result = second \* first;

break;

case '/':

if (first == 0)

throw Exception("На 0 делить нельзя:(\n");

result = second / first;

break;

}

resulting\_mas.Push(result);

}

return resulting\_mas.Pop\_Get();

};