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## Setting Up View Binding

**build.gradle (app)**

android **{** ...buildFeatures **{** viewBinding true  
 **}  
}**

**MainActivity.kt**

private lateinit var binding: ActivityMainBinding  
  
override fun onCreate(savedInstanceState: Bundle?) {  
 super.onCreate(savedInstanceState)  
  
 binding = ActivityMainBinding.inflate(*layoutInflater*)  
 setContentView(binding.*root*)  
}

**FirstFragment.kt**

private var \_binding: FragmentFirstBinding? = null  
private val binding get() = \_binding!!  
  
override fun onCreateView(  
 inflater: LayoutInflater, container: ViewGroup?,  
 savedInstanceState: Bundle?  
): View? {  
 \_binding = FragmentFirstBinding.inflate(inflater, container, false)  
 return binding.*root*}

## Google API

[my github repo](https://github.com/emm-an-uel/sheets-api-dummy) – learning how to use Sheets API to pull data from Google Sheets and populate a recyclerview

### Error: unable to create directory: /tokens

[solution](https://www.appsloveworld.com/kotlin/100/132/java-io-ioexception-unable-to-create-directory-storage-emulated-0-tokens)

### Error: The Application Default Credentials are not available

**Solution:** [stackoverflow](https://stackoverflow.com/questions/65060664/how-to-point-google-application-credentials-to-my-json-file)

**Steps I did to solve this:**

1. Installed and initialized the gcloud CLI, created credential file (following this [tutorial](https://cloud.google.com/docs/authentication/provide-credentials-adc#local-dev))
2. Imported credential file (json) into Android Studio’s assets folder
3. Defined where to get “GOOGLE\_APPLICATION\_CREDENTIALS” as below:

val GOOGLE\_APPLICATION\_CREDENTIALS: String = "application\_default\_credentials.json"

1. Created GoogleCredentials by getting credentials stuff from above json file as such:

val stream: InputStream = *resources*.*assets*.open(GOOGLE\_APPLICATION\_CREDENTIALS)  
  
val credentials: GoogleCredentials = GoogleCredentials.fromStream(stream)  
 .createScoped(Collections.singleton(SheetsScopes.*SPREADSHEETS*))

## Generate SHA1 Key

[Method 1](https://www.youtube.com/watch?v=dwmMTsHFkbc)

[Method 2](https://www.youtube.com/watch?v=Ah1wX26lmxY) (to use if method 1 doesn’t work)

## Snackbar

### Custom Snackbar

**Fragment.kt**

private fun createSnackbar(deletedTaskItem: TaskItem, pos: Int) {  
 val snack = Snackbar.make(rvDone, "Task deleted", Snackbar.*LENGTH\_LONG*)  
  
 val customSnackView = *layoutInflater*.inflate(R.layout.*snackbar\_undo\_delete*, null, false) // inflate custom snackbar layout  
  
 if (snack.*view*.*background* != null) { // set default background to transparent  
 snack.*view*.setBackgroundColor(ContextCompat.getColor(requireContext(), com.google.android.material.R.color.*mtrl\_btn\_transparent\_bg\_color*))  
 }  
   
 // add custom view   
 val snackbarLayout: Snackbar.SnackbarLayout = snack.*view* as Snackbar.SnackbarLayout  
 snackbarLayout.setPadding(5, 0, 5, 15)  
 snackbarLayout.addView(customSnackView)  
  
 // btnUndo functionality  
 val btnUndo: Button = snackbarLayout.findViewById(R.id.*btnUndo*)  
 btnUndo.setOnClickListener **{** cancelDelete(deletedTaskItem, pos)  
 snack.dismiss()  
 **}** snack.show()  
}

*Note: R.layout.snackbar\_undo\_delete is a custom xml layout file which consists of a CardView with a TextView and Button.*

## Splash Screen

A splash screen (also known as launch screen) is the screen first shown when an app is launched. By default, the splash screen shows the app’s icon in the centre of the screen. The splash screen can be modified as shown in this [tutorial](https://proandroiddev.com/splash-screen-in-android-3bd9552b92a5).

Note the following:

**AndroidManifest.xml**

<application  
 android:allowBackup="true"  
 android:dataExtractionRules="@xml/data\_extraction\_rules"  
 android:fullBackupContent="@xml/backup\_rules"  
 android:icon="@mipmap/logo"  
 android:label="@string/app\_name"  
 android:roundIcon="@mipmap/logo\_round"  
 android:supportsRtl="true"  
 android:theme="@style/Theme.AppSplash"  
 tools:targetApi="31">

*android:theme* attribute is set to the SplashScreen theme, but for every other activity, it is necessary to specify the theme as the app’s default theme – Theme.HomeworkLogApp in this case, otherwise it’ll crash when trying to launch another activity (one without its theme defined as the app’s default theme).

<activity  
 android:name=".ActivityAllSettings"  
 android:exported="false"  
 android:label="Settings"  
 android:parentActivityName=".ActivityMainLog"  
 android:screenOrientation="portrait"  
 android:theme="@style/Theme.HomeworkLogApp" />

## Switch

### setOnCheckedChangeListener

Listener to determine if the switch has been checked / unchecked

[tutorial](https://medium.com/@hasperong/switch-button-kotlin-android-59e1a08b1fdf)

**RVAdapter.kt**

setOnCheckedChangeListener **{** \_, isChecked **->** if (isChecked) {  
 // do something   
 } else {  
 // do something   
 }  
**}**

### Issue: ActivityMainLog Doesn’t Immediately Reflect Changes In Settings

**Issue description:** After changing switchSettings from checked to unchecked (or vice versa) – where checked = glow, unchecked = no glow, the rv items in MainLog still reflect the previous setting (ie if user changes from glow to no glow, rv item will still have glow). Rv item only reflects changes if the user goes back into settings and back out.

**Cause of issue:** User preferences in Settings are saved in the onDestroy method. User preferences are called in the onResume method in MainLog. MainLog’s onResume is called before Settings’ onDestroy. This means that MainLog calls up the previous settings before the new ones are saved.

**The solution:** User preferences will now be saved as soon as they are changed – saveSettings method will be called in the onCheckedChangeListener of switchSettings.

## Themes.xml

### Colors

|  |  |  |
| --- | --- | --- |
| **Item name** | **What it is** | **Example** |
| colorSurface | Color of menu bar |  |
| android:colorBackground | Background color in general |  |
|  |  |  |
|  |  |  |
|  |  |  |

## LinearLayout

### Setting Background Color of a LinearLayout

**Activity.kt**

val backgroundColor = ContextCompat.getColor(context, R.color.red)  
  
linearLayout.setBackgroundColor(backgroundColor)

## ViewModel

[tutorial](https://appdevnotes.com/android-viewmodel-tutorial-for-beginners-in-kotlin/), [starter github repo](https://github.com/AnushkaMadusanka/ViewModelDemo_starter)

**build.gradle (:app)**

dependencies **{** implementation "androidx.lifecycle:lifecycle-viewmodel-ktx:2.5.1"

**MainActivityViewModel.kt**

class MainActivityViewModel: ViewModel() {  
  
 private var count = 0  
  
 fun getUpdatedCount(): Int {  
 return ++count  
 }  
  
 fun getCurrentCount(): Int {  
 return count  
 }  
}

**MainActivity.kt**

viewModel = ViewModelProvider(this).get(MainActivityViewModel::class.*java*)

binding.countText.*text* = viewModel.getCurrentCount().toString()

*Note: first line creates an instance of MainActivityViewModel; second line calls a method of MainActivityViewModel (getCurrentCount) and sets it as the text for a textView “countText”.*

### Adding Constructor Parameters to ViewModel

[final github repo (tutorial)](https://github.com/AnushkaMadusanka/ViewModelDemo_final2)

A default ViewModel on its own can’t take constructor parameters like other classes can. To achieve this, a ViewModel Factory class is required:

**MainActivityViewModel.kt**

class MainActivityViewModel(startingCount: Int): ViewModel() {  
  
 private var count = startingCount  
  
 fun getUpdatedCount(): Int {  
 return ++count  
 }  
  
 fun getCurrentCount(): Int {  
 return count  
 }

*Note the constructor parameter “startingCount”*

**MainActivityViewModelFactory.kt**

class MainActivityViewModelFactory(private val startingCount: Int): ViewModelProvider.Factory {  
 override fun <T : ViewModel?> create(modelClass: Class<T>): T {  
 if (modelClass.isAssignableFrom(MainActivityViewModel::class.*java*)) {  
 return MainActivityViewModel(startingCount) as T  
 }   
 throw IllegalArgumentException("Unknown View Model Class")  
 }   
}

*Note: the above code is reusable for any ViewModel, just need to change the class name, ViewModel’s name, and the list of constructor parameters.*

**MainActivity.kt**

viewModelFactory = MainActivityViewModelFactory(125) // set 125 as *startingCount*  
  
viewModel = ViewModelProvider(this, viewModelFactory).get(MainActivityViewModel::class.*java*)

*Note: above code is used when instantiating viewModel. Instead of just writing “this” in the bracket (as shown in previous section when creating a standard ViewModel), I need to write “this, viewModelFactory” if I want to pass constructor parameters.*

Calling methods within the ViewModel is the same as with a standard ViewModel (shown in previous section).

### AndroidViewModel

AndroidViewModel is an application context aware ViewModel. It is used when we need to use “context” inside the ViewModel.

**MainActivityViewModel.kt**

class MainActivityViewModel(val app:Application) : AndroidViewModel(app) {

    private var count = 0

    fun getCurrentCount():Int{

        return count

    }

    fun getUpdatedCount():Int{

        return ++count

    }

}

*Note how “AndroidViewModel(app)” was extended instead of “ViewModel()”; Note the constructor parameter app: Application.*

### Sharing ViewModel Between Fragments

When sharing a ViewModel between fragments contained in the same activity, the ViewModel has to be instantiated as follows:

**Activity.kt**

viewModel = ViewModelProvider(this).get(ViewModel::class.*java*)

**Fragment.kt**

viewModel = ViewModelProvider(requireActivity()).get(ViewModel::class.*java*)

*Note the owner is “this” in the parent activity, but “requireActivity()” in the child fragment. This is to ensure the ViewModels are instantiated within the same activity – since passing “requireActivity()” in the child fragment refers to the same owner as passing “this” in the parent activity.*

Also note that any changes to variables in the ViewModel is reflected in the Fragments which show its data. eg if ‘todoList’ is a variable instantiated in the ViewModel and called upon in the Fragment, any changes to todoList (eg if an item is added) in the ViewModel will be reflected in todoList in the Fragment.

### Saving / Reading Files from ViewModel

**ViewModel.kt**

class ViewModel(val app: Application): AndroidViewModel(app) {

Note that class ViewModel extends AndroidViewModel(app). AndroidViewModel takes the constructor parameter ‘app’ so it’s able to call methods that require a context, such as saving a file locally as shown below:

// save listCardColors  
val fileListCardColors = Klaxon().toJsonString(listCardColors)  
  
app.openFileOutput("fileListCardColors", Context.MODE\_PRIVATE).use **{** it.write(fileListCardColors.toByteArray())  
**}**

Note that instead of *“this.openFileOutput…”* as typically done when saving a file from an Activity, saving a file from a ViewModel requires *“app.openFileOutput…”*

val file = File(app.*filesDir*, "fileAssignment")

Similarly, when reading a file, *“app.filesDir”* is called instead of *“this.filesDir”*

## Setting Parent Activity (For Up Arrows)

**AndroidManifest.xml**

<activity  
 android:name=".ChildActivity"  
 android:exported="false"  
 android:parentActivityName=".ParentActivity" />

*Note the “parentActivityName” attribute*

## EditText

### Set Margins Dynamically

**Activity.kt** – where etTask is an EditText defined dynamically.

val layoutParams: RelativeLayout.LayoutParams = RelativeLayout.LayoutParams(RelativeLayout.LayoutParams.*WRAP\_CONTENT*, RelativeLayout.LayoutParams.*WRAP\_CONTENT*)  
layoutParams.setMargins(30, 5, 30, 0)  
  
linearLayout.addView(etTask, layoutParams)

### Convert From dp To px (Set Margins Dynamically)

[stackoverflow](https://stackoverflow.com/questions/12728255/in-android-how-do-i-set-margins-in-dp-programmatically)

private fun dpToPx(context: Context, dp: Float): Int {  
 val r: Resources = context.*resources* return TypedValue.applyDimension(  
 TypedValue.*COMPLEX\_UNIT\_DIP*,  
 dp,  
 r.*displayMetrics* ).toInt()  
}

Note that when setting margins statically in xml, I use ‘dp’, but when setting margins dynamically in Kotlin, I’m working with px. Use the above method to convert from dp to px as shown below:

val layoutParams = LinearLayout.LayoutParams(LinearLayout.LayoutParams.*MATCH\_PARENT*, LinearLayout.LayoutParams.*WRAP\_CONTENT*)  
layoutParams.setMargins(dpToPx(context, 5F), dpToPx(context, 10F), dpToPx(context, 5F), dpToPx(context, 10F))  
holder.itemView.*layoutParams* = layoutParams

In the above example, 5F, 10F etc are *dp* values of the margins that I want. In order to set these *dp* margins dynamically though, I have to convert them into *px* by calling on *dpToPx()* method.

### Setting Text of an Edit Text

**Activity.kt**

editText.setText(string)

*use above instead of editText.text = string as this throws error: Expected “Editable” not “String”*

### Removing The Underline

**activity.xml**

android:background="@android:color/transparent"

*Above code is an attribute of the EditText*

## TextView

### Set Rounded Background (Or Custom Background)

**bg\_rounded.xml** (in Drawables folder)

<shape xmlns:android="http://schemas.android.com/apk/res/android">

<stroke

android:width="10dp"

android:color="#f00" />

<solid android:color="#aaa" />

<corners

android:radius="5dp"

android:topRightRadius="100dp" />

</shape>

**TextView in Fragment.xml**

<TextView

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:background="@drawable/bg\_rounded"

android:text="Text"

android:padding="20dp"

android:layout\_margin="10dp"

/>

### Set Background Tint Dynamically

**Activity.kt**

val bgColor = getColor(context, com.google.android.material.R.attr.*colorSecondaryContainer*)

tvDueDate.*backgroundTintList* = ColorStateList.valueOf(bgColor)

Use the *backgroundTIntList* attribute as shown above. This maintains any custom backgrounds used.

The alternative method below overwrites any custom backgrounds used and replaces them with a simple rectangle instead.

tvDueDate.setBackgroundColor(getColor(context, com.google.android.material.R.attr.*colorSecondaryContainer*))

### Revert To Default TextView Color

**Activity.kt**

val defaultColor = textView.*currentTextColor*

*// change text color to something else*

textView.setTextColor(defaultColor) // revert to default color

### Set TextView Margins Dynamically

tvSubject.setPadding(30, 10, 10, 10)

*Note: this isn’t margins but I couldn’t figure out how to do margins so padding was the next best thing.*

### Set Text Opacity

**Activity.kt**

tvNotes.*alpha* = 0.65F // set opacity to 65%

### Set Text Color Dynamically

textView.setTextColor(Color.parseColor("#FF0000"))

**OR:**

val intColor = selectedColorCode.color // color in integer format   
val actualColor = ContextCompat.getColor(requireContext(), intColor) // convert into usable color format   
textview.setTextColor(actualColor)

*Note: replace “requireContext()” with “this” if above is called in an activity.*

## ImageView

### Setting The Color of an ImageView

*Note: the circle is a drawable resource.*

**In the xml file:**

app:tint="@color/teal\_700"

|  |  |
| --- | --- |
| Icon  Description automatically generated with medium confidence  Figure : Before (Default Gray) | Icon  Description automatically generated with medium confidence  Figure : After (Teal) |

**Dynamically:**

ivColor.setColorFilter(ContextCompat.getColor(*context*, R.color.YOUR\_COLOR), android.graphics.PorterDuff.Mode.*SRC\_IN*)

*ivColor is the ImageView which contains the above circle drawable.   
Note: not sure why the* [*stackoverflow*](https://stackoverflow.com/questions/20121938/how-to-set-tint-for-an-image-view-programmatically-in-android) *response included the android.graphics.PorterDuff… but it was unnecessary for mine.*

## Android Studio

### Issue: Can’t Read R.() Files

I’ve got a layout file spinner\_item but when I tried to reference R.layout.spinner\_item, “spinner\_item” is written in red and can’t be found.

**Solution:**

import android.R

Removed above line from the class which I wanted to reference spinner.item

## Spinner (Drop Down Selection)

[Tutorial](https://tutorial.eyehunts.com/android/android-spinner-with-example-in-kotlin/), [my github repo](https://github.com/emm-an-uel/spinner)

***Using a string resource as the options for the spinners*** *(below code goes in strings.xml)*

<string-array name="city\_list">  
 <item>Bangkok</item>  
 <item>London</item>  
 <item>Paris</item>  
 <item>Singapore</item>  
 <item>New York</item>  
 <item>Istanbul</item>  
 <item>Dubai</item>  
 <item>Kuala Lumpur</item>  
 <item>Hong Kong</item>  
 <item>Barcelona</item>  
</string-array>

### Dynamically created spinner

**activity\_main.xml**

<Spinner  
 android:id="@+id/spinner"  
 android:layout\_width="match\_parent"  
 android:layout\_height="wrap\_content"  
 android:layout\_alignParentTop="true"  
 android:layout\_margin="10dp" />

**MainActivity.kt**

// create an ArrayAdapter  
val adapter = ArrayAdapter.createFromResource(this,  
R.array.*city\_list*, android.R.layout.*simple\_spinner\_item*)  
  
// specify the layout to use when the list of choices appears  
adapter.setDropDownViewResource(android.R.layout.*simple\_spinner\_dropdown\_item*)  
  
// apply adapter to the spinner  
spinner.*adapter* = adapter

val spinnerValue = spinner.*selectedItem*.toString()

### Statically created spinner

**activity\_main.xml**

<Spinner  
 android:id="@+id/spinner2"  
 android:layout\_width="match\_parent"  
 android:layout\_height="wrap\_content"  
 android:layout\_below="@+id/spinner"  
 android:layout\_margin="10dp"  
 android:entries="@array/city\_list" />

**MainActivity.kt**

val spinner2Value = spinner2.*selectedItem*.toString()

*Note: entries is pre-set to @array/city\_list, whereas dynamically created spinner has it set using the adapter.*

### Spinner With Dynamically defined List of Items

**Activity.kt**

val listSubjects = *intent*.getStringArrayListExtra("listSubjects") // listSubjects: ArrayList<String>  
  
if (listSubjects != null) {  
 val adapter = ArrayAdapter(this, android.R.layout.*simple\_spinner\_item*, listSubjects)  
 adapter.setDropDownViewResource(android.R.layout.*simple\_spinner\_dropdown\_item*)  
}

Note: spinner xml code is the same as before, but when creating the adapter, don’t call *ArrayAdapter.createFromResource* as done in the previous section. Instead, do as shown above if I want to put in a ArrayList<String> defined in the activity itself.

### Custom Spinner Adapter

[youtube tutorial](https://www.youtube.com/watch?v=sqilqsxeiwY) / [my github repo](https://github.com/emm-an-uel/color-picker) (checkout id 34fa183)

**ColorCode.kt**

class ColorCode (  
 val code: String,  
 val color: Int  
 )

**MainActivity.kt**

spinnerColor = findViewById(R.id.*spinner*)  
val adapter = SpinnerAdapter(this, colorCodeList)  
spinnerColor.*adapter* = adapter

**SpinnerAdapter.kt**

class SpinnerAdapter(context: Context, colorCodeList: ArrayList<ColorCode>)  
 : ArrayAdapter<ColorCode>(context, 0, colorCodeList) {  
  
 override fun getView(position: Int, convertView: View?, parent: ViewGroup): View { // required method   
 return myView(position, convertView, parent)  
 }  
  
 override fun getDropDownView(position: Int, convertView: View?, parent: ViewGroup): View { // required method   
 return myView(position, convertView, parent)  
 }  
  
 private fun myView(position: Int, convertView: View?, parent: ViewGroup): View {  
  
 val colorCode = getItem(position)   
 val view = convertView ?: LayoutInflater.from(*context*).inflate( // inflate the view  
 R.layout.*spinner\_item*,  
 parent,  
 false  
 )  
  
 colorCode?.*let* **{** val tvCode = view.findViewById<TextView>(R.id.*tvCode*)  
 val ivColor = view.findViewById<ImageView>(R.id.*ivColor*)  
  
 if (colorCode.code != null) {  
   
 // populate spinner\_item TextView and ImageView with corresponding text and color   
 tvCode.*text* = colorCode.code  
 ivColor.setColorFilter(ContextCompat.getColor(*context*, colorCode.color))  
 }  
 **}** return view  
 }  
}

### Set Selected Item of a Spinner

spinnerObject.setSelection(INDEX)

## Parcelize (Creating A Parcelable OBject)

Build.gradle (app):

plugins **{** id 'org.jetbrains.kotlin.android.extensions'  
**}**

Kotlin class:

@Parcelize  
class Task(  
 val id: String,  
 val subject: String,  
 val task: String,  
 val dueDate: String,  
 val dateInt: Int,  
 var status: Boolean,  
 val notes: String  
 ) : Parcelable

*Note the “@Parcelize” and return a “Parcelable”*

## Maps

### Finding If a Key Exists

map.containsKey(key)

### For Loops

for ((subjectID, colorID) in idMap) {  
 // do something  
}

*where subjectID is the key, colorID is the corresponding value.*

## Generate a View Id

etSubject.*id* = View.generateViewId()

## ActionBar / Menu

### Creating an Action Bar

[Youtube tutorial](https://www.youtube.com/watch?v=pYBsbsasZwo)

[my github repo](https://github.com/emm-an-uel/action-bar)

* ActionBar is created as a menu resource file (eg. custom\_menu.xml)
* <?xml version="1.0" encoding="utf-8"?>  
  <menu xmlns:android="http://schemas.android.com/apk/res/android"  
   xmlns:app="http://schemas.android.com/apk/res-auto">  
    
   <item  
   android:id="@+id/Search"  
   android:title="Search"  
   android:icon="@drawable/ic\_search"  
   app:showAsAction="always"/>  
    
   <item  
   android:id="@+id/Favourite"  
   android:title="Favourite"  
   app:showAsAction="never"/>  
  </menu>
* The menu resource file (xml) is inflated in MainActivity (or wherever the menu is hosted) – onCreateOptionsMenu:

override fun onCreateOptionsMenu(menu: Menu?): Boolean {  
 *menuInflater*.inflate(R.menu.*custom\_menu*, menu)  
 return true  
}

* onOptionsItemSelected is called when a menu item is clicked:

override fun onOptionsItemSelected(item: MenuItem): Boolean {  
 return when(item.*itemId*) {  
 R.id.*Search* -> {  
 Toast.makeText(this,"You clicked Search", Toast.*LENGTH\_LONG*).show()  
 return true  
 }  
  
 R.id.*Favourite* -> {  
 Toast.makeText(this,"You clicked Favourite", Toast.*LENGTH\_LONG*).show()  
 return true  
 }  
  
 R.id.*Share* -> {  
 Toast.makeText(this,"You clicked Share", Toast.*LENGTH\_LONG*).show()  
 return true  
 }  
  
 R.id.*whatsapp* -> {  
 Toast.makeText(this,"You clicked Whatsapp", Toast.*LENGTH\_LONG*).show()  
 return true  
 }  
  
 R.id.*instagram* -> {  
 Toast.makeText(this,"You clicked Instagram", Toast.*LENGTH\_LONG*).show()  
 return true  
 } else -> super.onOptionsItemSelected(item)  
 }  
}

*Note the placement of the “else” line is within the “return when” loop.*

### Creating a Menu

Note that the method covered in the above section has been deprecated. Use the method shown in [stackoverflow](https://stackoverflow.com/questions/71917856/sethasoptionsmenuboolean-unit-is-deprecated-deprecated-in-java) instead.

### Action Bar Title Text Color

[youtube tutorial](https://www.youtube.com/watch?v=2saHwKHxpyk)

**themes.xml**

<item name="titleTextColor">@color/black</item>

Note that the parent attribute should be defined as follows: (instead of the default parent)

<style name="Theme.MarcellinaPizzas" parent="Theme.AppCompat.Light.DarkActionBar">

The parent attribute of the “night\themes” xml file should also be changed as follows, otherwise the app will crash when changing between light / dark themes.

<style name="Theme.MarcellinaPizzas" parent="Theme.AppCompat.DayNight.DarkActionBar">

### Customise Menu Icon Colors

**menu.xml** *(in the menu directory)*

<item  
 android:id="@+id/actionSearch"  
 android:icon="@drawable/ic\_action\_search"  
 android:title="Search"  
 app:actionViewClass="android.widget.SearchView"  
 app:iconTint="?attr/searchIconColor"  
 app:showAsAction="always" />

Note the *iconTint* attribute has an *app* namespace declaration, not *android*.

If the above method doesn’t work, try setting icon tint dynamically as follows:

### Status Bar Icons Color

[stackoverflow](https://stackoverflow.com/questions/30075827/android-statusbar-icons-color)

**themes.xml**

<item name="android:windowLightStatusBar">true</item>

## Random Number Generator

val randomGenerator = Random(System.currentTimeMillis())  
val randomNumber = randomGenerator.nextInt(50) // generates a random number between 0 - 49 (not including 50)

## Table Layout Formatting

**Getting TextViews to occupy the full width of a TableRow**

* TableLayout to have width = 0dp, height = wrap\_content
* TextView to be inside a TableRow (which is itself inside a TableLayout) with the following code (done dynamically):

tvDie.*layoutParams* = TableRow.LayoutParams(  
 TableRow.LayoutParams.*WRAP\_CONTENT*,  
 TableRow.LayoutParams.*WRAP\_CONTENT*,  
 1f  
)

*Note: “1f” refers to weight of the TextView*

## Navigation Drawer

[my github repo](https://github.com/emm-an-uel/marcellina-pizzas) – Marcellina Pizzas app which uses a navigation drawer.

**AndroidManifest.xml**

<application  
 android:allowBackup="true"  
 android:dataExtractionRules="@xml/data\_extraction\_rules"  
 android:fullBackupContent="@xml/backup\_rules"  
 android:icon="@mipmap/app\_icon"  
 android:label="@string/app\_name"  
 android:roundIcon="@mipmap/app\_icon\_round"  
 android:supportsRtl="true"  
 android:theme="@style/Theme.MarcellinaPizzas.NoActionBar"  
 tools:targetApi="31">

Note that the theme attribute must be defined as above (this *style* will be defined in themes.xml) for the nav drawer to go above the action bar. Otherwise, the nav drawer will be behind the action bar and won’t take up the full screen – doesn’t look as clean.

**MainActivity.kt**

// view binding  
private lateinit var appBarConfiguration: AppBarConfiguration  
private lateinit var binding: ActivityMainBinding

override fun onCreate(savedInstanceState: Bundle?) {  
 super.onCreate(savedInstanceState)

...  
  
 binding = ActivityMainBinding.inflate(*layoutInflater*)  
 setContentView(binding.*root*)  
  
 setSupportActionBar(binding.appBarMain.toolbar)  
  
 // setup navigation drawer  
 val drawerLayout: DrawerLayout = binding.drawerLayout  
 val navView: NavigationView = binding.navView  
 val navController = *findNavController*(R.id.*nav\_host\_fragment\_content\_main*)  
 appBarConfiguration = *AppBarConfiguration*(  
 *setOf*(  
 R.id.*nav\_quiz*, R.id.*nav\_solutions* ), drawerLayout  
 )  
 *setupActionBarWithNavController*(navController, appBarConfiguration)  
 navView.*setupWithNavController*(navController)  
}  
  
override fun onSupportNavigateUp(): Boolean {  
 val navController = *findNavController*(R.id.*nav\_host\_fragment\_content\_main*)  
 return navController.*navigateUp*(appBarConfiguration) || super.onSupportNavigateUp()  
}

**activity\_main.xml**

<?xml version="1.0" encoding="utf-8"?>  
<androidx.drawerlayout.widget.DrawerLayout xmlns:android="http://schemas.android.com/apk/res/android"  
 xmlns:app="http://schemas.android.com/apk/res-auto"  
 xmlns:tools="http://schemas.android.com/tools"  
 android:id="@+id/drawer\_layout"  
 android:layout\_width="match\_parent"  
 android:layout\_height="match\_parent"  
 android:fitsSystemWindows="true"  
 tools:openDrawer="start">  
  
 <include  
 android:id="@+id/app\_bar\_main"  
 layout="@layout/app\_bar\_main"  
 android:layout\_width="match\_parent"  
 android:layout\_height="match\_parent" />  
  
 <com.google.android.material.navigation.NavigationView  
 android:id="@+id/nav\_view"  
 android:layout\_width="wrap\_content"  
 android:layout\_height="match\_parent"  
 android:layout\_gravity="start"  
 android:backgroundTint="?attr/drawerBackground"  
 android:fitsSystemWindows="true"  
 app:headerLayout="@layout/nav\_header\_main"  
 app:itemBackground="@drawable/drawer\_item\_selector"  
 app:itemTextColor="@color/drawer\_item\_text\_color"  
 app:menu="@menu/activity\_main\_drawer" />  
  
</androidx.drawerlayout.widget.DrawerLayout>

The activity\_main.xml file is just to define how the navigation drawer will look like. This file *includes* the app\_bar\_main.xml file, which defines how the action bar will look like, and *includes* the content\_main.xml file, which handles the actual fragments.

**app\_bar\_main.xml**

<?xml version="1.0" encoding="utf-8"?>  
<androidx.coordinatorlayout.widget.CoordinatorLayout xmlns:android="http://schemas.android.com/apk/res/android"  
 xmlns:app="http://schemas.android.com/apk/res-auto"  
 xmlns:tools="http://schemas.android.com/tools"  
 android:layout\_width="match\_parent"  
 android:layout\_height="match\_parent"  
 tools:context=".MainActivity">  
  
 <com.google.android.material.appbar.AppBarLayout  
 android:layout\_width="match\_parent"  
 android:layout\_height="wrap\_content"  
 android:theme="@style/Theme.MarcellinaPizzas.AppBarOverlay">  
  
 <androidx.appcompat.widget.Toolbar  
 android:id="@+id/toolbar"  
 android:layout\_width="match\_parent"  
 android:layout\_height="?attr/actionBarSize"  
 android:background="?attr/colorPrimary"  
 app:popupTheme="@style/Theme.MarcellinaPizzas.PopupOverlay" />  
  
 </com.google.android.material.appbar.AppBarLayout>  
  
 <include layout="@layout/content\_main" />  
  
</androidx.coordinatorlayout.widget.CoordinatorLayout>

**content\_main.xml**

<?xml version="1.0" encoding="utf-8"?>  
<androidx.constraintlayout.widget.ConstraintLayout xmlns:android="http://schemas.android.com/apk/res/android"  
 xmlns:app="http://schemas.android.com/apk/res-auto"  
 xmlns:tools="http://schemas.android.com/tools"  
 android:layout\_width="match\_parent"  
 android:layout\_height="match\_parent"  
 app:layout\_behavior="@string/appbar\_scrolling\_view\_behavior"  
 tools:showIn="@layout/app\_bar\_main">  
  
 <fragment  
 android:id="@+id/nav\_host\_fragment\_content\_main"  
 android:name="androidx.navigation.fragment.NavHostFragment"  
 android:layout\_width="match\_parent"  
 android:layout\_height="match\_parent"  
 app:defaultNavHost="true"  
 app:layout\_constraintLeft\_toLeftOf="parent"  
 app:layout\_constraintRight\_toRightOf="parent"  
 app:layout\_constraintTop\_toTopOf="parent"  
 app:navGraph="@navigation/nav\_graph" />  
  
</androidx.constraintlayout.widget.ConstraintLayout>

Note: the highlighted line – defining the *layout behaviour* – ensures the fragment doesn’t get cut off by the action bar.

**nav\_header\_main.xml**

<?xml version="1.0" encoding="utf-8"?>  
<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"  
 android:layout\_width="match\_parent"  
 android:layout\_height="wrap\_content"  
 android:backgroundTint="?attr/drawerBackground"  
 android:gravity="bottom"  
 android:orientation="vertical"  
 android:padding="16dp">  
  
 <ImageView  
 android:id="@+id/imageView"  
 android:layout\_width="match\_parent"  
 android:layout\_height="wrap\_content"  
 android:layout\_marginTop="@dimen/status\_bar\_height"  
 android:contentDescription="Navigation Header"  
 android:paddingTop="10dp"  
 android:scaleX="2"  
 android:scaleY="2"  
 android:src="@mipmap/logo\_letters\_foreground" />  
  
</LinearLayout>

The nav\_header\_main.xml file defines how the navigation drawer header looks like. In this example, I’ve simply got the Marcellina logo against a solid color background, defined by *drawerBackground* color attribute.

**main\_activity\_drawer.xml** (in the *menu* directory)

<?xml version="1.0" encoding="utf-8"?>  
<menu xmlns:android="http://schemas.android.com/apk/res/android"  
 xmlns:tools="http://schemas.android.com/tools"  
 tools:showIn="navigation\_view">  
  
 <group android:checkableBehavior="single">  
 <item  
 android:id="@+id/nav\_quiz"  
 android:title="Quiz" />  
 <item  
 android:id="@+id/nav\_solutions"  
 android:title="Solutions" />  
 </group>  
</menu>

The main\_activity\_drawer.xml file is located in the *menu* directory, and it defines the items in the navigation drawer. In this example, I’ve only got two fragments, Quiz and Solutions, so I only need two items as shown above.

**themes.xml**

<resources xmlns:tools="http://schemas.android.com/tools">  
 <!-- Base application theme. -->  
 <style name="Theme.MarcellinaPizzas" parent="Theme.AppCompat.Light.DarkActionBar">  
 <!-- Primary brand color. -->

...  
 </style>  
  
 <style name="Theme.MarcellinaPizzas.NoActionBar">  
 <item name="windowActionBar">false</item>  
 <item name="windowNoTitle">true</item>  
 </style>  
  
 <style name="Theme.MarcellinaPizzas.AppBarOverlay" parent="ThemeOverlay.AppCompat.Dark.ActionBar" />  
  
 <style name="Theme.MarcellinaPizzas.PopupOverlay" parent="ThemeOverlay.AppCompat.Light" />  
</resources>

Note the three additional *styles* – NoActionBar, AppBarOverlay, and PopupOverlay. These are referred to in the above files when creating the nav drawer and are necessary for the nav drawer to appear above the action bar (for improved aesthetic).

**nav\_graph.xml** (in the *navigation* directory)

<?xml version="1.0" encoding="utf-8"?>  
<navigation xmlns:android="http://schemas.android.com/apk/res/android"  
 xmlns:app="http://schemas.android.com/apk/res-auto"  
 xmlns:tools="http://schemas.android.com/tools"  
 android:id="@+id/nav\_graph"  
 app:startDestination="@id/nav\_quiz">  
  
 <fragment  
 android:id="@+id/nav\_quiz"  
 android:name="com.example.marcellinapizzas.FragmentQuiz"  
 android:label="Quiz"  
 tools:layout="@layout/fragment\_quiz" />  
  
 <fragment  
 android:id="@+id/nav\_solutions"  
 android:name="com.example.marcellinapizzas.FragmentSolutions"  
 android:label="Solutions"  
 tools:layout="@layout/fragment\_solutions" />  
  
</navigation>

This is required for nav\_host in content\_main.xml to function.

**Build.gradle (app)**

dependencies **{** // navigation  
 implementation 'androidx.navigation:navigation-fragment-ktx:2.5.3'  
 implementation 'androidx.navigation:navigation-ui-ktx:2.5.3'

These dependencies are required for the navigation (nav graph, nav host etc) to function.

### Customize Navigation Drawer Colors

[youtube tutorial](https://www.youtube.com/watch?v=FxYBxVPaK1w&t=574s), [github repo (tutorial)](https://www.youtube.com/redirect?event=video_description&redir_token=QUFFLUhqbGFrTmJmalc2UF9ZWGg0c0xFVllOOWhNc2Y3UXxBQ3Jtc0tuSVhfZEVSWDc1M2Ztd2oxUVZPSmxzd0JoMXR2bFV2QnYtZXRjQWZCNkZXVzc5b18tVE5SMjlqeTRRcU1nUmJ1YV9FejJQQ3UzTmo4aXJVSG9ZcGl2bDZCeTN6OGpsSDVvU1Yxc0hWN0p2bUtXU2Rsaw&q=https%3A%2F%2Fgithub.com%2FAppDevAssist%2FCustomNavigationDrawer&v=FxYBxVPaK1w), [my github repo](https://github.com/emm-an-uel/marcellina-pizzas)

**drawer\_item\_text\_color.xml (res -> color directory)**

<?xml version="1.0" encoding="utf-8"?>  
<selector xmlns:android="http://schemas.android.com/apk/res/android">  
 <item android:color="?attr/drawerItemColorChecked" android:state\_checked="true" />  
 <item android:color="?attr/drawerItemColorNormal" />  
</selector>

This defines the text colors when the drawer item is checked/unchecked.

**drawer\_item\_bg.xml (res -> drawable directory)**

<?xml version="1.0" encoding="utf-8"?>  
<shape xmlns:android="http://schemas.android.com/apk/res/android"  
 android:shape="rectangle">  
 <solid android:color="?attr/drawerItemBackground" />  
</shape>

|  |  |
| --- | --- |
| This defines the background of the drawer item when it’s checked – in this example, it’s a solid rectangle background, shown alongside (the light blue). |  |

**drawer\_item\_selector.xml (res -> drawable directory)**

<?xml version="1.0" encoding="utf-8"?>  
<selector xmlns:android="http://schemas.android.com/apk/res/android">  
 <item android:drawable="@drawable/drawer\_item\_bg" android:state\_checked="true" />  
</selector>

This checks if the drawer item is checked, and if it is, sets the drawer item background as drawer\_item\_bg.xml, as defined above.

**activity\_main.xml**

<com.google.android.material.navigation.NavigationView  
 android:id="@+id/nav\_view"  
 android:layout\_width="wrap\_content"  
 android:layout\_height="match\_parent"  
 android:layout\_gravity="start"  
 android:backgroundTint="?attr/drawerBackground"  
 android:fitsSystemWindows="true"  
 app:headerLayout="@layout/nav\_header\_main"  
 app:itemBackground="@drawable/drawer\_item\_selector"  
 app:itemTextColor="@color/drawer\_item\_text\_color"  
 app:menu="@menu/activity\_main\_drawer" />

The highlighted attributes are those used to customise drawer colors.

**app\_attrs.xml (res -> values directory)**

<?xml version="1.0" encoding="utf-8"?>  
<resources>  
 <attr name="drawerItemColorChecked" format="color" />  
 <attr name="drawerItemColorNormal" format="color" />  
 <attr name="drawerItemBackground" format="color" />  
  
 <attr name="drawerBackground" format="color" />  
</resources>

This allows you to add custom attributes, such as the color attributes added in this example.

**themes.xml**

<item name="drawerItemColorNormal">@color/black</item>  
<item name="drawerItemColorChecked">@color/white</item>  
<item name="drawerItemBackground">@color/dark\_blue</item>  
  
<item name="drawerBackground">@color/white</item>

The custom attributes added above in app\_attrs.xml can be defined in themes.xml as you would with the more standard colors (eg colorPrimary, colorPrimaryVariant etc).

### Change Navigation Drawer Hamburger Icon Color

**themes.xml** [(stackoverflow)](https://stackoverflow.com/questions/31870132/how-to-change-color-of-hamburger-icon-in-material-design-navigation-drawer)

<style name="Theme.MarcellinaPizzas" parent="Theme.AppCompat.Light.DarkActionBar">  
 <!-- Primary brand color. -->  
 <item name="colorPrimary">@color/white</item>  
 <item name="colorPrimaryVariant">@color/m\_red</item>  
 <item name="colorOnPrimary">@color/white</item>

...  
  
 <!-- hamburger icon -->  
 <item name="drawerArrowStyle">@style/DrawerArrowStyle</item>  
</style>  
  
<style name="DrawerArrowStyle" parent="@style/Widget.AppCompat.DrawerArrowToggle">  
 <item name="spinBars">true</item>  
 <item name="color">@android:color/black</item>  
</style>

### Customize Navigation Drawer Icons (Replacing the Hamburger Icon)

[youtube tutorial](https://www.youtube.com/watch?v=biUaIO-N7Ew)

### Issue: Error – Activity Does Not Have a NavController Set On …

**Description:**

I’m using a FragmentContainerView in the xml file (instead of *fragment*), and initially used the following code to get the navController but the app would crash with the above error message.

val navController = *findNavController*(R.id.*nav\_host\_fragment\_content\_main*)

[**Solution**](https://stackoverflow.com/questions/65170700/activity-does-not-have-a-navcontroller-set-on)**: MainActivity.kt**

val navHostFragment = *supportFragmentManager*.findFragmentById(R.id.*nav\_host\_fragment\_content\_main*)!!  
val navController = navHostFragment.*findNavController*()

### Issue: Dark Theme Drawer Item Background remains Black, Can’t Be Customised

|  |  |
| --- | --- |
| **Description of the issue:**  The *drawerItemBackground* color for dark theme can’t be changed. While the light theme *drawerItemBackground* color can be changed by modifying the color attribute in the ‘themes.xml’ file, any changes made to this attribute in the night ‘themes.xml’ file is not reflected (shown alongside – the *drawerItemBackground* color for “Quiz” is black, although I specified it to be light blue in the night ‘themes.xml’ file). |  |

**Solution:**

I found that I added the following code into the night ‘themes.xml’ file to change the background color from the default gray to black. However, it seems that by default, the selected item background color will be same color as the *android:backgroundTint* attribute, so this attribute will override the *drawerItemBackground* that I’ve defined in my night ‘themes.xml’ file.

<item name="android:backgroundTint">@color/black</item>

To solve this, I removed the above line from the night ‘themes.xml’ file, and instead defined the background color in the individual fragment xml files as shown below:

**fragment\_quiz.xml**

<androidx.constraintlayout.widget.ConstraintLayout xmlns:android="http://schemas.android.com/apk/res/android"  
 xmlns:app="http://schemas.android.com/apk/res-auto"  
 xmlns:tools="http://schemas.android.com/tools"  
 android:layout\_width="match\_parent"  
 android:layout\_height="match\_parent"  
 android:background="?attr/colorPrimary"  
 tools:context=".FragmentQuiz">

Note the highlighted ‘background’ attribute.

## Recycler View

### Creating a Recycler View With Interface Click LIstener

**activity.xml**

<?xml version="1.0" encoding="utf-8"?>  
<RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android"  
 xmlns:app="http://schemas.android.com/apk/res-auto"  
 xmlns:tools="http://schemas.android.com/tools"  
 android:layout\_width="match\_parent"  
 android:layout\_height="match\_parent"  
 tools:context=".Activity">  
  
 <androidx.recyclerview.widget.RecyclerView  
 android:id="@+id/recyclerView"  
 android:layout\_width="match\_parent"  
 android:layout\_height="match\_parent"  
 app:layoutManager="androidx.recyclerview.widget.LinearLayoutManager" />  
  
</RelativeLayout>

*Note the app:layoutManager attribute – this is needed for the recycler view to work*

**task\_rv\_item.xml**

<?xml version="1.0" encoding="utf-8"?>  
<androidx.cardview.widget.CardView xmlns:android="http://schemas.android.com/apk/res/android"  
 xmlns:app="http://schemas.android.com/apk/res-auto"  
 xmlns:tools="http://schemas.android.com/tools"  
 android:layout\_width="match\_parent"  
 android:layout\_height="wrap\_content"  
 android:layout\_gravity="center"  
 android:layout\_margin="5dp"  
 app:cardCornerRadius="5dp"  
 app:cardElevation="4dp">  
  
 <LinearLayout  
 android:layout\_width="match\_parent"  
 android:layout\_height="wrap\_content"  
 android:orientation="horizontal">  
  
 <TextView  
 // fill with code />

<TextView  
 // fill with code />  
  
  
 </LinearLayout>  
  
</androidx.cardview.widget.CardView>

*Above: a recycler view item with two textviews.*

**RVAdapter.kt**

class RVAdapter (  
private val taskList: ArrayList<Task>, // list of items to populate recycler view with   
 ): RecyclerView.Adapter<RVAdapter.NewViewHolder>() {  
   
 override fun onCreateViewHolder(  
 parent: ViewGroup,  
 viewType: Int  
 ): NewViewHolder { // inflate the layout for task\_rv\_item.xml   
 val itemView = LayoutInflater.from(parent.*context*).inflate(  
 R.layout.*task\_rv\_item*,  
 parent, false  
 )  
  
 return NewViewHolder(itemView, mListener)  
 }  
  
 class NewViewHolder(itemView: View, listener: onItemClickListener) :   
 RecyclerView.ViewHolder(itemView) { // initialize views   
 val tvSubject: TextView = itemView.findViewById(R.id.*tvSubject*)  
 val tvTask: TextView = itemView.findViewById(R.id.*tvTask*)  
 val tvDueDate: TextView = itemView.findViewById(R.id.*tvDueDate*)  
  
 init {  
 itemView.setOnClickListener() **{** listener.onItemClick(*adapterPosition*)  
 **}** }  
 }  
  
 override fun onBindViewHolder(holder: NewViewHolder, position: Int) { // populate views with data from list   
 holder.tvSubject.*text* = taskList[position].subject  
 holder.tvTask.*text* = taskList[position].task  
 holder.tvDueDate.*text* = taskList[position].dueDate  
 }  
  
 override fun getItemCount(): Int { // this function is required   
 return taskList.size  
 }  
  
 // click listener  
  
 private lateinit var mListener: onItemClickListener  
  
 interface onItemClickListener {  
 fun onItemClick(position: Int)  
 }  
  
 fun setOnItemClickListener(listener: onItemClickListener) {  
 mListener = listener  
 }  
}

*note: above adapter has a click listener to respond to user clicking on the item*

**Fragment.kt** – setting up recycler view

RVTodo = binding.rvTodo  
RVAdapter = RVAdapter(todoList)  
  
// set adapter to recycler view  
RVTodo.*adapter* = RVAdapter  
  
swipeFunctions()

**Fragment.kt** – swipe functions

private fun swipeFunctions() {  
 ItemTouchHelper(object : ItemTouchHelper.SimpleCallback(0, ItemTouchHelper.*RIGHT*) {  
 override fun onMove(  
 recyclerView: RecyclerView,  
 viewHolder: RecyclerView.ViewHolder,  
 target: RecyclerView.ViewHolder  
 ): Boolean {  
 // this method is called  
 // when the item is moved.  
 return false  
 }  
  
 override fun onSwiped(viewHolder: RecyclerView.ViewHolder, direction: Int) {  
  
 // this method is called when item is swiped.  
 // below line is to remove item from our array list.  
 todoList.removeAt(viewHolder.*adapterPosition*)  
  
 // below line is to notify our item is removed from adapter.  
 RVAdapter.notifyItemRemoved(viewHolder.*adapterPosition*)  
 }

// at last we are adding this to recycler view   
 }).attachToRecyclerView(RVTodo)  
}

**Fragment.kt** – item click listener

RVAdapter.setOnItemClickListener(object: RVAdapter.onItemClickListener {  
 override fun onItemClick(position: Int) {  
  
 val selectedTask = todoList[position]  
 // do something with selectedTask  
})

### Grid Layout RecyclerView

**MainActivity.kt**

val layoutManager = GridLayoutManager(this, 2) // 2 columns

rv.*layoutManager* = layoutManager

**main\_activity.xml** (properties of the recyclerview)

app:layoutManager="androidx.recyclerview.widget.GridLayoutManager"

### Search RecyclerView (Filter Results)

[tutorial](https://www.geeksforgeeks.org/android-searchview-with-recyclerview-using-kotlin/), [my github repo - marcellina pizzas](https://github.com/emm-an-uel/marcellina-pizzas), [stackoverflow](https://stackoverflow.com/questions/71917856/sethasoptionsmenuboolean-unit-is-deprecated-deprecated-in-java) *(the onCreateOptionsMenu method described in the first tutorial has been deprecated for Fragments. My code below uses the stackoverflow method instead).*

**FragmentSolutions.kt**

override fun onViewCreated(view: View, savedInstanceState: Bundle?) {  
 super.onViewCreated(view, savedInstanceState)  
  
 ...  
  
 // menu - for filtering pizzas  
 val menuHost: MenuHost = requireActivity()  
 menuHost.addMenuProvider(object: MenuProvider {  
 override fun onCreateMenu(menu: Menu, menuInflater: MenuInflater) {  
 menuInflater.inflate(R.menu.*search\_menu*, menu)  
  
 val searchItem: MenuItem = menu.findItem(R.id.*actionSearch*)  
 val searchView: SearchView = searchItem.*actionView* as SearchView  
 searchView.setOnQueryTextListener(object: SearchView.OnQueryTextListener {  
 override fun onQueryTextSubmit(p0: String?): Boolean {  
 return false  
 }  
 override fun onQueryTextChange(p0: String?): Boolean {  
 filter(p0)  
 return false  
 }  
 private fun filter(p0: String?) {  
 val filteredList: ArrayList<Pizza> = *arrayListOf*()  
 if (p0 != null) {  
 for (item in listOfPizzas) {  
 if (item.name.*contains*(p0, true)) {  
 filteredList.add(item)  
 }  
 }  
 }  
 rvAdapter.filterList(filteredList)  
 }  
 })  
 }  
  
 override fun onMenuItemSelected(menuItem: MenuItem): Boolean {  
 return when (menuItem.*itemId*) {  
 R.id.*actionSearch* -> {  
 true  
 } else -> false  
 }  
 }  
 }, *viewLifecycleOwner*, Lifecycle.State.*RESUMED*)  
}

Note the purpose of the last line above is to ensure that the search icon (and, by extension, the entire menu) is shown only when FragmentSolutions is in state *resumed*. This prevents a) search icon from being shown in other fragments, and b) duplicate search icons – which happened without this line –> I could navigate from FragmentSolutions to FragmentQuiz and there would still be a search icon. When I went back to FragmentSolutions, there would be two search icons.

**RVAdapterSolutions.kt**

// filtering (searching)  
fun filterList(listOfFilteredPizzas: ArrayList<Pizza>) {  
 listOfPizzas = listOfFilteredPizzas  
 notifyDataSetChanged()  
}

**search\_menu.xml** *(in menu directory)*

<?xml version="1.0" encoding="utf-8"?>  
<menu xmlns:android="http://schemas.android.com/apk/res/android"  
 xmlns:app="http://schemas.android.com/apk/res-auto">  
 <item  
 android:id="@+id/actionSearch"  
 android:icon="@drawable/ic\_action\_search"  
 android:title="Search"  
 app:actionViewClass="android.widget.SearchView"  
 app:showAsAction="always" />  
</menu>

### Sectioned RecyclerView

|  |  |
| --- | --- |
| **Description:** recyclerview with dividers, eg grouped by date  [stackoverflow](https://stackoverflow.com/questions/41447044/divide-elements-on-groups-in-recyclerview-or-grouping-recyclerview-items-say-by), [my github repo](https://github.com/emm-an-uel/sectioned-recyclerview) |  |

### Sectioned RecyclerView – Prevent Certain ViewHolders From Getting Swiped

[stackoverflow](https://stackoverflow.com/questions/30713121/disable-swipe-for-position-in-recyclerview-using-itemtouchhelper-simplecallback)

**MainActivity.kt – private fun swipeFunctions()**

override fun getSwipeDirs (recyclerView: RecyclerView, viewHolder: RecyclerView.ViewHolder): Int {  
 if (viewHolder is Adapter.DateViewHolder) return 0 // prevents DateViewHolders from getting swiped   
 return super.getSwipeDirs(recyclerView, viewHolder)  
}

### Sectioned RecyclerView – Map of <Position, actualIndex>

**The Issue:** in a sectioned recyclerview, there are 2 view types – TaskItem and DateItem. TaskItem is displayed in cardview with details like ‘subject’, ‘task’, ‘due date’ etc, while DateItem is just a textview with a date on it. When a consolidatedList containing both TaskItems and DateItems are passed into the rvAdapter, the indices of the TaskItems no longer match those of the corresponding Tasks in todoList. Thus, a map of <position, actualIndex> needs to be created. The table below visualizes the data this map keeps:

|  |  |
| --- | --- |
| Item position in consolidatedList | Actual index of corresponding Task in todoList |
| 1 | 0 |
| 2 | 1 |
| 4 | 2 |
| 5 | 3 |
| 6 | 4 |

In the above example, positions 0 and 3 contain a DateItem, which is why the map does not store these keys – since the map’s purpose is to track only TaskItems. The ‘actual index’ column is a continuous count from 0 to 4, representing the index of these TaskItems’ corresponding Tasks in todoList.

In the following code, whenever a Task is called from todoList, I first need to find its actualIndex by looking up the TaskItem position in mapOfIndex.

private fun createMapOfIndex() {  
 mapOfIndex = *mutableMapOf*()  
 var index = 0  
 for (n in 0 *until* consolidatedList.size) {  
 if (consolidatedList[n].type == ListItem.TYPE\_TASK) {  
 mapOfIndex[n] = index  
 index++  
 }  
 }  
}

private fun updateMap(pos: Int, indexChanged: Boolean) {  
 mapOfIndex.remove(pos) // remove the key-value pair of the swiped item  
  
 // adjust the following key-value pairs  
 if (indexChanged) { // TaskItem got removed  
 for (p in pos+1 *until* consolidatedList.size+1) {  
 if (mapOfIndex.containsKey(p)) { // if it doesn't contain p, that means there is a DateItem in that position (not a TaskItem)  
 val oldValue = mapOfIndex[p]!!  
 mapOfIndex.remove(p)  
 mapOfIndex[p-1] = oldValue-1  
 }  
 }  
 } else { // DateItem got removed  
 for (p in pos+1 *until* consolidatedList.size+1) {  
 if (mapOfIndex.containsKey(p)) {  
 val actualIndex = mapOfIndex[p]!!  
 mapOfIndex.remove(p)  
 mapOfIndex[p-1] = actualIndex // actualIndex of TaskItems remains unchanged  
 }  
 }  
 }  
}  
  
private fun checkForDoubleDate(removedIndex: Int) {  
 if (removedIndex < consolidatedList.size) {  
 if (consolidatedList[removedIndex].type == ListItem.TYPE\_DATE) {  
 if (consolidatedList[removedIndex-1].type == ListItem.TYPE\_DATE) {  
 // if both a) the item which has replaced the one just removed, and b) the previous item are DateItems  
 consolidatedList.removeAt(removedIndex-1) // remove the double date (ie the one that has no TaskItems below it)  
 rvAdapter.notifyItemRemoved(removedIndex-1)  
 updateMap(removedIndex-1, false)  
 }  
 }  
 } else { // if item removed was the last item in list  
 if (consolidatedList[removedIndex-1].type == ListItem.TYPE\_DATE) {  
 consolidatedList.removeAt(removedIndex-1)  
 rvAdapter.notifyItemRemoved(removedIndex-1)  
 updateMap(removedIndex-1, false)  
 }  
 }  
}

The method *updateMap* above is called when a) a TaskItem is removed (this would have *indexChanged* be true) – all ‘position’ and ‘actualIndex’ following the one which has been removed will have its numbers reduced by 1. An example is shown below, where the item in position 4 of consolidatedList has been removed.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Item position in consolidatedList | Actual index of corresponding Task in todoList |  | Item position in consolidatedList | Actual index of corresponding Task in todoList |
| 1 | 0 |  | 1 | 0 |
| 2 | 1 |  | 2 | 1 |
| 4 | 2 |  | *Note: this row was left blank for illustration purposes.* | |
| 5 | 3 |  | 4 | 2 |
| 6 | 4 |  | 5 | 3 |

In the method *updateMap*, if a DateItem was removed due to it being a doubleDate (ie it does not contain any TaskItems below it, determined via the method *checkForDoubleDate* above), only the ‘positions’ are edited, illustrated below, assuming a DateItem in position 3 was removed.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Item position in consolidatedList | Actual index of corresponding Task in todoList |  | Item position in consolidatedList | Actual index of corresponding Task in todoList |
| 1 | 0 |  | 1 | 0 |
| 2 | 1 |  | 2 | 1 |
| 4 | 2 |  | 3 | 2 |
| 5 | 3 |  | 4 | 3 |
| 6 | 4 |  | 5 | 4 |

### Issue: Sectioning by Date Doesn’t Work All The Time

|  |  |
| --- | --- |
| **The goal:**  Have GeneralItems in the list be sectioned according to its date, where “overdue” is when its date is less than today’s date, “due today” is when its date == today’s date etc. | **The issue:**  I attempted to achieve this by comparing the Calendar object stored in each item against the Calendar objects which represented “today”, “tomorrow” etc., but this resulted in sectioning which was sometimes wrong – items which were meant to be “due today” was placed under “overdue”, items “due tomorrow” was placed under “due next week”.  **The solution:**  I couldn’t figure out why comparing Calendar objects produced inconsistent results, but I found that converting the Calendar objects to Int objects before doing the comparisons solved the issue. I used the following code to convert from Calendar to Int:  private fun dateToInt(date: Calendar): Int {  val year = date.get(Calendar.*YEAR*)  val month = date.get(Calendar.*MONTH*)+1  val day = date.get(Calendar.*DAY\_OF\_MONTH*)   var monthString = month.toString()  var dayString = day.toString()   // ensure proper MM format  if (month < 10) {  monthString = "0$month" // eg convert "8" to "08"  }   // ensure proper DD format  if (day < 10) {  dayString = "0$day"  }   // convert to YYYYMMDD format  val dateString = "$year$monthString$dayString"  val dateInt = dateString.*toInt*() // return integer so it can be sorted   return(dateInt) } |

### Issue: CardView Items Not Taking Up Full Width

**Issue:** CardView items in RecyclerView does not take up the full width of the screen.

|  |  |
| --- | --- |
| **What it currently looks like** | **What it’s meant to look like**  Graphical user interface, text, application  Description automatically generated |

**Solution:** ‘attachToRoot’ should be defined as ‘false’ when inflating the views [(stackoverflow)](https://stackoverflow.com/questions/40576472/android-full-width-cardview-in-recyclerview)

**Adapter.kt**

override fun onCreateViewHolder(parent: ViewGroup, viewType: Int): RecyclerView.ViewHolder {  
 val layoutInflater = LayoutInflater.from(parent.*context*)  
 return when (viewType) {  
 ListItem.TYPE\_DATE ->  
 DateViewHolder(DateItemBinding.inflate(layoutInflater, parent, false))  
 else ->  
 GeneralViewHolder(GeneralItemBinding.inflate(layoutInflater, parent, false))  
 }  
}

### OnScrollListener – Set Floating Action Button (FAB) Visiblity

[github tutorial](https://gist.github.com/ar-android/58e60b23ff1e51f69e08a22cd6466038)

**Fragment.kt**

rvTodo.addOnScrollListener(object : RecyclerView.OnScrollListener() {  
 override fun onScrolled(recyclerView: RecyclerView, dx: Int, dy: Int) {  
 super.onScrolled(recyclerView, dx, dy)  
  
 if (dy > 0) { // scrolling down  
 (*context* as ActivityMainLog).hideFabAddTask()  
 } else { // scrolling up  
 (*context* as ActivityMainLog).showFabAddTask()  
 }  
 }  
})  
  
(*context* as ActivityMainLog).showFabAddTask() // show by default

### RecyclerView Item Divider

This adds a line after each rv item:

**Fragment.kt**

rvTodo.addItemDecoration(DividerItemDecoration(*context*, LinearLayoutManager.*VERTICAL*))

### Set Background Color of a CardView

**RVAdapter.kt** (onBindViewHolder)

holder.cardView.setCardBackgroundColor(ContextCompat.getColor(context, color))

### Getting Context Within a RecyclerView Adapter

[stackoverflow](https://stackoverflow.com/questions/32136973/how-to-get-a-context-in-a-recycler-view-adapter)

tvSubject.*context*

*Above: call for context of a view within the recycler view item*

### Calling a Method From Parent Activity

**Adapter.kt**

(context as MainActivity).updateFruit()

Where “updateFruit” is the name of a public method (ie public fun updateFruit() in Activity.kt)

### Working with EditTexts in RecyclerView

Typically, RecyclerViews are used to display static items – ie they remain unchanged as long as the RV is being displayed. When working with RVs with EditTexts in their items though, the following have to be implemented to prevent the views from being “recycled” – ie keeps the EditText content and position from getting jumbled up due to “recycling”.

**RVAdapter.kt**

override fun onBindViewHolder(holder: NewViewHolder, position: Int) {  
  
 holder.setIsRecyclable(false) // prevent "recycling" the views - keeps EditText content/position from being jumbled up  
}

override fun getItemViewType(position: Int): Int {  
 return position  
}  
  
override fun getItemId(position: Int): Long {  
 return position.toLong()  
}

### Checking For Duplicate EditTexts in RecyclerView

[my github repo](https://github.com/emm-an-uel/identify-duplicates)

**The objective:** I’ve got a RecyclerView populated with items, each with an EditText. Users can type into any of these items’ EditTexts. I want the EditText text color to change to red if there’s another EditText with the same text in it. I also want the existing EditText (ie the duplicate which isn’t currently being edited) to change to red too.

**TLDR:** Use textwatcher to detect changes to any item’s edittext. After detecting a text change, run a method in parent activity which accesses each recyclerview item in the parent activity and check if it’s a duplicate. If it is, change color to red.

**Full solution:**

1. Have listFruits defined in Activity.kt **(Activity.kt)**
2. Use a TextWatcher and update listFruits[position] when an EditText is changed (in **Adapter.kt**, call a method in **Activity.kt**, as shown in previous section)
3. Call the method checkDuplicates(), belonging to Activity.kt, to handle color changes (**Adapter.kt**)

override fun afterTextChanged(p0: Editable?) {  
 val input = p0.*toString*().*trim*()  
  
 (context as MainActivity).updateFruit(input, position) // update old fruit to new fruit  
  
 (context as MainActivity).checkDuplicates() // checkDuplicates() is run in MainActivity so it can iterate through all items in rvList  
}

1. The method checkDuplicates(), in Actvity.kt, is shown below: (**Activity.kt**)

fun checkDuplicates() { // checkDuplicates() is run in MainActivity so it can iterate through all items in rvList  
  
 val itemCount = rvListFruits.*adapter*!!.*itemCount* for (i in 0 *until* itemCount) {  
 val holder = rvListFruits.findViewHolderForAdapterPosition(i)  
 if (holder != null) {  
 val etInput = holder.itemView.findViewById<EditText>(R.id.*etInput*)  
 val fruit = etInput.*text*.toString().*trim*()  
  
 val count = listFruits.*count* **{ it** == fruit **}** if (count > 1) {  
 etInput.setTextColor(ContextCompat.getColor(this, R.color.*red*))  
 } else {  
 etInput.setTextColor(ContextCompat.getColor(this, R.color.*white*))  
 }  
 }  
 }  
}

*Code commentary: The above code iterates through all items in the RecyclerView and counts the number of times its corresponding “fruit” appears in the listFruits. If it appears more than once (ie there is a duplicate), it changes the EditText color to red. Otherwise, it changes the EditText color to white.*

The above method will only be called as the EditText is being changed. Thus, a similar checkDuplicates() method has to be called upon initialization / updates of the RecyclerView, shown below: (written in **Adapter.kt**)

private fun checkDuplicatesOnStart(input: String, etInput: EditText) {  
  
 val context = etInput.*context* val count = listFruits.*count* **{ it** == input **}** if (count > 1) {  
 etInput.setTextColor(ContextCompat.getColor(context, R.color.*red*))  
 } else {  
 etInput.setTextColor(ContextCompat.getColor(context, R.color.*white*))  
 }  
}

*Note: The above method is called within the override method onBindViewHolder, as shown below:*

override fun onBindViewHolder(holder: NewViewHolder, position: Int) {  
  
 holder.setIsRecyclable(false) // prevent "recycling" the views - keeps EditText content/position from being jumbled up  
  
 val etInput = holder.etInput  
 val fruit = listFruits[position]  
  
 etInput.setText(fruit)  
 etInput.addTextChangedListener(textWatcher(etInput, position))  
  
 checkDuplicatesOnStart(fruit, etInput)  
}

*Note: TextWatcher is also added in the onBindViewHolder method.*

### Accessing Each Item In a Recycler View

[tutorial from github](https://gist.github.com/dominicthomas/1a0d6d7c81eb69e5ad56a62cb7bfd11d)

**Activity.kt**

val newListSubjectColor = *arrayListOf*<SubjectColor>()  
  
val itemCount = rvSettings.*adapter*!!.*itemCount*for (i in 0 *until* itemCount) { // add all subjectColor to newListSubjectColor  
 val holder = rvSettings.findViewHolderForAdapterPosition(i)  
 if (holder != null) {  
 val etSubject = holder.itemView.findViewById<EditText>(R.id.*etSubject*)  
 val subject = etSubject.*text*.toString()  
  
 val spinnerColor = holder.itemView.findViewById<Spinner>(R.id.*spinnerColor*)  
 val colorIndex = spinnerColor.*selectedItemPosition* val subjectColor = SubjectColor(subject, colorIndex)  
 newListSubjectColor.add(subjectColor)  
 }  
}

*etSubject and spinnerColor are views within the recycler view item*

### Setting The Background Color of a RecyclerView Item

**RVAdapter.kt**

holder.cardView.setCardBackgroundColor(backgroundColor)

### Change Item Background Color On Click (Selected / Unselected)

**Adapter.kt**

class NewViewHolder(itemView: View, listener: onItemClickListener) :  
 RecyclerView.ViewHolder(itemView) { // initialize views  
 val tvTopping: TextView = itemView.findViewById(R.id.*tvTopping*)  
 val context = tvTopping.*context* init {  
 itemView.setOnClickListener **{** listener.onItemClick(*adapterPosition*)  
  
 // color change based on selected/unselected  
 val colorSelected: ColorStateList = ColorStateList.valueOf(ContextCompat.getColor(context, R.color.*light\_blue*))  
 val colorUnselected: ColorStateList = ColorStateList.valueOf(getColor(context, com.google.android.material.R.attr.*colorPrimaryContainer*))  
  
 if (itemView.*backgroundTintList* == colorSelected) { // item selected  
 itemView.*backgroundTintList* = colorUnselected  
} else { // item unselected  
 itemView.*backgroundTintList* = colorSelected  
}  
 **}** }

note on the code after *listener.onItemClick* – it checks the itemView’s current background color and changes it accordingly when user clicks on it. The actual ‘memory’ side of the code (which saves the user selections) is done in MainActivity as follows:

rvAdapter.setOnItemClickListener(object: Adapter.onItemClickListener {  
 override fun onItemClick(position: Int) {  
 val topping = listOfToppings[position]  
 userMapOfToppings[topping] = userMapOfToppings[topping] != true // if currently true, set to false; vice versa  
 }  
})

### Issue: Recycler View Doesn’t Show Updated List Contents

I’ve got a button that adds a new item to listSubjectColor when clicked. If I try updating the contents of listSubjectColor (to reflect the contents shown in the EditTexts) then add a new “blank subject” to the list, the recycler view doesn’t show these changes, and instead reverts back to showing the original list.

**Solution:** after updating listSubjectColor, instead of calling notifyDataSetChanged(), I initialized the recycler view from scratch. This way, I’m able to pass the updated listSubjectColor into the adapter. *Not sure if this is the best way though.*

**Activity.kt**

private fun setupRecyclerView() {  
 rvSettings = findViewById(R.id.*rvSettings*)  
 rvAdapter = SettingsRVAdapter(listSubjectColor)  
 rvSettings.*adapter* = rvAdapter  
}  
  
private fun addSubjectColor() {  
  
 updateList()  
  
 // add new item in recycler view  
 val newSubjectColor = SubjectColor("", R.color.*blue*) // adds an empty subject string  
 listSubjectColor.add(newSubjectColor)  
  
 setupRecyclerView()  
}  
  
private fun updateList() {  
  
 val newListSubjectColor = *arrayListOf*<SubjectColor>()  
  
 val itemCount = rvSettings.*adapter*!!.*itemCount* for (i in 0 *until* itemCount) { // add all subjectColor to newListSubjectColor  
 val holder = rvSettings.findViewHolderForAdapterPosition(i)  
 if (holder != null) {  
 val etSubject = holder.itemView.findViewById<EditText>(R.id.*etSubject*)  
 val subject = etSubject.*text*.toString()  
  
 val spinnerColor = holder.itemView.findViewById<Spinner>(R.id.*spinnerColor*)  
 val spinnerColorIndex = spinnerColor.*selectedItemPosition* val color = listColors[spinnerColorIndex]  
  
 val subjectColor = SubjectColor(subject, color)  
 newListSubjectColor.add(subjectColor)  
 }  
 }  
  
 listSubjectColor = newListSubjectColor  
}

**Alternative solution:** *the following method clears old list and adds all elements of updatedList before notifying data set changed. This gets the same result without having to re-initalize the entire recycler view.* [*stackoverflow*](https://stackoverflow.com/questions/52294428/how-to-update-recyclerview-adapter-data-while-adding-new-item-in-list)

**Activity.kt**

list.clear()

list.addAll(yourUpdatedList)

adapter.notifyDataSetChanged()

### Issue: onCreateViewHolder and onBindViewHolder Not Called

**Issue:** When rvAdapter is instantiated, onCreateViewHolder and onBindViewHolder are not called. This results in the entire recyclerview not being initialized.

**Solution:** Note that the rvAdapter class is only instantiated after the onCreate method in its parent activity has been finished. In the above scenario, I was trying to access recyclerview items within the onCreate method – thus all holders returned null since the recyclerview has not been initialized (due to the rvAdapter class not being instantiated since the onCreate method has not been finished).

### Issue: Recycler View Not Showing Contents

**Issue:**

*Setting up RecyclerView and RVAdapter*

RVTodo = binding.rvTodo  
todoList = ArrayList()  
RVAdapter = RVAdapter(todoList)  
  
// set adapter to recycler view  
RVTodo.*adapter* = RVAdapter

*Initializing todoList, which is passed into RVAdapter*

*setFragmentResultListener*("rqTodoList") **{** requestKey, bundle **->** todoList = bundle.getParcelableArrayList("todoList")!!  
**}**

When the fragment is launched, RVAdapter is not called, and thus does not display the items in todoList.

**Solution:**

todoList is initialized only after the setFragmentResultListener gets a result. So until then, todoList is empty, and an empty todoList is passed to RVAdapter, so it does nothing. createRV() should be called only after todoList has been populated (shown below).

*setFragmentResultListener*("rqTodoList") **{** requestKey, bundle **->** todoList = bundle.getParcelableArrayList("todoList")!!  
 createRV()  
**}**

### issue: Crash When Removing a “Completed Task”

**The issue:** completedTask is deleted from todoList, app crashes when running line “todoList.removeAt (viewHolder.adapterPosition)”

**Solution:** if completedTask is deleted before “todoList.removeAt(viewHolder.adapterPosition)”, the item to be removed in todoList is null, so app crashes. completedTask should be deleted after the todoList.remove… line, as shown below.

override fun onSwiped(viewHolder: RecyclerView.ViewHolder, direction: Int) {  
 // change task status  
 val completedTask: Task = todoList[viewHolder.*adapterPosition*]  
 // *todo: implement completed task functionality* // this method is called when item is swiped.  
 // below line is to remove item from our array list.  
 todoList.removeAt(viewHolder.*adapterPosition*)  
  
 // below line is to notify our item is removed from adapter.  
 RVAdapter.notifyItemRemoved(viewHolder.*adapterPosition*)  
  
 taskCompleted(completedTask)  
}

## ViewPager2 and TabLayout

[Tutorial](https://medium.com/busoft/how-to-use-viewpager2-with-tablayout-in-android-eaf5b810ef7c)

### Using “Add On Tab Selected Listener”

**Example code:** (Using addOnTabSelectedListener to change fab visibility)

[Stack Overflow link](https://stackoverflow.com/questions/37235125/how-to-get-tab-click-event-in-activity-on-tablayout-android)

tabLayout.addOnTabSelectedListener(object : TabLayout.OnTabSelectedListener {  
 override fun onTabSelected(tab: TabLayout.Tab?) {  
 val position = tab?.*position* if (position == 0) {  
 fabTask.*visibility* = View.*VISIBLE* } else {  
 fabTask.*visibility* = View.*INVISIBLE* }  
 }  
  
 override fun onTabUnselected(tab: TabLayout.Tab?) {  
 }  
  
 override fun onTabReselected(tab: TabLayout.Tab?) {  
 }  
})

## Setting Button Clickability Dynamically

|  |  |
| --- | --- |
| **Clickable**  button.isEnabled = true | **Unclickable**  button.isEnabled = false |

**Example code:** (including setting button opacity, where alpha ranges from 0 to 255)

private fun btnDisabled() {  
 btnConfirm.*isEnabled* = false  
 btnConfirm.*background*.*alpha* = 45  
}  
  
private fun btnEnabled() {  
 btnConfirm.*isEnabled* = true  
 btnConfirm.*background*.*alpha* = 255  
}

## Using TextWatcher

<https://www.tutorialspoint.com/how-to-use-the-textwatcher-class-in-kotlin>

**Activity.kt**

val input: EditText = findViewById(R.id.etInput)

val output: TextView = findViewById(R.id.textView)

input.addTextChangedListener(textWatcher)

private val textWatcher = object : TextWatcher {

      override fun afterTextChanged(s: Editable?) {

    }

    override fun beforeTextChanged(s: CharSequence?, start: Int, count: Int, after: Int) {

    }

    override fun onTextChanged(s: CharSequence?, start: Int, before: Int, count: Int) {

      output.text = s

      if (start == 12) {

          Toast.makeText(applicationContext, "Maximum Limit Reached", Toast.LENGTH\_SHORT)

          .show()

      }

    }

}

### Changing Edit Text Without Triggering Text Watcher

[stackoverflow](https://stackoverflow.com/questions/9385081/how-can-i-change-the-edittext-text-without-triggering-the-text-watcher)

### Getting Context In Text Watcher

[My github repo](https://github.com/emm-an-uel/homework-log) – commit e3497bd

**SettingsRVAdapter.kt (main section)**

holder.etSubject.addTextChangedListener(  
 textWatcher(  
 holder.etSubject,  
 listSubject  
 )  
) // to watch for duplicate subject entries

*adds textWatcher (defined below) and passes parameters etSubject – EditText, and listSubject – ArrayList<String>*

**SettingsRVAdapter.kt (textWatcher section)**

class textWatcher(val view: TextView, val listSubject: ArrayList<String>) : TextWatcher {  
   
 val context = view.*context* override fun afterTextChanged(p0: Editable?) {  
 }  
  
 override fun beforeTextChanged(p0: CharSequence?, p1: Int, p2: Int, p3: Int) {  
 }  
  
 override fun onTextChanged(p0: CharSequence?, p1: Int, p2: Int, p3: Int) {  
 if (listSubject.contains(p0.*toString*())) {  
  
 Toast.makeText(context, "Duplicate", Toast.*LENGTH\_SHORT*).show()  
  
 // *TODO: prevent duplicate subjects* }  
 }  
}

*gets etSubject’s context by calling view.context*

## Using NumberPicker

[YouTube tutorial](https://www.youtube.com/watch?v=kSDMe9wnx9s)

**My code:** *(Setting min and max values)*

numberPicker.*minValue* = 1  
numberPicker.*maxValue* = 6

*(Getting value from numberPicker)*

val numDice = numberPicker.*value*

## Calendar

### Compare Calendar Dates

private fun isSameDate(date1: Calendar, date2: Calendar): Boolean {  
 if (date1.get(Calendar.*DAY\_OF\_MONTH*) != date2.get(Calendar.*DAY\_OF\_MONTH*)) {  
 return false  
 }  
 if (date1.get(Calendar.*MONTH*) != date2.get(Calendar.*MONTH*)) {  
 return false  
 }  
 return date1.get(Calendar.*YEAR*) == date2.get(Calendar.*YEAR*)  
}

Note that *if (date1 == date2)* won’t work – Calendar date comparisons have to be done as above, by comparing each constituent date element.

### Convert Month - From Int to Month Name

[stackoverflow](https://stackoverflow.com/questions/1038570/how-can-i-convert-an-integer-to-localized-month-name-in-java)

val month = DateFormatSymbols().*months*[currentMonth]

*where month: String (January – December); currentMonth: Int (0 - 11)*

### Converting Calendar to Integer

private fun calendarToInt(date: Calendar): Int {  
 val year = date.get(Calendar.*YEAR*)  
 val month = date.get(Calendar.*MONTH*)+1  
 val day = date.get(Calendar.*DAY\_OF\_MONTH*)  
  
 var monthString = month.toString()  
 var dayString = day.toString()  
  
 // ensure proper MM format  
 if (month < 10) {  
 monthString = "0$month" // eg convert "8" to "08"  
 }  
  
 // ensure proper DD format  
 if (day < 10) {  
 dayString = "0$day"  
 }  
  
 // convert to YYYYMMDD format  
 val dateString = "$year$monthString$dayString"  
 return (dateString.*toInt*())  
}

### Converting Integer to Calendar

private fun intToCalendar(int: Int): Calendar {  
 val string = int.toString()  
 val year = string.*take*(4).*toInt*()  
 val monthDay = string.*takeLast*(4)  
 val month = (monthDay.*take*(2).*toInt*() - 1) // Calendar months go from 0 to 11  
 val day = monthDay.*takeLast*(2).*toInt*()  
  
 val calendar = Calendar.getInstance()  
 calendar.set(year, month, day)  
 return calendar  
}

### Convert Day of Week Int to String Names

private fun getDayOfWeek(dayInt: Int): String {  
 return when (dayInt) {  
 2 -> "Monday"  
 3 -> "Tuesday"  
 4 -> "Wednesday"  
 5 -> "Thursday"  
 6 -> "Friday"  
 7 -> "Saturday"  
 else -> "Sunday"  
 }  
}

Note that in the above example, Sunday is the first day of week (ie 1 -> Sunday)

## CalendarView

[tutorial](https://www.geeksforgeeks.org/calendar-view-app-in-android-with-kotlin/)

**Activity.kt**

calendarView = findViewById(R.id.calendarView)

        // on below line we are adding set on

        // date change listener for calendar view.

        calendarView

            .setOnDateChangeListener(

                OnDateChangeListener { view, year, month, dayOfMonth ->

                    // In this Listener we are getting values

                    // such as year, month and day of month

                    // on below line we are creating a variable

                    // in which we are adding all the variables in it.

                    val Date = (dayOfMonth.toString() + "-"

                            + (month + 1) + "-" + year)

                    // set this date in TextView for Display

                    dateTV.setText(Date)

                })

### Get Day of Week From a Date

**Activity.kt**

val c = Calendar.getInstance()  
c.set(year, month, dayOfMonth)  
val dayOfWeek = c.get(Calendar.*DAY\_OF\_WEEK*)  
var actualDayOfWeek = ""  
when (dayOfWeek) {  
 1 -> actualDayOfWeek = "Sun"  
 2 -> actualDayOfWeek = "Mon"  
 3 -> actualDayOfWeek = "Tue"  
 4 -> actualDayOfWeek = "Wed"  
 5 -> actualDayOfWeek = "Thu"  
 6 -> actualDayOfWeek = "Fri"  
 7 -> actualDayOfWeek = "Sat"  
}

Note: year, month, and dayOfMonth are Integers defined in an earlier chunk of code.

### Convert Date (Individual Integers) into Date: Int For Sorting By Date

**Activity.kt**

private fun createDateInt(day: Int, month: Int, year: Int): Int {  
 // \* dueDateSort will be in format YYYYMMDD for easy sorting of due dates \*  
  
 var monthString = month.toString()  
 var dayString = day.toString()  
  
 // ensure proper MM format  
 if (month < 10) {  
 monthString = "0$month" // eg convert "8" to "08"  
 }  
  
 // ensure proper DD format  
 if (day < 10) {  
 dayString = "0$day"  
 }  
  
 // convert to YYYYMMDD format  
 val dateString = "$year$monthString$dayString"  
 val dateInt = dateString.*toInt*() // return integer so it can be sorted  
  
 return(dateInt)  
}

The above method converts day, month, year (Int values) into one “YYYYMMDD” Int value for easy sorting of dates.

## prolificinteractive Material Calendar View

Using prolificinteractive’s [MaterialCalendarView](https://github.com/prolificinteractive/material-calendarview)

### Change Calendar Text Color

As of writing this, MaterialCalendarView does not have any built-in methods (or xml attributes) to change its calendar’s text color in a more straightforward way. This is the workaround. *Note that all LocalDates used here are org.threeten.bp.localdate, not java.time.localdate*

**Fragment.kt** *(main method called in onViewCreated)*

private fun setupCalendar() {  
 colorText(calendarView.*currentDate*) // first time coloring  
 calendarView.setOnMonthChangedListener **{** \_, date **->** // color months as user swipes through calendar  
 colorText(date)  
 **}**

**...**

*colorText method referenced above*

private fun colorText(date: CalendarDay) {  
 // set calendar text color  
 val localDate: LocalDate = date.*date* val firstDay = localDate.with(firstDayOfMonth())  
 val lastDay = localDate.with(lastDayOfMonth())  
 val minDate = CalendarDay.from(firstDay)  
 val maxDate = CalendarDay.from(lastDay)  
 calendarView.addDecorator(CurrentMonthTextDecorator(requireContext(), minDate, maxDate))  
 calendarView.addDecorator(OtherMonthTextDecorator(requireContext(), minDate, maxDate))  
}

*two DayViewDecorator classes, one to decorate the dates in the current month, one to reset to the default color for days not in current month*

inner class OtherMonthTextDecorator(  
 private val context: Context,  
 private val minDate: CalendarDay,  
 private val maxDate: CalendarDay  
) : DayViewDecorator { // decorate all dates not within current month with gray  
 override fun shouldDecorate(day: CalendarDay?): Boolean {  
 if (day != null) {  
 return !day.isInRange(minDate, maxDate)  
 }  
 return false  
 }  
  
 override fun decorate(view: DayViewFacade?) {  
 view?.addSpan(ForegroundColorSpan(getColor(context, R.attr.*defaultTextColor*)))  
 }  
  
 private fun getColor(context: Context, colorResId: Int): Int {  
 val typedValue = TypedValue()  
 val typedArray = context.obtainStyledAttributes(typedValue.data, *intArrayOf*(colorResId))  
 val color = typedArray.getColor(0, 0)  
 typedArray.recycle()  
 return color  
 }  
}  
  
inner class CurrentMonthTextDecorator(  
 private val context: Context,  
 private val minDate: CalendarDay,  
 private val maxDate: CalendarDay  
) : DayViewDecorator { // decorate all dates within current month with primaryTextColor  
 override fun shouldDecorate(day: CalendarDay?): Boolean {  
 if (day != null) {  
 return day.isInRange(minDate, maxDate)  
 }  
 return false  
 }  
  
 override fun decorate(view: DayViewFacade?) {  
 view?.addSpan(ForegroundColorSpan(getColor(context, R.attr.*primaryTextColor*)))  
 }  
  
 private fun getColor(context: Context, colorResId: Int): Int {  
 val typedValue = TypedValue()  
 val typedArray = context.obtainStyledAttributes(typedValue.data, *intArrayOf*(colorResId))  
 val color = typedArray.getColor(0, 0)  
 typedArray.recycle()  
 return color  
 }  
}

### Add Labels to Calendar Days

**The goal:** Add events to calendar, with labels similar to Samsung Calendar – will be used in Logit’s CalendarFragment.

[stackoverflow](https://stackoverflow.com/questions/61008523/add-text-to-dates-in-material-calendarview), [my github repo](https://github.com/emm-an-uel/calendar-events) (First Calendar)

*I couldn’t figure out a way to do this using MaterialCalendarView so I tried using hugomfandrade’s CalendarView Widget below.*

*This MaterialCalendarView is pretty good though, I like the look and the “DotSpan” feature. I would have used this if I could ‘decorate’ with custom decorations, not a single decoration which goes on every ‘shouldDecorate’ calendarDay, as they’ve provided.*

### Issue: “Cannot Access Class ‘org.threeten.bp.Localdate’”

[**Solution**](https://github.com/prolificinteractive/material-calendarview/issues/947)**:**
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## hugoandrade CalendarView Widget

Using hugomfandrade’s [CalendarView Widget](https://github.com/hugomfandrade/CalendarView-Widget), link to [my github repo](https://github.com/emm-an-uel/calendar-events) (Second Calendar)

**settings.gradle**

dependencyResolutionManagement **{** repositoriesMode.set(RepositoriesMode.FAIL\_ON\_PROJECT\_REPOS)  
 repositories **{** google()  
 mavenCentral()  
 maven **{** url 'https://jitpack.io' **}  
 }  
}**

note the *jetpack.io* repository (highlighted above)

**build.gradle (app)**

dependencies **{** // hugomfandrade CalendarView-Widget  
 implementation 'com.github.hugomfandrade:CalendarView-Widget:1.0.1'

**fragment.xml**

<org.hugoandrade.calendarviewlib.CalendarView  
 android:id="@+id/calendarView"  
 android:layout\_width="match\_parent"  
 android:layout\_height="match\_parent" />

### Adding Events to Calendar (CalendarObject)

**The goal:** Add events to calendar, with labels similar to Samsung Calendar – will be used in Logit’s CalendarFragment.

|  |  |
| --- | --- |
| **Documentation:** a CalendarObject is added to the CalendarView to represent an Event, as shown alongside (the teal bar below “5”): |  |

public CalendarObject(String id, Calendar datetime, int primaryColor, int secondaryColor) {  
 mID = id;  
 mDatetime = datetime;  
 mPrimaryColor = primaryColor;  
 mSecondaryColor = secondaryColor;  
}

**Fragment.kt**

private fun addEvents() {  
 val calObjectList = *arrayListOf*<CalendarView.CalendarObject>() // resets list to prevent duplicate Events  
 // previously, I looped through each event in events as below and added a CalendarObject each  
 // this caused duplicate events when the fragment is resumed since the CalendarObjects added before were not removed  
 for (event in events) {  
 calObjectList.add(  
 CalendarView.CalendarObject(  
 null,  
 event.date, // where 'date': Calendar  
 ContextCompat.getColor(requireContext(), R.color.*teal\_700*),  
 ContextCompat.getColor(requireContext(), R.color.*teal\_700*)  
 ))  
 }  
 calendarView.setCalendarObjectList(calObjectList)  
}

*Remarks: when this will be used in Logit, I’ll have to define the CalendarObject colors based on the task.subject – I could pass a map of ColorCodes to CalendarFragment and have it look up the subject-color pairs.*

### Editing Events in Calendar (CalendarObject)

**Goal:** User clicks on a date and the app will show a dialog with the events for that day. User can then select and edit events.

[my github repo](https://github.com/emm-an-uel/calendar-events) *Remarks: there’s too much code and too many classes involved to copy and paste all of that into this document. Refer to the code in SecondCalendarFragment if I ever need to make another calendar thing in future.*

#### Code Snapshot: Showing a Calendar Dialog using AlertDialog

**SecondCalendarFragment.kt**

private fun showCalendarDialog(selectedDate: Calendar) {  
 // inflate the view for the calendar dialog  
 mView = View.inflate(requireContext(), R.layout.*calendar\_dialog*, null)  
  
 // set up the ViewPager adapter  
 viewPagerAdapter = PagerAdapter(requireContext(), mapOfEvents, minDate, maxDate, selectedDate)  
  
 val index = ChronoUnit.*DAYS*.between(minDate.toInstant(), selectedDate.toInstant()).toInt() // corresponding index for the current date  
  
 viewPager = mView.findViewById(R.id.*viewPager*)  
 viewPager.*apply* **{** *offscreenPageLimit* = 3  
 *adapter* = viewPagerAdapter  
 *currentItem* = index  
 setPadding(100, 0, 100, 0)  
 **}** pagerSwipeAnimations()  
  
 // display mView in an AlertDialog  
 mAlertDialog = AlertDialog.Builder(requireContext()).create()  
 if (mAlertDialog.*window* != null) {  
 mAlertDialog.*window*!!.setBackgroundDrawable(ColorDrawable(Color.*TRANSPARENT*))  
 }  
 mAlertDialog.*apply* **{** setCanceledOnTouchOutside(true)  
 show()  
 setContentView(mView)  
 **}**}

The layout resource for *calendar\_dialog* is inflated and passed to an AlertDialog, which is displayed in the parent fragment. *Calendar\_dialog* contains a ViewPager, so an adapter is initialized in the parent fragment.

#### Code Snapshot: Creating a Map of <Calendar, List<Event>>

Since each ViewPager item has a RecyclerView displaying the events for the day, the ViewPager Adapter has to pass a list of Events to its RecyclerView Adapter. To determine which list to pass, ViewModel runs through a list of Events and sorts them into a Map with pairs of *key* – Calendar, *value* – list of Events on that date. The code which creates this map is as follows:

**ViewModel**

fun createMapOfEvents() {  
 var list: ArrayList<Event2> = *arrayListOf*()  
 var key: Calendar? = null  
 for (event in events) {  
 if (key != null) { // not the first item in list  
 if (isSameDate(key, event.date)) { // this event is on the same date as the other events in list  
 list.add(event)  
  
 } else { // this event is on a new date  
 mapOfEvents[key] = list // add list of events before this new event  
 key = event.date // set new key  
 list = *arrayListOf*() // reset list  
 list.add(event) // add new event to new list  
 }  
  
 } else { // first item in list  
 key = event.date  
 list.add(event)  
 }  
 }  
 if (key != null && list.*isNotEmpty*()) {  
 mapOfEvents[key] = list // save last-added <Calendar, List> pair  
 }  
}  
  
private fun isSameDate(date1: Calendar, date2: Calendar): Boolean {  
 if (date1.get(Calendar.*DAY\_OF\_MONTH*) != date2.get(Calendar.*DAY\_OF\_MONTH*)) {  
 return false  
 }  
 if (date1.get(Calendar.*MONTH*) != date2.get(Calendar.*MONTH*)) {  
 return false  
 }  
 return date1.get(Calendar.*YEAR*) == date2.get(Calendar.*YEAR*)  
}

Note that *events* is a list of Events, sorted in ascending order according to each event’s *date* value.

Also note the highlighted line – initially I did *list.clear()* but this would result in each saved list in mapOfEvents to be overwritten by the list of events for the latest date. Creating a new list (as I did in the highlighted code) solves this issue and creates the map as planned.

Also note that Calendar objects can’t be compared to each other using *if (date1 == date2)*, functions like *isSameDate*, which compare each consitutent item – day, month, year – have to be used for such comparisons.

## Setting a Calendar Date (DatePicker)

// datePicker stuff  
val dateList = currentTask.dueDate.*split*(" ").*toList*()  
  
val year = dateList[2].*toInt*()  
val month = dateList[1].*toInt*() - 1  
val day = dateList[0].*toInt*()  
  
today = Calendar.getInstance()  
today.set(year, month, day) // convert to dueDate if there's a task being edited

### Setting Minimum Date

[tutorial](https://learntodroid.com/how-to-disable-dates-in-a-datepicker-for-android/)

**Activity.kt**

val today = Calendar.getInstance()  
val todayLong = today.*timeInMillis*dpDueDate.*minDate* = todayLong

dpDueDate is a DatePicker

Note that the attribute *minDate* is a Long, so I need to convert the variable ‘today’ into milliseconds – which is a Long type

## PagerAdapter (ViewPager Swipe Views)

|  |  |
| --- | --- |
| **Final product:** CardViews which can be swiped horizontally as shown alongside. [youtube tutorial](https://www.youtube.com/watch?v=MeG-0MVP3jw), [my github repo](https://github.com/emm-an-uel/SwipeViews-PagerAdapter)  **build.gradle**  dependencies **{** // cardview  implementation 'com.google.android.material:material:1.7.0'  **MainActivity.kt**  viewPager.addOnPageChangeListener(object: ViewPager.OnPageChangeListener {  override fun onPageScrolled(  position: Int,  positionOffset: Float,  positionOffsetPixels: Int  ) {  // do nothing  }   override fun onPageSelected(position: Int) {  // do nothing  }   override fun onPageScrollStateChanged(state: Int) {  // do nothing  } })  adapter = Adapter(this, modelList) viewPager = findViewById(R.id.*viewPager*) viewPager.*adapter* = adapter viewPager.setPadding(100, 0, 100, 0)  *remarks: modelList is an ArrayList of Model class, which has two String parameters – t1 and t2, referenced below in Adapter.kt* |  |

**Adapter.kt**

class Adapter(  
 private val context: Context,  
 private val modelArray: ArrayList<Model>  
) : PagerAdapter() {  
  
 override fun getCount(): Int {  
 return modelArray.size  
 }  
  
 override fun isViewFromObject(view: View, `object`: Any): Boolean {  
 return view == `object`  
 }  
  
 override fun instantiateItem(container: ViewGroup, position: Int): Any {  
 // inflate layout  
 val view = LayoutInflater.from(context).inflate(R.layout.*card\_item*, container, false)  
  
 // get data and populate views   
 ...

// item click  
 view.setOnClickListener **{** val t1 = model.t1  
 Toast.makeText(context, "You clicked on $t1", Toast.*LENGTH\_SHORT*).show()  
 **}** // add view to container  
 container.addView(view, position)  
  
 return view  
 }  
  
 override fun destroyItem(container: ViewGroup, position: Int, `object`: Any) {  
 container.removeView(`object` as View)  
 }  
}

**activity\_main.xml** (note: in this example, the parent layout is a RelativeLayout)

<androidx.viewpager.widget.ViewPager  
 android:id="@+id/viewPager"  
 android:layout\_width="wrap\_content"  
 android:layout\_height="wrap\_content"  
 android:layout\_centerInParent="true"  
 android:clipToPadding="false"  
 android:foregroundGravity="center"  
 android:overScrollMode="never" />

**card\_item.xml**

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"  
 xmlns:app="http://schemas.android.com/apk/res-auto"  
 android:layout\_width="match\_parent"  
 android:layout\_height="match\_parent"  
 android:gravity="center\_vertical"  
 android:orientation="vertical">  
  
 <androidx.cardview.widget.CardView  
 android:layout\_width="match\_parent"  
 android:layout\_height="wrap\_content"  
 android:layout\_margin="10dp"  
 app:cardCornerRadius="22dp">

*card\_item is just a normal CardView as would be used in a RecyclerView, for example.*

### Adjust Scale and Alpha Of Pages Not In Focus

[my github repo](https://github.com/emm-an-uel/SwipeViews-PagerAdapter)

**Adapter.kt**

override fun instantiateItem(container: ViewGroup, position: Int): Any {  
 // inflate layout  
 val view = LayoutInflater.from(context).inflate(R.layout.*card\_item*, container, false)  
 view.*tag* = position // tags each view with its position

...

**MainActivity.kt**

private val MIN\_OFFSET = 0f  
private val MAX\_OFFSET = 0.5f  
private val MIN\_ALPHA = 0.5f  
private val MIN\_SCALE = 0.8f

viewPager.*offscreenPageLimit* = 3 // loads (position + 2) below in time, prevents crash

viewPager.addOnPageChangeListener(object: ViewPager.OnPageChangeListener {  
 override fun onPageScrolled(  
 position: Int,  
 positionOffset: Float,  
 positionOffsetPixels: Int  
 ) {  
 // update view scale and alpha  
 updatePager(viewPager.findViewWithTag(position), 1f - positionOffset) // current page  
 if ((position + 1) < modelList.size) { // next page  
 updatePager(viewPager.findViewWithTag(position + 1), positionOffset)  
 }  
 if ((position + 2) < modelList.size) { // two pages in advance  
 // (so it's already made smaller before user can see it - smoother look)  
 updatePager(viewPager.findViewWithTag(position + 2), 0f)  
 }  
 if ((position - 1) >= 0) { // previous page  
 updatePager(viewPager.findViewWithTag(position - 1), 0f)  
 }  
 }

private fun updatePager(view: View, offset: Float) {  
 var adjustedOffset: Float =  
 (1.0f - 0.0f) \* (offset - MIN\_OFFSET) / (MAX\_OFFSET - MIN\_OFFSET) + 0.0f  
 adjustedOffset = if (adjustedOffset > 1f) 1f else adjustedOffset  
 adjustedOffset = if (adjustedOffset < 0f) 0f else adjustedOffset  
  
 val alpha: Float =  
 adjustedOffset \* (1f - MIN\_ALPHA) + MIN\_ALPHA  
 val scale: Float =  
 adjustedOffset \* (1f - MIN\_SCALE) + MIN\_SCALE  
  
 view.*alpha* = alpha  
 view.*scaleY* = scale  
}

The highlighted code above is needed to load the page at *position + 2*, otherwise it won’t have been loaded before *findViewWithTag* is called on it – returns null and causes crash.

## Kotlin Lists

### Convert Resource Array (r.array) To List

listOfToppings = *resources*.getStringArray(R.array.*listOfToppings*).*toMutableList*()

where ‘listOfToppings’ is a List<String>

### Check If An Element Is In a List

if (list.contains(element)) {

print("Element: $element is present in the list: $list.")

} else {

print("Element: $element is not present in the list: $list.")

}

### Combining Lists

// combine todoList and doneList  
val allList: ArrayList<Task> = ArrayList()  
allList.addAll(todoList)  
allList.addAll(doneList)

Use: *combinedList*.addAll (*List)* to combine multiple lists.

### Check For Duplicates In a List

##### if it doesn’t matter which elements are duplicates

[tutorial](https://www.techiedelight.com/check-duplicates-array-kotlin/)

**Activity.kt**

private fun noDuplicates(): Boolean {  
 val listSubjectDistinct = listSubject.*distinct*() // returns a list of distinct elements (ie duplicates removed)   
   
 if (listSubjectDistinct.size == listSubject.size) { // checks if size of original list = size of distinct list   
 return true  
 } else {  
 return false  
 }  
}

##### if it matters which elements are duplicates

**Activity.kt**

val count = myList.count **{** it == myString **}** // "count" returns the number of times myString appears in myList

if (count > 1) {  
 // do something if duplicates exist   
} else {  
 // do something if duplicates don't exist   
}

*Where myList is an arrayList<String> and myString is a String*

### Check if All Elements in a List Are Equal

// check if all dice have same number  
var isEqual = true   
for (num in diceList) {  
 if (num != diceList[0]) {  
 isEqual = false  
 }  
}

### Sum of a List of Integers

<https://www.techiedelight.com/calculate-sum-of-all-items-in-list-of-integers-in-kotlin/#:~:text=Using%20sum()%20function,%2C%20Double%20%2C%20Byte%20%2C%20Short%20.&text=Note%20that%20as%20of%20Kotlin%201.5%2C%20sumBy()%20function%20is%20deprecated>.

val diceSum = diceList.*sum*()

### Convert String to List

![Text

Description automatically generated with medium confidence](data:image/png;base64,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)

## Kotlin Strings

### Trim a String

val subject = etSubject.*text*.toString().*trim*()  
val task = etTask.*text*.toString().*trim*()

### Insert Characters Into String

val dateString = currentTask.dateInt.toString()  
// insert "-" between year, month, day values (to allow parse to work)  
var dueDateYYYYMMDD = StringBuilder(dateString).insert(4, "-")  
dueDateYYYYMMDD = StringBuilder(dueDateYYYYMMDD).insert(7, "-")

## Send Data / Passing Values

<https://stackoverflow.com/questions/45157567/how-to-pass-the-values-from-activity-to-another-activity>

### Passing Data Using Bundle (Activity to Activity)

[My github repo](https://github.com/emm-an-uel/pass-data-activity-fragment)

**Example code:** (From activity to activity)

*First activity:*

val bundle = Bundle()  
bundle.putString("id", etId.*text*.toString())  
bundle.putString("name", etName.*text*.toString())  
bundle.putString("roll", etRoll.*text*.toString())  
  
val intent = Intent(this, SecondActivity::class.*java*)  
intent.putExtras(bundle)  
startActivity(intent)

*Second activity:*

val bundle = *intent*.*extras*if (bundle != null) {  
 tvId.*text* = "id = ${bundle.getString("id")}"  
 tvName.*text* = "Name = ${bundle.getString("name")}"  
 tvRoll.*text* = "RollNo = ${bundle.getString("roll")}"  
}

Using bundle.getString(“*key”*) to get the data passed from first activity.

### Passing Data Using Bundle (Activity to Fragment)

**Example code:** (From activity to fragment)

***Activity:***

val fragment = FirstFragment()  
val bundle = Bundle()  
bundle.putString("string", sendText.*text*.toString())  
fragment.*arguments* = bundle  
  
*supportFragmentManager*.beginTransaction().replace(R.id.*frameLayout*, fragment).commit()

***Fragment:***

val data = *arguments*tvText.*text* = data!!.get("string").*toString*()

*Note: if passing a Parcelable Object, do getParcelable<Class Name>(key) [shown below]*

val selectedColorCode = data!!.getParcelable<ColorCode>("bundleColorCode")

### Passing Data Using FragmentManager (Fragment Result API)

[Android Developers Documentation](https://developer.android.com/guide/fragments/communicate#fragment-result)

[my github repo](https://github.com/emm-an-uel/pass-data-activity-fragment) – “completed: pass Person via FragmentManager”

**Receiving fragment**

*setFragmentResultListener*("requestKey") **{** requestKey, bundle **->** result = bundle.getString("bundleKey")!!  
 val tvName = view.findViewById<TextView>(R.id.*tvName*)  
 tvName.*text* = result  
**}**

*Note: I initially placed setFragmentResultListener in onCreate, and val tvName etc. in onViewCreated. This resulted in a crash since it tried running tvName.text = result before setFragmentResultListener got a value for result.*

**Sending fragment**

val result = "result"  
*setFragmentResult*("requestKey", *bundleOf*("bundleKey" *to* result))

**Sending activity**

*supportFragmentManager*.setFragmentResult("requestPerson", *bundleOf*("bundlePerson" *to* person))

*Note: above is from a different project; sending a bundle with Person, not String (as in fragment example).*

*Note: when setFragmentResult is called from activity, supportFragmentManager needs to be called first (as shown above).*

**Receiving activity**

supportFragmentManager  
                .setFragmentResultListener("requestKey", this) { requestKey, bundle ->  
            // We use a String here, but any type that can be put in a Bundle is supported  
            val result = bundle.getString("bundleKey")  
            // Do something with the result  
        }

*Note: when setFragmentResultListener is called from activity, “LifecycleOwner” is set as “this” (as shown above).*

### Homework Log App – Specific Issue: RV Does Not Refresh When Items Are Swiped

**Issue:** createRV() is called only after the second setFragmentResultListener(), which doesn’t receive any data upon swipes.

**Solution:**

**FragmentTodo.kt**

private fun getFromBundle() {  
 *setFragmentResultListener*("rqTodoList") **{** requestKey, bundle **->** todoList = bundle.getParcelableArrayList("todoList")!!  
  
 if (mapSubjectColor.size > 0) { // if mapSubjectColor already exists (ie not the first time loading up this fragment)   
 createRV() // createRV() is called here to reflect changes when user swipes   
   
 } else { // if it is the first time loading up this fragment   
 *setFragmentResultListener*("rqMapSubjectColorTodo") **{** requestKey, bundle **->** mapSubjectColor = bundle.getSerializable("mapSubjectColor")!! as HashMap<String, Int>  
 createRV() // createRV() is called here only after getting mapSubjectColor (if it's the first time loading up this fragment)   
 **}** }  
 **}**

*Note: mapSubjectColor is initialized in onCreateView() as an empty HashMap.*

## Dialog Fragments (eg. Popup Rating System)

[Youtube tutorial](https://www.youtube.com/watch?v=SkFcDWt9GV4)

[My github repo](https://github.com/emm-an-uel/dialog-fragment)

|  |  |
| --- | --- |
|  | Note: for buttons to have bottom margins as shown below, buttons need to be constrained to the bottom of parent, then include marginBottom. |

**Activity.kt**

val dialog = CustomDialogFragment()  
  
 dialog.show(*supportFragmentManager*,"customDialog")

**ColorDialogFragment.kt**

import androidx.fragment.app.DialogFragment

class ColorDialogFragment : DialogFragment()

*Note: “DialogFragment” class*

### Custom AlertDialog

**Fragment.kt**

val builder = AlertDialog.Builder(requireContext()).create()  
if (builder.*window* != null) { // set default background to transparent  
 builder.*window*!!.setBackgroundDrawable(ColorDrawable(Color.*TRANSPARENT*))  
}  
val view = *layoutInflater*.inflate(R.layout.*confirm\_delete\_all\_dialog*, null, false)  
val btnCancel: Button = view.findViewById(R.id.*btnCancel*)  
val btnConfirm: Button = view.findViewById(R.id.*btnConfirm*)  
  
btnCancel.setOnClickListener **{** builder.dismiss()  
**}**btnConfirm.setOnClickListener **{** deleteAll()  
 builder.dismiss()  
**}**builder.*apply* **{** setView(view)  
 setCanceledOnTouchOutside(true)  
 show()  
**}**

*Note: R.layout.confirm\_delete\_all\_dialog is a layout xml file containing a CardView with static TextViews and two Buttons.*

## Referencing R.attr.(color)

private fun getColor(context: Context, colorResId: Int): Int {  
 val typedValue = TypedValue()  
 val typedArray = context.obtainStyledAttributes(typedValue.data, *intArrayOf*(colorResId))  
 val color = typedArray.getColor(0, 0)  
 typedArray.recycle()  
 return color  
}

**Implementation**

val actualColorAccent = getColor(requireContext(), R.attr.*colorAccent*)

## Json / Klaxon

**build.gradle (app)**

dependencies **{** // klaxon  
 implementation 'com.beust:klaxon:5.5'

### Saving a Json File Using Klaxon

**Example code:** (creating a new file “fileAssignment”)

} else { // if "fileAssignment" does not exist  
  
 // new val listAssignment, add newAssignment and serialize listAssignments  
 val listAssignment = *mutableListOf*(newAssignment)  
 val updatedFile = Klaxon().toJsonString(listAssignment)  
  
 // store in local file  
 this.openFileOutput("fileAssignment", Context.*MODE\_PRIVATE*).*use* **{  
 it**.write(updatedFile.*toByteArray*())  
 **}**}

### Reading a Json File Using Klaxon

**Example code:** (adding each item in saved array to allList)

val file = File(requireContext().*filesDir*, "fileAssignment")  
  
// \* deserialize and read .json \*  
// read json file  
val fileJson = file.*readText*()  
  
// convert fileJson into list  
JsonReader(StringReader(fileJson)).*use* **{** reader **->** reader.beginArray **{** while (reader.hasNext()) {  
 val t = Klaxon().parse<Task>(reader)  
 allList.add(t!!) // add task to allList either way  
 }  
 **}  
}**

### Check If a File Exists

**Activity.kt**

val file = File(this.*filesDir*, "fileName")  
  
if (file.exists()) {

// do something

### Issue: Expected a [ but read {

|  |  |
| --- | --- |
| **Issue description** | I tried saving a list of Data<String, Int> objects, but the app would crash when I tried reading it, and throw this error message: *com.beust.klaxon.Klaxon Exception: Expected a [ but read {* |
| **Solution** | I had to convert Data class into a *parcelable* object (refer to notes above on *parcelize*) |

## Adding Custom Icons (Drawables)

[Manage your app's UI resources with Resource Manager](https://developer.android.com/studio/write/resource-manager)

[icons8 - source for icons](https://icons8.com/icons)