**Лабораторные работы №6-7**

**Часть 1**

ЗАПРОСЫ К БАЗЕ ДАННЫХ MONGODB.

ВЫБОРКА ДАННЫХ. ВЛОЖЕННЫЕ ОБЪЕКТЫ. ИСПОЛЬЗОВАНИЕ КУРСОРОВ. АГРЕГИРОВАННЫЕ ЗАПРОСЫ. ИЗМЕНЕНИЕ ДАННЫХ

1. ЗАПРОС К ВЛОЖЕННЫМ ОБЪЕКТАМ

Рассмотренные ранее запросы применялись к простым документам. Документы могут иметь сложную структуру и содержать вложенные документы.

use towns

db.towns.insert({"name": "Punxsutawney ", "populatiuon": 6200,"last\_sensus": ISODate("2022-01-31"), "famous\_for": [""], mayor: { "name": "Jim Wehrle"}})

db.towns.insert({"name": "New York ", "populatiuon": 22200000,"last\_sensus": ISODate("2022-01-31"), "famous\_for": ["status of liberty", "food"], mayor: { "name": "Michael Bloomberg", "party": "I"}})

db.towns.insert({"name": "Portland", "populatiuon": 528000,"last\_sensus": ISODate("2022-07-20"), "famous\_for": ["beer", "food"], mayor: { "name": "Sam Adams", "party": "D"}})

Пусть коллекцию users добавлен следующий документ:

> db.users.insert({"name": "Alex", "age": 28, company: {"name":"microsoft", "country":"USA"}})

*Примечание. Содержание коллекции users:*

> db.users.insert({"name": "Tom", "age": 28, languages: ["english", "spanish"]})

> db.users.insert({"name": "Bill", "age": 32, languages: ["english", "french"]})

> db.users.insert({"name": "Tom", "age": 32, languages: ["english", "german"]})

Здесь определяется вложенный объект с ключом company. Чтобы найти все документы, у которых в ключе company вложенное свойство name=microsoft, нужно использовать оператор точку:

> db.users.find({"company.name": "microsoft"})

**Практическое задание 1:**

1. *Создайте коллекцию towns, включающую следующие документы:*

{name: "Punxsutawney ",

populatiuon: 6200,

last\_sensus: ISODate("2022-01-31"),

famous\_for: [""],

mayor: {

name: "Jim Wehrle"

}}

{name: "New York",

populatiuon: 22200000,

last\_sensus: ISODate("2022-07-31"),

famous\_for: ["status of liberty", "food"],

mayor: {

name: "Michael Bloomberg",

party: "I"}}

{name: "Portland",

populatiuon: 528000,

last\_sensus: ISODate("2022-07-20"),

famous\_for: ["beer", "food"],

mayor: {

name: "Sam Adams",

party: "D"}}

1. *Сформировать запрос, который возвращает список городов с независимыми мэрами (*party="I")*. Вывести только название города и информацию о мэре.*

db.towns.find({"mayor.party":"I"},{name:1,mayor:1,\_id:0})

1. *Сформировать запрос, который возвращает список беспартийных мэров (*party *отсутствует*)*. Вывести только название города и информацию о мэре.*

db.towns.find({"mayor.party":{$exists:false}},{name:1,mayor:1,\_id:0})

1. ИСПОЛЬЗОВАНИЕ JAVASCRIPT

MongoDB предоставляет возможность создавать запросы, используя язык JavaScript. Например, создать запрос, возвращающий те документы, в которых name=Tom. Для этого сначала объявляется функция:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | > fn = function() { return this.name=="Tom"; }  > db.users.find(fn)  Этот запрос эквивалентен следующему:   |  |  | | --- | --- | |  | > db.users.find("this.name=='Tom'") |   Собственно, только запросами область применения JavaScript в консоли mongo не ограничена. Например, можно создать какую-нибудь функцию и применять ее:   |  |  | | --- | --- | |  | > function sqrt(n) {return n\*n;}  > sqrt(5)  25 | |

1. КУРСОРЫ

Результат выборки, получаемой с помощью функции find, называется курсором:

|  |  |
| --- | --- |
|  | > var cursor = db.users.find(); null; |

Чтобы получить курсор и сразу же не выводить все содержащиеся в нем данные, после метода find() через точку с запятой нужно задать выражение null;.

Курсоры инкапсулируют в себе наборы, получаемых из базы объектов. Используя синтаксис языка javascript и методы курсоров, можно вывести полученные документы на экран и обработать их. Например:

|  |  |
| --- | --- |
|  | > var cursor = db.users.find();null;  > while(cursor.hasNext()){  ... obj = cursor.next();  ... print(obj["name"]);  ... } |

Курсор обладает методом hasNext, который показывает при переборе, имеется ли еще в наборе документ. Метод next извлекает текущий документ и перемещает курсор к следующему документу в наборе. В итоге в переменной obj оказывается документ, к полям которого можно получить доступ.

Для перебора документов в курсоре в качестве альтернативы можно использовать конструкцию итератора javascript - forEach:

> var cursor = db.users.find()

> cursor.forEach(function(obj){

... print(obj.name);

... })

Чтобы ограничить размер выборки, используется метод limit, принимающий количество документов:

> var cursor = db.users.find();null;

> cursor.limit(3);null;

> cursor.forEach(function(obj){

... print(obj.name);

... })

Используя метод sort(), можно отсортировать документы в курсоре:

> var cursor = db.users.find();null;

null

> cursor.sort({name:1});null;

null

> cursor.forEach(function(obj){

... print(obj.name);

... })

Выражение cursor.sort({name:1}) сортирует документы в курсоре по полю name по возрастанию. Если нужно отсортировать по убыванию, то вместо 1 использовать -1: cursor.sort({name:-1})

Метод skip() позволяет пропустить при выборке определенное количество документов:

> var cursor = db.users.find();null;

> cursor.skip(2);null;

> cursor.forEach(function(obj){

... print(obj.name);

... })

В данном случае пропускается два документа.

Можно объединять все эти методы в цепочки:

> var cursor = db.users.find();null;

> cursor.sort({name:1}).limit(3).skip(2);null;

> cursor.forEach(function(obj){

... print(obj.name);

... })

**Практическое задание 2:**

1. *Сформировать функцию для вывода списка самцов единорогов.*

*-*

1. *Создать курсор для этого списка из первых двух особей с сортировкой в лексикографическом порядке.*

*-*

1. *Вывести результат, используя forEach.*

*var cursor = db.unicorns.find({gender:"m"});null;cursor.sort({name:1}).limit(2);null; cursor.forEach(function(obj){ print(obj.name); })*

1. *Содержание коллекции единорогов unicorns:*

db.unicorns.insert({name: 'Horny', loves: ['carrot','papaya'], weight: 600, gender: 'm', vampires: 63});

db.unicorns.insert({name: 'Aurora', loves: ['carrot', 'grape'], weight: 450, gender: 'f', vampires: 43});

db.unicorns.insert({name: 'Unicrom', loves: ['energon', 'redbull'], weight: 984, gender: 'm', vampires: 182});

db.unicorns.insert({name: 'Roooooodles', 44), loves: ['apple'], weight: 575, gender: 'm', vampires: 99});

db.unicorns.insert({name: 'Solnara', loves:['apple', 'carrot', 'chocolate'], weight:550, gender:'f', vampires:80});

db.unicorns.insert({name:'Ayna', loves: ['strawberry', 'lemon'], weight: 733, gender: 'f', vampires: 40});

db.unicorns.insert({name:'Kenny', loves: ['grape', 'lemon'], weight: 690, gender: 'm', vampires: 39});

db.unicorns.insert({name: 'Raleigh', loves: ['apple', 'sugar'], weight: 421, gender: 'm', vampires: 2});

db.unicorns.insert({name: 'Leia', loves: ['apple', 'watermelon'], weight: 601, gender: 'f', vampires: 33});

db.unicorns.insert({name: 'Pilot', loves: ['apple', 'watermelon'], weight: 650, gender: 'm', vampires: 54});

db.unicorns.insert ({name: 'Nimue', loves: ['grape', 'carrot'], weight: 540, gender: 'f'});

db.unicorns.insert ({name: 'Dunx', loves: ['grape', 'watermelon'], weight: 704, gender: 'm', vampires: 165})

1. АГРЕГИРОВАННЫЕ ЗАПРОСЫ

С помощью функции **count()** можно получить число элементов в коллекции:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  | | --- | --- | |  | > db.users.count()  Эта функция является самым простым агрегатом.  Можно группировать параметры поиска и функцию count, чтобы подсчитать количество документов, удовлетворяющих критерию, например, у которых name=Alex: | |  | > db.users.find({name: "Alex"}).count()  Можно создавать цепочки функций, чтобы конкретизировать условия подсчета:   |  |  | | --- | --- | |  | > db.users.find({name: "Tom"}).skip(2).count(true) |   Здесь нужно отметить, что по умолчанию функция count не используется с функциями limit и skip. Чтобы их использовать, как в примере выше, в функцию count надо передать булевое значение true. | |  |

**Практическое задание 3:**

*Вывести количество самок единорогов весом от 500 до 600 кг.*

db.unicorns.find({weight:{$gte:500, $lte:600},gender : 'f'}).count()

Функция **distinct()** позволяет найти уникальные различающиеся значения для одного или нескольких полей документа.

Например, в нескольких документах определено name: "Tom". Нужно найти только уникальные различающиеся значения для одного из полей документа. Для этого можно воспользоваться функцией distinct:

|  |  |
| --- | --- |
|  | > db.users.distinct("name")  ["Tom", "Bill", "Alex"] |

**Практическое задание 4:**

*Вывести список предпочтений.*

db.unicorns.distinct("loves")

Использование метода aggregate аналогично применению выражения GROUP BY в SQL. Метод group принимает три параметра:

* $group: агрегатор, который вернет новый документ
* \_id: указывает на ключ, по которому надо проводить группировку ($+назване поля)
* $sum: оператор для вычисления.

Например:

> db.users.aggregate({"$group":{\_id:"$name",count:{$sum:1}}})

Пояснение. Параметр \_id указывает, что группировка будет проводиться по ключу name: \_id:"$name".

Значение параметра $sum инициализирует начальное значение поля count. Это поле будет представлять количество элементов для группы. На рисунке 1 приведен пример подсчет количества документов с разными именами name.

![](data:image/png;base64,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)

Рисунок 1 – Пример использования метода aggregate

(<https://docs.mongodb.com/manual/aggregation/>).

**Практическое задание 5:**

*Посчитать количество особей единорогов обоих полов.*

db.unicorns.aggregate({"$group":{\_id:"$gender",count:{$sum:1}}})

5 РЕДАКТИРОВАНИЕ ДАННЫХ

СУБД MongoDB предоставляет несколько возможностей для обновления данных.

Метод **save** является наиболее простым. В качестве фактического параметра метод принимает документ. В этот документ в качестве поля можно передать параметр \_id. Если метод находит документ с таким значением \_id, то документ обновляется. Если же с подобным \_id нет документов, то документ вставляется.

Если параметр \_id не указан, то документ вставляется, а параметр \_id генерируется автоматически как при обычном добавлении через функцию insert:

|  |  |
| --- | --- |
|  | > db.users.save({name: "Eugene", age : 29,  languages: ["english", "german", "spanish"]}) |

В качестве результата функция возвращает объект WriteResult. Например, при успешном сохранении получится результат:

|  |  |
| --- | --- |
|  | WriteResult({"nInserted" : 1 })  **Практическое задание 6:**   1. *Выполнить команду:*   > db.unicorns.save({name: 'Barny', loves: ['grape'],  weight: 340, gender: 'm'})   1. *Проверить содержимое коллекции unicorns.* |

Функция **update** позволяет более **детально настроить обновление**.

Функция принимает три параметра:

* query: принимает запрос на выборку документа, который нужно обновить;
* objNew: представляет документ с новой информацией, который заместит старый при обновлении;
* options: определяет дополнительные параметры при обновлении документов и может принимать два аргумента: upsert и multi.

Если параметр upsert имеет значение true, что mongodb будет обновлять документ, если он найден, и создавать новый, если такого документа нет. Если же он имеет значение false, то mongodb не будет создавать новый документ, если запрос на выборку не найдет ни одного документа.

Параметр multi указывает, должен ли обновляться первый элемент в выборке (используется по умолчанию, если данный параметр не указан) или же должны обновляться все документы в выборке.

Например:

|  |  |
| --- | --- |
|  | > db.users.update({name : "Tom"}, {name: "Tom", age : 25, married : false},  {upsert: true}) |

Теперь документ, найденный запросом {name : "Tom"}, будет перезаписан документом {"name": "Tom", "age" :"25", "married" : false}.

Функция update() также возвращает объект WriteResult. Например:

|  |  |
| --- | --- |
|  | WriteResult({"nMatched" : 1, "nUpserted": 0, "nModified": 1}) |

В данном случае результат говорит о том, что найден один документ, удовлетворяющий условию, и один документ был обновлен.

**Практическое задание 7:**

1. *Для самки единорога* Ayna *внести изменения в БД: теперь ее вес 800, она убила 51 вампира.*
2. db.unicorns.update({name: "Ayna"},{$set: {weight: 800, vampires: 51}})
3. *Проверить содержимое коллекции unicorns.*

**Для обновления значения только одного из ключей** используется оператор **$set.**

Если документ не содержит обновляемое поле, то оно создается.

|  |  |
| --- | --- |
|  | > db.users.update({name : "Eugene", age: 29}, {$set: {age : 30}}) |

В данном случае обновлялся только один документ, первый в выборке. Указав значение multi:true, можно обновить все документы выборки:

|  |  |
| --- | --- |
|  | > db.users.update({name : "Tom"},  {$set: {name: "Tom", age : 25, married : false}}, {multi:true})  **Практическое задание 8:**   1. *Для самца единорога* Raleigh *внести изменения в БД: теперь он любит рэдбул.*   *Для пары lowers:*  db.unicorns.update({name: "Raleigh"},{$set: {loves: ["apple", "lemon"]}})  *Для изменения одной:*  db.unicorns.update({name: "Raleigh"},{$set: {loves: "redbul"}})   1. *Проверить содержимое коллекции unicorns.* |
|  |  |

**Для простого увеличения значения числового поля на определенное количество единиц** применяется оператор **$inc**. Если документ не содержит обновляемое поле, то оно создается. Данный оператор применим только к числовым значениям.

|  |  |
| --- | --- |
|  | > db.users.update({name : "Tom"}, {$inc: {salary:100}}) |

**Практическое задание 9:**

1. *Всем самцам единорогов увеличить количество убитых вапмиров на 5.*
2. db.unicorns.update({gender:'m'},{$inc:{ vampires:5}},{multi:true} )

*updateMany*

1. *Проверить содержимое коллекции unicorns.*

**Для удаления отдельного ключа** используется оператор **$unset**:

|  |  |
| --- | --- |
|  | > db.users.update({name : "Tom"}, {$unset: {salary: 1}}) |

Если подобного ключа в документе не существует, то оператор не оказывает никакого влияния.

Можно удалять сразу несколько ключей:

|  |  |
| --- | --- |
|  | > db.users.update({name : "Tom"}, {$unset: {salary: 1, age: 1}}) |

**Практическое задание 10:**

1. *Изменить информацию о городе Портланд: мэр этого города теперь беспартийный.*
2. db.towns.update({name:"Portland"},{$unset:{"mayor.party":1}})

*(если надо обратно вернуть, то вот запрос:* db.towns.update({name:"Portland"},{$set:{"mayor.party":"D"}})

1. *Проверить содержимое коллекции towns.*

Оператор **$push** позволяет **добавить еще одно значение к уже существующему**. Например, если ключ в качестве значения хранит массив:

|  |  |
| --- | --- |
|  | > db.users.update({name : "Tom"}, {$push: {languages: "russian"}}) |

Если ключ, для которого нужно добавить значение, не представляет массив, то получится ошибка Cannot apply $push/$pushAll modifier to non-array.

**Практическое задание 11:**

1. *Изменить информацию о самце единорога Pilot: теперь он любит и шоколад.*
2. db.unicorns.update({name:"Pilot"},{$push:{loves:"chocolate"}})
3. *Проверить содержимое коллекции unicorns.*

Оператор **$addToSet** подобно оператору **$push** **добавляет объекты в массив**. Отличие состоит в том, что $addToSet добавляет данные, если их еще нет в массиве:

|  |  |
| --- | --- |
|  | > db.users.update({name : "Tom"}, {$addToSet: {languages: "russian"}}) |

Используя оператор **$each**, можно **добавить сразу несколько значений**:

|  |  |
| --- | --- |
|  | > db.users.update({name : "Tom"},  {$addToSet: {languages: {$each: ["russian", "spanish", "italian"]}}}) |

**Практическое задание 12:**

1. *Изменить информацию о самке единорога* Aurora: *теперь она любит еще и сахар, и лимоны.*
2. db.unicorns.update({name:"Aurora"},{$addToSet:{loves:{$each:["lemon","sugar"]}}})
3. *Проверить содержимое коллекции unicorns.*

Оператор **$pop** позволяет **удалять элемент из массива**:

> db.users.update({name : "Tom"}, {$pop: {languages: 1}})

Указывая для ключа languages значение 1, можно удалить первый элемент с конца. Чтобы удалить первый элемент с начала массива, нужно передать отрицательное значение:

|  |  |
| --- | --- |
|  | > db.users.update({name : "Tom"}, {$pop: {languages: -1}}) |

Оператор **$pull** **удаляет каждое вхождение элемента в массив**. Например, через оператор $push можно добавить одно и то же значение в массив несколько раз. Далее с помощью $pull удалить его:

|  |  |
| --- | --- |
|  | > db.users.update({name : "Tom"}, {$pull: {languages: "english"}}) |

Если нужно удалить не одно значение, а сразу несколько, тогда можно применить оператор $pullAll:

|  |  |
| --- | --- |
|  | > db.users.update({name : "Tom"},  {$pullAll: {languages: ["english", "german", "french"]}}) |

1. УДАЛЕНИЕ ДАННЫХ ИЗ КОЛЛЕКЦИИ

Для удаления документов в MongoDB предусмотрен метод remove:

> db.users.remove({name : "Tom"})

Метод remove() возвращает объект WriteResult. При успешном удалении одного документа результат будет следующим:

WriteResult({"nRemoved" : 1})

В итоге все найденные документы с name=Tom будут удалены. Причем, как и в случае с find, можно задавать условия выборки для удаления различными способами (в виде регулярных выражений, в виде условных конструкций и т.д.):

> db.users.remove({age: {$lt : 30}})

Метод remove также может принимать второй необязательный параметр булевого типа, который указывает, надо удалять один элемент или все элементы, соответствующие условию. Если этот параметр равен true, то удаляется только один элемент. По умолчанию он равен false:

> db.users.remove({name : "Tom"}, true)

Чтобы удалить все документы из коллекции, нужно оставить пустым параметр запроса:

> db.users.remove({})

*Примечание. Содержание коллекции users:*

> db.users.insert({"name": "Tom", "age": 28, languages: ["english", "spanish"]})

> db.users.insert({"name": "Bill", "age": 32, languages: ["english", "french"]})

> db.users.insert({"name": "Tom", "age": 32, languages: ["english", "german"]})

**Практическое задание 13:**

1. *Создайте коллекцию towns, включающую следующие документы:*

{name: "Punxsutawney ",

popujatiuon: 6200,

last\_sensus: ISODate("2022-01-31"),

famous\_for: ["phil the groundhog"],

mayor: {

name: "Jim Wehrle"

}}

{name: "New York",

popujatiuon: 22200000,

last\_sensus: ISODate("2022-07-31"),

famous\_for: ["status of liberty", "food"],

mayor: {

name: "Michael Bloomberg",

party: "I"}}

{name: "Portland",

popujatiuon: 528000,

last\_sensus: ISODate("2022-07-20"),

famous\_for: ["beer", "food"],

mayor: {

name: "Sam Adams",

party: "D"}}

1. *Удалите документы с беспартийными мэрами.*

db.towns.remove({"mayor.party":{$exists:false}})

1. *Проверьте содержание коллекции.*
2. *Очистите коллекцию.*

db.towns.remove({})

1. *Просмотрите список доступных коллекций.*

db.getCollectionNames()

**Контрольные вопросы:**

1. Как используется оператор точка?
2. Как можно использовать курсор?
3. Какие возможности агрегирования данных существуют в MongoDB?
4. Какая из функций save или update более детально позволит настроить редактирование документов коллекции?
5. Как происходит удаление документов из коллекции по умолчанию?
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**Часть 2**

ССЫЛКИ И РАБОТА С ИНДЕКСАМИ В БАЗЕ ДАННЫХ MONGODB

1. ССЫЛКИ В БД

Ручная установка ссылок

Ручная установка ссылок сводится к присвоению значения поля \_id одного документа полю другого документа. Пусть есть коллекции companies и persons, представляющие компании и работников, работающих в этих компаниях. В коллекции companies есть документ, представляющий компанию:

> db.companies.insert({"\_id" : "microsoft", year: 1974})

Пусть в коллекции persons есть документ, представляющий работника. В этом документе будет поле company, представляющее компанию, где работает работник. И очень важно, что в качестве значения для этого поля устанавливается не объект company, а значение ключа \_id добавленного выше документа:

> db.users.insert({name: "Tom", age: 28, company: "microsoft"})

Вывести документ из коллекции users:

> user = db.users.findOne()

В данном случае имеется в виду, что выше добавленный элемент будет единственным в коллекции.

После этого консоль выводит полученный документ. Далее найти ссылку на его компанию в коллекции companies:

> db.companies.findOne({\_id: user.company})

Если документ с таким идентификатором обнаружен, он отображается на консоли:
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Автоматическое связывание

1 способ. Используя функциональность DBRef, можно установить автоматическое связывание между документами.

Пример применение данной функциональности: добавить новый документ в коллекцию companies:

> apple=({"name" : "apple", "year": 1976})

> db.companies.save(apple)

В данном случае сохранение идет с помощью метода save, не insert. Метод save при добавлении нового документа генерирует \_id. После сохранения можно вывести документ на консоль: > apple

Далее создать новый документ для коллекции person, у которого ключ company свяжем с только что добавленным документом apple:

> steve = ({"name": "Steve", "age": 25, company: new DBRef('companies', apple.\_id)})

> db.users.save(steve)
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Протестировать:

> db.companies.findOne({\_id: steve.company.$id})

![http://metanit.com/nosql/mongodb/pics/2.11.png](data:image/png;base64,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)

Посмотрев на примере, можно разобрать организацию ссылок между документами. Для связывания с документом apple использовалось следующее выражение company: new DBRef('companies', apple.\_id). Формальный синтаксис DBRef следующий:

**{ "$ref" : название\_коллекции, "$id": значение [, "$db" : название\_бд ]}**

При тестировании в качестве запроса на выборку указывается выражение \_id: steve.company.$id. Так как person.company представляет теперь объект new DBRef('companies', apple.\_id), то нужно конкретизировать параметр steve.company.$id.

2 способ. Пусть пользователя нужно связать со страной.

Используется коллекция countries, хранящая в качестве идентификатора аббревиатуру и наименование, например:

> db.countries.insert({\_id:"us", name:"US"})

Необходимо добавить в коллекцию пользователей ссылку на страну:

>db.users.update({\_id:ObjectId("573d7468bfe2c1a9875562e6")},{$set:

{country:{$ref:"countries", $id: "us"}}})

Теперь можно извлечь из коллекции данные о Томе:

>var tom=db.users.findOne({"\_id":ObjectId("573d7468bfe2c1a9875562e6")})

Можно также получить сведения о стране, в которой находится пользователь, опросив коллекцию стран, передав сохраненный ранее идентификатор $id:

> db.countries.findOne({\_id:tom.country.$id})

Можно непосредственно запросить у документа о пользователе имя коллекции, хранящейся в поле ссылки:

db[tom.country.$ref].findOne({\_id:tom.country.$id})

Последние два запроса эквивалентны, но второй в большей степени управляется данными.

**Практическое задание 1:**

1. *Создайте коллекцию зон обитания единорогов, указав в качестве идентификатора кратко название зоны, далее включив полное название и описание.*

db.place.insert({\_id:"tw", name:"town", description:"Cold and dirty"})

db.place.insert({\_id:"se",name:"sea",description:"Blue and warm"})

1. *Включите для нескольких единорогов в документы ссылку на зону обитания, использую второй способ автоматического связывания.*

db.unicorns.update({\_id:ObjectId("636e3bdc3c6dae7bb1e6b5ee")},{$set:

{place:{$ref:"place", $id: "sa"}}})

db.unicorns.update({\_id:ObjectId("6371ff1702a5e0966061956a")},{$set:

{place:{$ref:"place", $id: "sa"}}})

db.unicorns.update({\_id: ObjectId(

"6371fab202a5e0966061955f")},{$set:{place:{$ref:"place",$id: "tw"}}})

db.unicorns.update({\_id: ObjectId("6371fafc02a5e09660619560")},{$set:{place:{$ref:"place",$id:"fr"}}})

1. *Проверьте содержание коллекции единорогов.*
2. *Содержание коллекции единорогов unicorns:*

db.unicorns.insert({name: 'Horny', loves: ['carrot','papaya'], weight: 600, gender: 'm', vampires: 63});

db.unicorns.insert({name: 'Aurora', loves: ['carrot', 'grape'], weight: 450, gender: 'f', vampires: 43});

db.unicorns.insert({name: 'Unicrom', loves: ['energon', 'redbull'], weight: 984, gender: 'm', vampires: 182});

db.unicorns.insert({name: 'Roooooodles', 44), loves: ['apple'], weight: 575, gender: 'm', vampires: 99});

db.unicorns.insert({name: 'Solnara', loves:['apple', 'carrot', 'chocolate'], weight:550, gender:'f', vampires:80});

db.unicorns.insert({name:'Ayna', loves: ['strawberry', 'lemon'], weight: 733, gender: 'f', vampires: 40});

db.unicorns.insert({name:'Kenny', loves: ['grape', 'lemon'], weight: 690, gender: 'm', vampires: 39});

db.unicorns.insert({name: 'Raleigh', loves: ['apple', 'sugar'], weight: 421, gender: 'm', vampires: 2});

db.unicorns.insert({name: 'Leia', loves: ['apple', 'watermelon'], weight: 601, gender: 'f', vampires: 33});

db.unicorns.insert({name: 'Pilot', loves: ['apple', 'watermelon'], weight: 650, gender: 'm', vampires: 54});

db.unicorns.insert ({name: 'Nimue', loves: ['grape', 'carrot'], weight: 540, gender: 'f'});

db.unicorns.insert {name: 'Dunx', loves: ['grape', 'watermelon'], weight: 704, gender: 'm', vampires: 165}

2 НАСТРОЙКА ИНДЕКСОВ

Когда коллекции содержат миллионы документов, а нужно сделать выборку по определенному полю, то поиск нужных данных может занять некоторое время, которое может оказаться критичным для задачи. В этом случае могут помочь индексы.

Индексы позволяют упорядочить данные по определенному полю, что впоследствии ускорит поиск. Например, если в приложении или задаче, как правило, выполняется поиск по полю name, то можном индексировать коллекцию по этому полю:

> db.users.ensureIndex({"name" : 1})

Значение 1 сообщает, что индекс следует выполнить в порядке возрастания.

*Примечание. Содержание коллекции users:*

> db.users.insert({"name": "Tom", "age": 28, languages: ["english", "spanish"]})

> db.users.insert({"name": "Bill", "age": 32, languages: ["english", "french"]})

> db.users.insert({"name": "Tom", "age": 32, languages: ["english", "german"]})

Таким образом с помощью метода ensureIndex устанавливается индекс по полю name. MongoDB позволяет установить до 64 индексов на одну коллекцию.

Создать индекс можно также с помощью метода createIndex().

Если нужно просто определить индекс для коллекции, например, db.users.ensureIndex({"name" : 1}), то можно добавлять в коллекцию документы с одинаковым значением ключа name. Однако, если потребуется, чтобы в коллекцию можно было добавлять документ с одним и тем же значением ключа только один раз, нужно установить флаг unique:

|  |  |
| --- | --- |
|  | > db.users.ensureIndex({"name" : 1}, {"unique" : true})  Теперь, если попытаться добавить в коллекцию два документа с одним и тем же значением name, то мы получится ошибка.  **Практическое задание 2:**   1. *Проверьте, можно ли задать для коллекции unicorns индекс для ключа name с флагом* unique*.*   db.unicorns.ensureIndex({"name" : 1}, {"unique" : true})   1. *Содержание коллекции единорогов unicorns:*   db.unicorns.insert({name: 'Horny', dob: new Date(1992,2,13,7,47), loves: ['carrot','papaya'], weight: 600, gender: 'm', vampires: 63});  db.unicorns.insert({name: 'Aurora', dob: new Date(1991, 0, 24, 13, 0), loves: ['carrot', 'grape'], weight: 450, gender: 'f', vampires: 43});  db.unicorns.insert({name: 'Unicrom', dob: new Date(1973, 1, 9, 22, 10), loves: ['energon', 'redbull'], weight: 984, gender: 'm', vampires: 182});  db.unicorns.insert({name: 'Roooooodles', dob: new Date(1979, 7, 18, 18, 44), loves: ['apple'], weight: 575, gender: 'm', vampires: 99});  db.unicorns.insert({name: 'Solnara', dob: new Date(1985, 6, 4, 2, 1), loves:['apple', 'carrot', 'chocolate'], weight:550, gender:'f', vampires:80});  db.unicorns.insert({name:'Ayna', dob: new Date(1998, 2, 7, 8, 30), loves: ['strawberry', 'lemon'], weight: 733, gender: 'f', vampires: 40});  db.unicorns.insert({name:'Kenny', dob: new Date(1997, 6, 1, 10, 42), loves: ['grape', 'lemon'], weight: 690, gender: 'm', vampires: 39});  db.unicorns.insert({name: 'Raleigh', dob: new Date(2005, 4, 3, 0, 57), loves: ['apple', 'sugar'], weight: 421, gender: 'm', vampires: 2});  db.unicorns.insert({name: 'Leia', dob: new Date(2001, 9, 8, 14, 53), loves: ['apple', 'watermelon'], weight: 601, gender: 'f', vampires: 33});  db.unicorns.insert({name: 'Pilot', dob: new Date(1997, 2, 1, 5, 3), loves: ['apple', 'watermelon'], weight: 650, gender: 'm', vampires: 54});  db.unicorns.insert ({name: 'Nimue', dob: new Date(1999, 11, 20, 16, 15), loves: ['grape', 'carrot'], weight: 540, gender: 'f'});  db.unicorns.insert {name: 'Dunx', dob: new Date(1976, 6, 18, 18, 18), loves: ['grape', 'watermelon'], weight: 704, gender: 'm', vampires: 165  В тоже время здесь особенности. Так, документ может не иметь ключа name. В этом случае для добавляемого документа автоматически создается ключ name со значением null. Поэтому при добавлении второго документа, в котором не определен ключ name, будет выброшено исключение, так как ключ name со значением null уже присутствует в коллекции.  Также можно задать уникальный индекс сразу для двух полей:  > db.users.ensureIndex({"name" : 1, "age" : 1}, {"unique" : true})  Однако в этом случае все добавляемые документы должны иметь уникальные значения для обоих полей.  Ограничения: значение поля, по которому идет индексация, не должно быть больше 1024 байт. |
|  |  |

1. УПРАВЛЕНИЕ ИНДЕКСАМИ

Все индексы базы данных хранятся в системной коллекции system.indexes. Обратившись к ней, можно получить все индексы и связанную с ними информацию:

> db.system.indexes.find()

Данная команда возвращает информацию об индексах:

> db.numbers.getIndexes()

[

{

"v" : 1,

"key" : {

"\_id" : 1

},

"name" : "\_id\_",

"ns" : "learn.numbers"

}

]

Здесь для коллекции users определен 1 индекс: id. Поле key используется для поиска максимального и минимального значений, для различных операций, где нужно применять данный индекс. Поле name применяется в качестве идентификатора для операций администрирования, например, для удаления индекса:

> db.users.dropIndex("value")

Здесь value равно значению поля "name" для удаляемого индекса.

**Практическое задание 3:**

1. *Получите информацию о всех индексах коллекции unicorns .*

db.unicorns.getIndexes()

1. *Удалите все индексы, кроме индекса для идентификатора.*

*db.unicorns.dropIndex("name\_1")*

1. *Попытайтесь удалить индекс для идентификатора.*

*-*

1. ПЛАН ЗАПРОСА

С помощью метода explain()  можно получить информацию о выполнении запроса. Метод explain() возвращает JSON-структуру с планом выполнения запроса.

Для детализации плана запроса нужно указать параметр "executionStats" для метода explain():

db.users.explain("executionStats").find({}})

**Практическое задание 4:**

1. *Создайте объемную коллекцию numbers, задействовав курсор:*

for(i = 0; i < 100000; i++){db.numbers.insert({value: i})}

var cursor = db.numbers.find();null;

for(i = 0; i < 100000; i++){db.numbers.insert({value: i})};

1. *Выберите последних четыре документа.*

db.numbers.find().limit(4).sort({value: -1})

1. *Проанализируйте план выполнения запроса 2. Сколько потребовалось времени на выполнение запроса? (по значению параметра executionTimeMillis)*
2. *Создайте индекс для ключа value.*
3. *Получите информацию о всех индексах коллекции numbres.*
4. *Выполните запрос 2.*
5. *Проанализируйте план выполнения запроса с установленным индексом. Сколько потребовалось времени на выполнение запроса?*
6. *Сравните время выполнения запросов с индексом и без. Дайте ответ на вопрос: какой запрос более эффективен?*

**Контрольные вопросы:**

1. Назовите способы связывания коллекций в MongoDB.
2. Сколько индексов можно установить на одну коллекцию в БД MongoDB.
3. Как получить информацию о всех индексах базы данных MongoDB?
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**Структура отчета:**

1. Наименование работы.
2. Цель работы.
3. Практическое задание.
4. Выполнение.

*Указание: привести результаты выполнения практических заданий (номер задания, формулировка, команда, лог (скриншот) результата, вывод (при необходимости)).*

1. Выводы.