![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASUAAABfCAYAAACuqdFkAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAANb5JREFUeNrsfQl8FMeVd3XPPbpG9wkSkpAEkkAIzH37Nj7wmfWBwfbG8eZy4uyX3XW+TXz8Pme/OOdmk82xG2Mn8cE6BmyDHRsQYGwuoQuQkIROdJ8zmhnNPbNVo+pRTU11zwjkWIJ+P9VvZlrdVdV1/Ou9V++94oBMV0yc/89PvJC+llmYUBQVV2bxuMf+paXqPLzmw8kLkwcnL04+38T/ZJJJnk9yE0wbKHEYkBRfhYC01pDyIQ+4Rej/gy77N7/RdOotApDcOJHgBGRgkkmmiUkk0/SCPL8kJuFOAZAQJSg134UfGpjUMKlgUuK254gkk0wy4ckh0/SIbgGA4QAXzwArFbEIIM5IQYhvMskkk8wpfW6cEvfBcPebUA4zCReHXY7deAFQYjDiWZwSJ3NMMskkT4Jp5JR4Ang0NyZkJG80pK6/5LD2/aa7qQnfg/RHTpgc+BMlQbfkV3gDIOuWZJJBSabpAyUFFtNQ0uAkcEeC2OYiAIkFSjIwyXRNk0JugmkDJVIUI8UzgQRzAC8NQKxFQhblZJJBSabpBiYuDDfKuo/87pOBSSYZlGSaDlASAxyeSgoQrPTmGSAmA5NM1xzJJgHTS7TVdgBsfpy/7P5UtfYJFccv8Ph83Vav++Tvupt+WGkeHgGTeiYOfxfy4oCsW5Lp2lvkZZpmbkkAIgT4SOGt/sOC1b/S88oH6Ge8Pp/5pY6zW85ZjUPwp51ITgxOsrW3TLL4JtMVg1IQML2UW74hRa19kfkMx2kWRMWlfTDcfYLitkhFuAxGMl1TJBtPTp/cxtpJ46HIdqvUc8kq//9jYYqGSQsmXFEEMwLZBUUmGZRkumJOKcg0QM3zpRE8HgWTDoMS6RvHi3BiMskkg9K1BC6RJgnACOy22Tyeeqny3D7vOAYjDQFIChDepEAmmWRQuhZAiAEuop781DO00aT/94HR3tekyr9oMx8H4v5wMjDJJIPStQZGLO4GTNoQiSVeIgXdu2ugva/BanqOVQeT29X1m+6mdwEV8A2EKrllZbdM1wxdc7tvEtwNuZXPS4CRIgwQCaYAfnMAlI4Y+zujFMqGKIVK6QY++7jHPXx8bPD959tr/2TxuC3wHhtM4zih78hhVzAJ8MigJNM1NkevHTCiOEROBJR44jrZRiTXQnMyQZEnCWBCeiKkL0JKbEGZrcNgxWPAQQBkhWkMJjNOCJwEeyU/FyXbKcl0rdA1YdHN4Iw4EQ6HFs84CpRIi20vBUr893MWr07T6FZ5fT6+32lr3jN4qfasddSBAQpggLFjLgg968agZCO4JDJygGynJJPMKV3FgESLW0LsI9Vj6fk5JVGGNVpeMTdaoVzpI9pF+G5yO08POO2N+4a7TtdaRk0kKP00f9k2CEbf4AEXS5YNwcnS4bD+z7+0VP0ZBEcNENxQhNhKdoI7suNrQhxv2aJbJhmUrlJxjRat1D+ff92DSSrNl5Ucv3AqeZvcriOV5qFdv+9prv5VwYpnE1Wa26Xut3rcrS+01z7bYbeaMNAIYOSggMhBcEpuIAd+k0kGpatWXCMDsKl/lLf0jkyN/gUFx2VdSTnjHneLXqHMi+TeVpt537Ot1b8HwUptmjtygeCgbzKXJNM1R1fl7hsBSoJ+CHFH6tsSM1P+Jaf0J0kq7bM8FyxqXQ6peD4h0nvjVZqCVrv5016nbQyDDwlGrCiUMiDJJIPSVQZIpLimviUhM+XhtNw9Gl6x6YuqGxQTjSfGBpsp8U3mkGSSidK1XK2AFBDZICAlP5KWu1vJccVfZP3UHB8HJp1uSVeSkB09GZBkulZp1pgE0C4g9KRl6JH8gARFtuSHUiMDpMbxsdpqy0jDMWN/y5DLgfQ9niJ9nKEkypBeFpNQnK+LWXYl7+AFPv9JJyD0QErq1aa3raYb5MI5B8uAKtPfDJSuxFN9KgM1knJE7iEV2/5dti+l5PwyHCCNuBz9f+i9+G6lebgHi1JC8lwYN1lh6np7sOPMgqi4D/4ho/DBFLU2/7JAyecT6kXbQn0ubT4VUJ/OOkx3RANWXS+3DBkwZz4pIhlgDNcM0oKZE0nkveEcX6XKkSqDdW8AkF7OX3pXgkrzj2EAaeBf22r+3GIzD4NgQ0bS7cOvkIbc09gHI92nymMSkuNVminv3L010P5ht2N8gCiD3HULRJkk20MEeOnfU+0TINUXEfaHmCV8pH0Vyb2ANXYYPosR5xfuvWWaoZxSGG95AMJ7sPsYn0EOphITTmwAAyDu8kE+H9j6z1DrX5R6eafX6/jJpfp3hl0OK5h097CCUDcPQU+F8tX+suvCH1/KK8/X8YrESBu6zW5pPjU21EfUm2MADScCOiAMRxWuX3wSSYrriAQ0OIbYeTmOxL4IxpBYm3AR5s0cgzL3NMNBScJHjF4lWYPTJzIRvCB8mFdW/uH80Ojz0wKg9G955XeEs0M6Yuz7DHJIIyDU/0xwkmWBkq7XaXOcHht6e70h9SuRNDLksIZe7jz/IQg9dFKsTaW4iqmAB90XXsA+e84rkZ+YXyDH6HdfBIASTn/mY9TZJyGqR7JASo1F/5iXgWmGglIYHzGWh7zUBKAngof6pMFEzOteyg+NnmACKGmSVBrJMLQWj2vsv3svVmLgGcdgZMJJCpT8vmu/7m7cvzw26R4tr0iWKqd5fKzzp5fqD4y6neNEXel3Ft7VS0xyMUAQAyRarOKIvMgTVlByE9+9jAWF9g1k6cLElPRioVcimfQ0cHgoECEXSz7MWCQXLi9jHHJUf8g0k0BJxCWDtPMhfcX8A7WosNBQUlK80Ae54L/8ZfdpxuDyikwEckL4iIFEOsYqr9+8KScxKXFuXGxsCc8rYhG3bbPZe8xmc3fd2XONLS0tJmpieQk9mUavUN4k9eKfmQarwKQRoxWD0hhOJCgJk0IQCwX9D+hz2o7naKPvFCvjzYH2k3sGOxsw6LmpdyZdXpTE/7wU10c7CjNF6w3r183Jysoqjo6OXojayucD3MDAQGVfX1/3iZOnuoi2JxX5pDsLXS7Z58rNsD8yMtJLo6Oiin0+lL/PX67L7TaPDI80oj5pa2sbYyxIAER2CAJ5j4cxbrwUWNNjMyh8MJEnnReZAnsQMrc0c4gjQIkFDv64QNu3b9sSHRW9WqVSFqtUqpVSGXo8nh6329PjcNgvWCyWC58dP3Gora19FEweG+SiFLvCIFPeeOP18woLCp7UaDQ38zyfFa4ck8n0bk1N3btnqqq6iEnNP5KWW3J7YtabUs9/r7X691B0Q7ttqG7oiCOk6B7BoGQFk978JKeE2gTZGelhivtaZuFt6wypz4uVUWcZbXmp4+zhu7fetSwxMcEA38lNpv/41X9+BQOgldJhcU9/8+s/VCgUpXjy8/gTnDt3/kcHDh5qQt/nzcuJvuH6zY/ExMRuVSj4TLF6uFyuxr7+/jfefHPXXhBstOkkwEmY9MJ7Km+66cbcgvn5qD9uCdcfiOwOxxmOKYpxfs1ypNwSx3E+p9NZ/+v//O0LgIqa8Mwz39oLMCCS4Ch8hoASLBhe9DVfbHlh3779tWDSet5FLWo+GZRmCKdEiWxBDqtf/vvHH4qNjf3HSAakQHAiZaCk0aiXwWfBfffeAxxwsLa0tv7nvn0fHAfBTqd+UIITK7u4uPh5tVp181TKSUhIeGrz5o1PLVmyeNf+D/76h56eHgQonIrj08IpuCEgjYLJ3TY6yJoQaM1NcRAkQKn7XfYOqXLiVWoUQ8kbHx+fBBMLNHQgNJCbH5Rgmy+C77ia8UxWenq6/aabbrg3KTHxAXhfdLi2ggtJIWSjnoNA9/Dbf3nn693dPYNgclcxBHzLy5ckrlyx/KmoqKhnpjKYtBrN0ukamF6vV4HBX0GAiE/B82svJz/4XApub06Em5N1SzOEeOIz4JKxdGl5yre/9c29BoPh51MBJDGCK+3SxIQENJiQRXMMmDhOCE3YqB3bt20rK1v80VQAKWTyx8c/8KUH7nt12dKlaFIk5GijVkornu2DYPJUWjsxQVkcBC16Cs853h7okDwUYI4mKi0MdxCFJ55wkolGSHDZZlrbJ6ckr4Lv+kpKcvLjkQASSWq1ev6999z9a/jVACaPdSJPUtGWlpakbtywfs9UAWm6CXI+Clw3wQJeDSbjUk0V4CyjRqMLBB9hxUewgSDTF6RTCrKAXlq+JHnD+nW74SotanAIWesho8l0YXx8fAgyx77YuNi5sTExC+AzenERwq3FoKQWRJWHHvy7LcnJyS9Oy4solanr16/9N6fT8UPHmFcrda/J7TKCyRAiTgYYeSjlaJDkSOlmIhCRfWKDPpqh/HdPiCNeJihlZWb+3RUuEHkPPfilJ19/461XKJ2MC4rOsTfecP3rsB8XhBGdbZD7Hdbr9WEXrEuXug6/+dau3XChy19aXn5rXFysqOFpa2vbvr+8s/ttzLFaKE7Sz1W//OOfoqgMmiVlZXmrVq34LgTPdWL5dff0fHzy5Km9LS2tbVhnqAJTMFyV6YsDpSAuacOG9aKAhAZjU3Pzvvff33+AUiD6uYG77rrjlrzc3K0scHJ7gkBJDVfszZmZGf8sVbm+vr5Tvb19F+Eqh/Q9vvn5+YtSUpIXwYmVICLSRd1ww/XfUxw8dTYgjDBo1O0wkhwPgzPyMACJ3rHxEiJPWL2dCOkpgPMIi4QYpzQdlJaWhpTz74BgY1P3bbfd8gZswyKxvq87e+6dysrKWqPRNC6IPwsXLshatrR8c2pqKpM7nTMna+OqlSu6j584WX/mTNV/79jx6LbkpCRm/CqbzebGnLQgKjtB8K5fgKuvrqkZhItQutg7VlVXv3nwYMVRDG4qBnck0ywAJdVX/+Gpf5ICpP0ffPjrCxcaL4HJ7Wtydw3s3fvefsj+N6xfv+5JvU43J4iF9njUeMCpoLhWkJs7TxSQ4Co8+tePPt7Z2NjURZYBB/UF+LkLAtoW+PwWEWDSJeRmLwfNPRIowXkILolUwIcLQ8syRQgrIvvEJ4GeECHVBOfFS3BXoSBrNLZ3Xeqq7+vvRy/t00GCHFVuTk72apE20q9Yft2yk6dOnxFAafuj27ZBbpMJSFartefPr7/5K5PJD0ZBph319Q1tML2yft3ammXLlm5H7U8/v3LlinvPna/vM5vN1nfe2f3uE48/lgvLCuFms7NhvwHwGZgMEyxwNiE2cXCcZUJxNF+sPSAg1eLneUKPJGanJdMMAyU/l7SkbHGSXq/7stiNDQ0XDkJAGiC4BWEykbY8irNnz6Gdod9CMeBZkmPS6fTJWEegXLtm9TfEynG73fadr/7xl2NjY1Y8YFyUYhxAFv+dm266cXDxotIdrDzMCTEgXeKlMzX+utiJ+tOhQwKD1SdufQ4iHNCcxF2CDok8hBKVrxB226TIbrePHTly9D3IwVyk2giVWAfFsco777z9m8w2yMosAadOo77ikpOT4pKSEh8QB6Q3fmsyjTmJ/iBdY/zmEkc/OXYCYqFm0aLSxxiitXbLlltvfvPNXe+PjZk9nZcu1eXOm7c8RJaNjkovmD9/LuTGm0GoCUQQgCwqLRUV206dOv0JflYAItoUgHWklWzZPYMU3f6Vcvny6x7kRAKfwcFv/ODDv54idCoOQu4X7HtM+NMCgenCwMDAUTKPhIR4tKpprt+8aQMcvHPFKnSo4vCbEJAcjHKEMvzlfPTRxwcGBgePsfIYj9FLvrROoVBTym16Qkc0OJ9In18o9X+H1+uMYFEIsv+KVN8xZjYP7nz1tdcgILURC4RgBOpPjU1NF4eGh88xC1YoY/EiEb1m9erbxJTmnx0/sR8Cklh/GIk0BrnbA6Ojo1WsfNLT0ubHxPg7hv/ssxOnxd5r8eJF5UDcLivQNxBIbxMZq6a6urPtuL4uwI5d5QJsI16ZZhCnpIJAcYvYTU1NzWKAZMGTwY07VgjN4fZ4vUZKwRr/zW987Z8VCqVOrJyu7u662tq6DjxYyHLGweQWPYfL0b7//v4/PP7Y9pAtYo9KAc7cugwcPFTxcVVVdRuxutsIEBXytUuBkojzp3+ypGt0mVKNO+CyjYQZ8CwL6bCA1NnZeeGtXW9/RNQffVrx+wknpfjNFsxj5rakxMQSOo+4uNhMrEgGmZkZG1nlGKEYVFNT205wxkJ/kGV58XsgoHdWVBz5wz33bC1ncEsayI3PhxxVbW9vrxGCV0d8fHw2Q9+1ALAttQN9AMXEDJVKVcCqMxT5T4PgOOg2EGzm4WRwxTLNME7JL75JGUW2tLZ24g504c61UlzSGPV9DK7EjhBZBQKTUqkQ3Rk7faqykpgANmpFHqU+TcPDw30wVYjlt3BBUQFRbztVbxKUXBEMUvqsOEW6WrdcqnFbbOZef56cpBKc5bsl+gQUf4YgIH1MTDgr5h6FthnByd9OCqXCwZQ7J8KoaDMhIontokGO9wQhsglljRHlGQnu1Z/gWGmF3Eo7K7+cnJx8QaRqvthSw7pHq9UYCgsLMgHbtcn/vXjhws1i7XPu3PkGEGzqYRPhij2y6DaDQemB++9bI3XTxYstfQSXRK7MZLIQyQzBxzmViiD9yMWWln48YOyUmDBGiYgBIOzp6T0mlmdycnI6sWraCEASAyWWLx7JvQQdzRSnVF8v9U6fmQYRl+bmpAc8E5DEHjj26adHGaBNgtIoAdzMxQHnj8pRz8/PKxKrWH1DQweY3AWzMUDdTCxGAQ50ZGT0U1Z+iYkJcwUgqK6uqUf6QxERbikIdSMJ+EPCfB5hcqYDA409vb2DIDQEjY3iiOWwwzNdfNPrxXU8cIB1Ugpn1gokiG+Coha8svO1X8KPV8GEGQDSX8Q++eW//z9idiqDg0OXiAnAAj47Ib6p8L18TW3dqdLSEvbLKZXq3NxcA1y8R6lJZSEGK2nNLAAPAKF+aDwBSOqXcpfcp+S4DLF2M3tc5jrL6ATIcpxXQlHukwCq0H9wnJvikkjgHsft5xPaSKFQsG2pJhTpypiYGGb4FbPF0g+5MhsIPTCTTC6i3wVfMmVvX19lRkb6wywRDpanMZvNTrSRMTAwWA/vCxH10lJTSwDhWUB8ujdv2liMrPlZde7o8PsZukTGKMulRgakmarohmJVVph13EvJ6U6JRHNTgg5iPDo6SlQHY7FYjIRy0sEYVHYQfE6af+D19fUNIYtdsXyzMjMSqHqRrHzA1QVQ/n7ERFBT37XLY5OS52qjvyHVsB+P9J4SyuX83guioDQlwqDkpLhJEmytJHeAfOwkelaRkpKczfqn2+VygEljTiej7ek+F+pkHxwcvCRW/3nzclIEwK+vb6hk3YPE/AVFhXOJNg9Yuufl5d3NrC/kug4fOVrFqKuYUawMRjMZlLB+QUq2oL2sabseDwEoLhExb5xlw0KscpeIvGmnUdqZ10Vwbk6Hw3lRLN+4uLgYELwTQ+6++F7MLbt5nSE1QQAcnHTEd/K3fkVsUurXM4v+LMUlobAouwba64RJwXFTDo/hkwAl8mRdGmjpI5ucPM8xDTydTj/oKIC0uYOX6le6Dd2MMeE8e/ZcZwTv56muqWlyOBwjrBsWLVq0guoTBEra6OhoplK+v3/gAgGgNHiGON/KXNLMFt94KZsY2NmC+CYWi4eOZ+QGobGClEVFhZnSLECAG2OBD1mmgJWB/0tOei7kpBDhXv63hat+FKdUbc3JiG5IVmm+9s5gZzcIPVkkEGrkO3OKVy+Ojn9WzfNFUq/yp762DwiAgPXjPWHEt8jjZU+AEn3KLm2VLrS/B3ncs8XykSEwYdgpRV7GgkT2Paks5qn7QBiw8/d3V1f3yby83JDYV6mpKaUEl4RAybdixfJspVLBNEE7XXnmM8aCJrrbJgPSzAYlzhd+VfMCcWtYVlCvoF0qVM6crKy4MJPNC9gxb2jwI109PFhnE5kRIwaXAn1s/PeyS/9dwyv828oqjl/wQErOoRsTMt6rs4y+f8TY11RvNZlKogzRm+PT8zM1+qIUtXazjleEPc3kwGjvwcPGvmZSROSkdUpTE9/YQEG3Fx9oI+m2QZDNRdD3HirRIhA9RjwS9Q/iwCrPVH3KAiUkwpWXLymqqqquFYC2qLDgdpFNEmNzc3M3xaWzDGNlm6RZAkpAamDCFWuuyMouBkjCgOPwoPDbQTmczhEQflUWAz96AgS5e4Q77wcEH7lU9HBq7ksKjgsxFoxXqu/YYEhF6bIa88K4qe6/epqPESKVA3Mr0xfdcAJkWJE8aU7Q30ZceKCORJSUCmVMxhv3/y8nJ1siegFHWlm7Ojs7e81mc2NMTEyIIerCBQtWQFBqxPfz8fHxq1g5NjdfPA4mN0lY3KPMJc0yndJ0OSfSYBHkTX/06Cfnw8yOcL5JrMkQCbcRON3kKxkF1z+UmvtDFiBdKZ0YGzzyXFvt22AyiqWQrGJ6nctctX0SQOGbYt6fy+RcVFpaEEacDgoD09HReYR1a3Jycomg0yteuLBIpVIxQw9/dvxEFQi13mbttslgNEtASbKjdDqdAURwDI6IuEcrx69w0RZ5CYm4QpC1R+WqtqflrdkUn/aEkuOiprMBXT6v/a2B9jd+fqnhIzBpXEgalFqmlVMKBZMrmWy+vv7+LtY/IABoGaIvAOG97DmfBIPW1tbeCygXkFOnK497PB5rCBuvVGhXrVyxGH7Vl5QUr2flNzA4eAH7SYqJbiEKbplmPiiB/v7+SrEbtFptHBAPYi8GUPSpEf6BgcKyipWTnTM3G4Q/yofp8oEiK4rl29PbO/Jg6ryltyZmBhxOxzyuzg679diVNl7T+FjVM82VL+8e7KwGwQcPCJbO/ljfnwMoTQfX4wezgYGBQdY/o6OjU2NjY3WAfc6b2CLl/19qSgpT94a27TGAkMHy7MPDwyNGo+kU65l583IQt6TPyMhgWs83XmiqAcH2beTuo2y5PUt1Sl6bzTYmdVPZ4kXzamrrjCDUaZQeoD4JfYTX4XA0iQFIdFS0AYTu2rH8n4KO/tl6152Srh5LzN6025PmBCzWTW5n9w/aan/W57SZS6Pj37s+Pq18od6wOlapmhNJg4173KPnrcYz+4a7Ky+Mm4aIFZo0fxAOHfAbMf6NQGmKuqmJfmm80NixaeMG5i3FxQvnHT9+og8wDo4AoccsBfotKirqOlZ+/QMDDRTnLIhavostLR8lJiZsCtVpphYuv25ZKcs9CYHciZMnGwB7140U3WQuaZaBku/AwUMNixcvMkMxKIZ10/z58xdAUDoLgo0LldTg5ID0+V5eo9FYCVfgO1g3wAGZA0JPqSATfRKIP6WlpYq6eiR2D4OlMSlrSFELilk7ISAhwODPWkaHYPor/P5xmloXvSwmcW5xlKHQNyGC8JPiCAAddkvPOYuxu2HcNEKIBCxjUdJ5eGIXLDwohbqa+KYAL5ch/2KDTo/ZYhkfGR3tTIiPD7Hqz503bwEEpVNEf9PAFHLYQH5+XoJarWaCUltrWz0INcb0g9LRo59Uli9Z0q9SKVODRTildvny5Tew8kMhUECwwS0NSLKCe7ZySijZ7fYzer1+I+sm7Lntd68AwRbPSiIPH0M0DAo78emnx4/cf/+9FpYOCIqJhsKCgqzGpqYxkTJIG6WAuwesM3PAxoyYQU5dW9C1T4wDRyCojIHJLfOAESUEKtv7w13DMNUB8RAiAfsaMOl+QbpgCEaMgve83w5Mwvct4qOrJZ67XIVc4Fy1i80Xa5cvvy4ElDIy0pfGxcX9xWTyt5lgVS1YWXuIfIQz8dSQ69rB1u05jMdPnDwPQnfI7AJHPTQ89FF6Wtq2UL2mlhlSp7a2rg6I22zJkQBmsU7Jr4yGYv1hcb2SxrB588brQKiFrUZiFaUPlOTgymaGJKrLWbZs6Row6dKhYUwEMmm2PfLwfSw/KDVkhPKqgo280Qkmv+tpqgKTyn03IXaRMaGMIomMUkB64wse+SacD8kt4RWbCwcufKjY6hODEpYeJxI9X3DBE6YFfi7jyNFPTlss1l7WfbfcfNPNINiIUccYA/7feXl5KRDEHmXlc+78uYMg1BI9yGWourpmX6QDF46jAewo7qbylHfdrgJQ8iui0flsUj5kJcXFNxoMcQZiYNKuGLSfGPkpgBV37Nhnr4mVgVbmpeVLiqgyWGVp8+EESE1NeZaVD+KQFK7gXfhm21grMXG9FChZRUCJ9rofZVwTwIgVn8m/UnOcJKfEUzobfxILoYt3tuiTdaWOUw/HKfkVzidPntzDumnu3DkbbrrxhrVEn6BAbVFEQr/1EJDS7rxjy2sQ7EJUABartbei4sgpEOwWY6NAyXH+fH2HzWarjWTgtrS0nmdwSU5ZdLt6OCVkxDY6NDz8ltiNyML2nru3PkwMymgweUSPHkweFRQEJMXFC1O+9tWnXnji8ce+hSZQfUND/8DAwLti5WzYsP7x4oUL8nB+0ayUm5ubfscdW/7ImgBIj4REN8YMFHRRpP5LULjaCRGMPC2XtDcK2eoHoWExyBAoYSdBQcH8DAJYghyBtRpNHuuZ7Oy58xicqFJExycRyYkj399RVV1Tj04TYd26ePGiR++/7977iH6PIVLssqXlhXfcftsfWTG+3R6P7b13338VSDtZBzinvr7+/ZEM3BMnT51liG2XHUVUpplDCm6Cm/EP7OHh4c4FRUU3idn96PX61NKS4sK2trY6m83uZCieg7zpt2/f9qVFpaW/VKvVG6zW8ZqamlqkA1D39PS0Q7Baj04fCUFJnldB0LkuJSXF29jY1EqAp1/Jftttt65eu2b1b+AEmMeqY35VC1C4Q20VU9TaJCXPjZ2zGntA6NYx6VzqoXRHYu4ctDMyOQF4YlNAu3z5dXfD+ob4bPEcb4XveJHIz9+eG9avW5KVlcUM96rgFVxVdfUZELoF7mJsBqiXlC9Zo9PpQhTPsK/bGpuaWsh8Ghou1M+fn58UFRUVol8yGAxF1123bGNWZqYS9o0+Py83q7SkZOGmTRseLywsfB72ZRKrvhUVh/+rsam5E5dBBgYUdikdhH6Kh4tW56qVK74EFxy12KDt6+9vOX26sgqExtuyMjhVGZRmoaI74ODZ1dU9dPzEyf+7bu2a/xJ7IDY2tmDH9kd/MjA4eKSjo/OT4aHhDhQMbP36ddkxMdG65KSk+RC8imDaTHIyXq9HmKTc4OCQ+fDhIy9v3rzpOdZxTCiaAOQiHnrm209vtdvtrRzHIxHIq1Kp0uDkFj391tBvBGqbQ/RltybNvWVlbHJRrWX0+BnzcHWdZdSGAdRNTOZwq6sgJtG/STALgAKYPFuPxSltfuThh2Ih51g/Nmbuio6JUmZmZCxISkoSjawYH2/I+fKXn3hyZHikobe39wzkRHpOnTpdSYjJ5I6YVMzLIPENA4Tn1Vf/+B+P7XjUA+sQYqyoVqmSc3PnPQ5T2IGFTr+B9XoDcmAXMPCwQqsIejeB0DvYzRbLJ3GxsbeK5d14obGW4rpsQN51u6pAiYyVZD9x4uS59LS0H8OB9w+Qa2FaPyMggffcihL6vWXLrWELwscwq/BEcUOmqRmOlBeu37zp+2KHWKLrcNUuifRlvJ3+qIPJUvekqXU5aQm6nJsTMh50+3xWq8fV5vH5xkxuVxMCPrRVTu+WcZOTWNhKBy6vd6zLYW3koRjUarN07xvu6gLBxy7xAscoFYUhPT1tGUpT6TRDXFwuSuiYKaSDgZP/KRC8S+kNiG8+MUzyV4kVJ8v3ys7Xfg5F9bacnOz7pQ4YFaPx8fGuQxWH/wQ5r0sYKMiY7hYQGgkysB+Brtefr39j1aqVzEGFbJMgBteBYBOMKzoAQqYZzCnhzh3fvWfvu0uXlndCjulfxfyNpkper4+0bfFzJrW1dQ2Qm3pu7Zo1X9PptNmXm7f/tJUP/vrOLQ7VgvlxKRHXF7mcxCnVftBLUGlWT7XceboJKXdNXArYlpYL7F5Pk8ntPNNpt1b95FL9p7h9NfgI6s9bN0gqvQGI3B3IQyj97fi34p3de/4nPz/vxLq1a/8uKSlxQySVcDqdwxCI3v/o4wMnQHBMd/KUFdK4lI766QfHY59+dg6Kir0skbe7u/sMIa5ZKDFQdr69CggyBwG2X42V04IiE7mXxN126y23zp+ff69arU66nAJMJtPptrb2gx8fOHgMBAdYE0ARbSnrYDk3wpX/Nqnjl2hCAcLOn6//+OChCrRyqp7OWrB5VVzy+pnQsJD7srTYzHt/39v8QUJhXhayw0IHckJwVvt8XoXP3/aQK+M5N+RIXf7Ecf4wJ/4lHnKWXp9PBTlMlQ+liUB88BHOw3O8W6Hg7XDS2pwu18Dp05U1BBfiAJMnjOieeHzHdxISEp6i69fU1Hxo77vvobhPpFuMEOKWA5PmH7rExMSE5cuvW5GaklwM3yMpJiamCIPQEDq+e2h4uLGz41LjqdOnBTciOoIoHRlTABE3wVkKY8G/wbF40aKi+ARDvsvpioLckd4D2wDANrjY0nrJaDSOgkm3HnIHlDRc9euTZFCanaBEKqk1GJiiALG7gn6XlBQXFBUWIGO6uXAy6DUabYJGow7Ed0bhJ9AggFzL4Pi4bfDSpUsNx6EoCMQtbr1g0uhOiwejblFpyfx58+YVGwxx2VqtLokeUzabfXh0dLSrpbW1ub6+oYfkEgr1scnPzyv7p5nUwFBEHP/E2P/Gb3uaThEilsC9kD5gTqJdAAjekRN21sgJT4ccFnYDhcNBlRGA0n7McQgmDiSoKUlgAqGHZtJcmCAukXoqoY7jRF3tlP7HR+nghLFA7vBF4fIF3Z0DBO+SWoi8SRslmVOapeIbGd+GZvkF9t557tz5szA1gcndOo4SA+iYPl4QeiAgLfsLgzGwLVx39lwdTI2EkpgXmQDkp1/Z3Dg+Zqk2j+xfEpNw24xpYI7To+gE2dqokmdbq9+gJq4LhDqQkopqBUMsC/QJCI7bJHLAIhfJSSokoJB94yD6TjBiVRH9wjOeJ/3aWDZJtHEjAMFRS51U3gIICUdwk0dwjQOJY7JkQJqdpOBCByg5yMiog3SMZvqTGT8bBFvv0qdL0NvxLhAaEtdJlcUKYh/YgfnUNNAwRxvlyNLoS2dSQ8erNFlFUXFRR439DSD4hBDaRcXBSPTpHCT3QbenmwA1VXn5ktUskwCFQgGqqqorATumNatfxPqWrh99Cg3riKNIldFeBsiRCu5xivOS3UquEk6J5HakWHHS5UNJcTGRgBnL6hYQK7ID520jRAXWqszizoR8/HqJn12qfwdyJ/X3JmdvS1JpCmZKY5dEGdbdkphZ9+Fw9zkQbFHO4nbElNU0V+JmcB+BkMFiWu7o6Oj0uLhYvck0ZhHhxlwEBxM46w4EuxKRhqhSCxipS/RQ/cYaf4Aaf3aiPHpcumQu6SrjlPDIpz38w4ELLY7ZGZyLnVjJbBIrMWmAGHIyBgj1lbKJpCA9RbvdMgZFufr1htSVKp7XzZQGL9DF5u8dulQRhuthcUqsY6bEoiyCSU6pHHJK2hBOied5ZV5+3tzEhARfakqKJi8vNx6fKENzSW6JfnGK9Lud4mCY9kMCeHChjsU+Sq3gBuzIkk4QepiBDEZXA6dEDAw6vCq5ZazEA40VUycctyR2GgYpOrpxnk4Q6tgrxZEBchKCSWM8/sXcJf+oVyjR8Un+sCW7Bjr2p6g08TqFUpurjc5CWWZodHP+lg2O6rMlMatg33BXJWCfq0af1gsYHATdBnTMIMH0QvQ0E0TI1qmsbHGu8PvIkU/WiuivSEt10s8OgGCDU6n44UHimo8NTKzxx4v0v1g8d5lLukrEN3Jg0LGfSU6JDvAWDpTo5AGhAe6Fge0BTG95USdTcvAK9wsHFqh+WbD86WiFMke4ec/gpV3vDV1qpsSAoBNYoKinLYtOSCO0w9zkdx+5kgfqUho1GYcoXaNL1fAKbbpaJ2lztSw2cREEpSpqQ4HU1XgoJXAk4ESfJDMhvk0twBwNAD4GByIWMsUH2PHDQ3RHLNAQGX/eMCJsSHxyGZCuIlBiDAzyzDNhxXKDyEJk+CQGqdhZZxw1CKXK8VHP8YTuyfObwpXfNyjVAYvgHoet5i+DHcKWPMcASz8NuRzcgdHeLomyQz4PjfbVUHXmk1Ra/a2JGQuXxiQuSVPrQnwyklWaOQwOkD78MZwoInZwAk+AvHt4ZPi42+1Wu9wurdvl1nj8tlJ+uycOcVHoHDmFgncpFEonEI8c6mHofLgwIAkiAaMw408qXlTIGJIB6eogqUA/HOO+cJOUNVmkTiQRqxMXZlWmAUmw6dH9/7ylD2dro34k3IDshL7bcuY7PY5xJ8GVkHoSFhcgBUqcSB3IkCKBCJ1fzSzcuN6Qeif5ABQlbdvqj30dBMdlQgaApK2NlwEEYsBEtx3L5icWf0bjjQTBHIS0uqb902i7Hx9jQQgHkpcFFtwUAtfJYHQVc0qsjqaU4D4JMIp0JRcdRBzbIZYTAVIaNBTfz1m8hgQkRI3jpv0QkIQY5B5KSUvrbyKNBMkCqaATgTEoaH7d3bgvXxeTnaHRLxYeVnF+xbvYYQxgCgAu1ea0+5BgfOnGoEQaYzpAqFEjS/zyhgHFaQMKX6j/IScD0DUOSmEGR6Rnrk1pkJL3cMFiDT0ROIorUD6RPj93QVRcUHQDu9cz+GJ73dvEZCRtauwM/Q0nAU7hAJIFSn5O5b3hrv/5SkbBYpEJzQG2R/+UdSQUqJPOtjwFyioClAR9lrD1TnJHHpa4/UUAgwxGMih94YODVQ5DpBR259Sb4lP/wE2IKAG6aDMfBUQgOzAZ00fYfieNDaUUuZGAEscAJcQROStG+85BUAKTIqV3HLB32KbrYFBBN0da6Qvg4yD0bzRXRW750yeByIpkmf4mxM9iXZgAAOrfFK78rpLji+mb3hu6dJwAXpJTGgehPllksogkM+O3WHTKQJTKXF1wgEyT29UJPge7Gl8wBxtQmjtdrj1en6/X5XYfe3/fvhxUr7b29vvhtfOHjxwp7unt/Qr83gJTJ7rPbLF858+vvx4Nv4+7PR7Effrgsxvh70P+zH2+jb4JyoFpK/G9DX+vhskA03M+gvCzAqF7nwvUfTJP9FwZkefP8PdRfL3CF0zPEdfQPT/D+ZH3VQS108T/niPql0Pk85xE/gJtFN6HyNN/nS4Df3+FeOcy4l3J/ND9bYxnK6hnQ9qUKNNA3Z+Dr1UL7YB/k+VXM+q0Gz9L9mkFLuM5+ll8XRgHOxhtWEG0YwXRR7txCmpffhYDkl+h/N25JWUGpfoZ+iakTK61jJoZYopjCskO2IahdFhXm0Qavz4+LZOs24jb0QFCo1z6LkcslgAmf74Wq3WLUqksef311zM4jhtdu3YtOpJqPC0tbTnsf9PixYuXnTlzZmdrS8sW9JDVav1ue3v7q3fddZfff5Dn+fV0fWA+h+FHO0w7YNoO0078HXnsx8NUhhMitDu5CSeBvg0TCpH7A+JaDf5Ez23E+SNCYZSXwITK/Bl+9tv4f5tw2QB//gLfD4hrm4j7xehpxjNCPXdS1zdNqT8mgGoHfgf0jluJfwv5Ce+eI0xyYaLj9ojHbbtVok0BLgctOvOI36g9DPhaDiMPA6NOZfjZp3G56FkEXDsknt1AfNJtSLb/EWJslOHfQe3LzyIkovU3/h2ukijDC6z7jW5nNwiO/Egac4qFtqX9vMR8v8j/u8Ik95LohFvIuh0Z7a8A4iF4p1M88mq12kVwMNU+8vDDQ2NjY99xOp2I27Gr1eo1Ho/naHR09Oo7br/9Yn5+vp8Lcrvd1aUlJa3wufXwub1oINsdjhwITnS9XsWAtBWDAcCDvoyboMMS9aoBk4czCEBnxNfRJF6Mv+fg/9Xg8jbi7zUCOMIkgFcHMblDhkOYdtpK1KOdqHsNkX+kedGE3ucwrjcJcpEAZBmugxE/ezjMswgk2nGdn8f3I5DYg6+1C22K3gO/p5Gx4BiJ8vfiZ2vIZ4k+JNtwJ+4jug1rqL5HXJkB50e/k3G2cUpBupsX5pWtV/P8KmbvKNWIOxF86GgDTJatFB3hgAQxL4jMGDTEDmtr8twMWJcAWz/qdp4/MNrbwgA+D5C247osfRy2RfIruRPi4ytSkpMPQfFsDbwWZ7fbf6FQKNYR9UDn7/nfDXFIcOCgQdaOYqzjPADFUeQQg+7neMBVCKIDMbArcBKoAnM9exhgtZhaQSMFA8R17aYG+Q5c1g6J5w5TK70Y7SDqPfU+meAyXqFAR2gXgXPYQ3EtQWBBTHRWm9L37yTuN7HAEot/ZWQ/YBEyh9E3NNCOCs/ivs7BC0cO0fdS7f0tDIw1dPvORvEtILplafRfErsJbbs/mpa3ErBP9GW5yUzVGFRKrAycMLI1ac5LPBGrvGK0700GB0a630wLp+TDAc4IMPG5PZ5tHq/3J3q9HgGRMSoq6l/RP5wu1zpcNjqR1gd/I2BA3NEP8Oq7gTHo2/EA20uslM9TogPAXIKfKBHh24wJeIQQ/Q4zuAApYEJl340nTOAaLvq5MM21h3qOmT/Oa9Nldokg8pYRbchRXGUtfseNLFATdDEibUrf/zMMhCi/OFZ98PO0SPkY6kOKuwn37EZiYQBSbYm5vnYMzjWs9p3VnJJOobxZ6uYbE9JvL9LHpQH2oZY0WCkA28WFlWhwI485ChyW+fuiVT/W8orlQn2GXPaTuwbaz4LJrXrSOTlEhJumnS7U8RsgGC2GIPM0GhQw3YXABCtTayC3FAAdJKZBYNqAB44gbgiDTFCSCuw3STkUF2Gkn2HUy8C4lkOsoO2EbmV7BOILDVrZuOyyMM+9GkE7ZtPvwWgLQWGcQ4HRRvxeObS+idGWv2CIOmV4EpvC9EM7rkMZBgsDBvqt+FoZoatjthnmyIzEIrGdeLZG5NkN+D1JkTEcQBsobjjQvspZgkQca+eNNgFgcEva7+WUfuu33U2/OGYaQLtsOjB5pA8Z8ZD2YJdSOtMmAzR3pHo4NTf3lsSM38HyFwoPObyegR91nv85pbuiPfKnPeA9HGCIvUY6hWo8IHcKykgIRofh/16F/8vGACgMSDRg0HX0fyOxuhuJ1fDbeJC2E+IcArs2POh24olBPnMYJ2Ewo/wNwiRAQAR/HyZ0Ru3w9/NYLGvHnJBQj8PU5BX0HofxJKrB9f4B/l7DuB9RHC53DzVhyXqSeQFCv0P/vgunV4UycBsexqKJUIaR8bxQJyGfdqHv4Hey7zaK9IPA8W3H9x8m9Fd3CdeQWEe0jwA8cYw2BVgk34Cf3YPrYyA4ryMEFyuMlxwClMg2bCee20uJiEHty80yUBImPjJKjPrzwnUnFRyXGUkeHXbLp7sGOl4/Yx5G56yR546RnIrYbhgLlEIA6ZHU3Jx1hpQn4pTqx8gHPD6f9U/9rc9+MNzdBoLjKJFhbOnzymSbIJmuSZqNoCTEEo/+XeGqf49Vqu6eSl6DUITqsFs/OT02dOqIsb8dhLqcRLITxhNcFlK435Su0d0Uo1DdQ9+IAOmPfa3f+3DED0iCS4cQTN8KQgPp+8uXAUkmGZRmIad0V9KcBQ+mzvv4cvO1eT0XR13OqhG3o3HY5ej6xNjfcM5qNILgOEJB4PBkRkFRmlqXlaTSLICAuJzUGdGEzpV7ra/l+x+N9LQSIhsJSGRgtyCfMxmUZJJBaXaAkhDIDSmS0QkXsf8vd8mTebqYZ6a7THSGm9fnQ8aXAAJPAbmDFuHzg1Bke/nASG8rCLUmJzkkUmwLRAaQQUmma5UUs6WiXKgux7/bdWi0r7k8JkEbr9KUTWd5So5PVPF8Bkocx2mm8myf01b1Ynvdj2otowMg2FOfDIHL8sqXAUkmGZRmGSgBEKpgVhwc7atPVGm60zW6hRBMor6oOiJH233DXb97ufP8brPHJYhkjggBSXZ4lUmmWQxK9O4Xf8Y83FtlGfk0XaPnElTqbChuqf5WdcN+dh9DMPr98bHBdhAaJoU8EkhQarM88WWS6ZonbhZVlNQrCQpv+kRfZAcRm6HRp25JzFy1LCbxhjilOuvzqtO4xz3aMG469VpfS0W/0z5GgA19UgmpP6J3+2SxTSaZZiMoEcBEh8BFwCSEfY0GkyFfEVBFF0cZMjfFp5UX6GIXpai1eVdaBysEola7ub7ROnbx7cGOWhB89BQZSSDcgZEyIMkk01UCSgBQkQJA8Jn3ekbSYfDSrIpLzoYAlZWo0iRma6NzkXsYQgP4Ox1ZgKPMR93OPofXY4eF+Exul9Hodo622y09562m7sZx0xAI9l2jzz8j9Ub0eXduGZBkkukqAiUGMJF+Z2oCnLQESJG/Sf83wVct3Nly9Bl2dIRG1jHidkpUEz00UQYkmWQKpv8VYACrzdRWNv5JkwAAAABJRU5ErkJggg==)

**FRAMEWORK**

**Projet SYSGD II**

**Version 1.0**

**Comité paritaire des agents de sécurité**

**Août 2011   
Jean Sylvain**

# HISTORIQUE DE REVISION

|  |
| --- |
| Nom du fichier |
| Framework.docx |

|  |  |  |  |
| --- | --- | --- | --- |
| Ver | Date | Réviseur (s) | Description |
| 1.0 | 2011-08-25 | JS | Rédaction initiale |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |

# APPROBATION ET VALIDATION DE CE DOCUMENT

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Date Approbation | Ver | Organisation | Nom | Description | Signature |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |

# DOCUMENTS DE RÉFÉRENCE

|  |  |  |  |
| --- | --- | --- | --- |
| Titre | Date | Version | Auteur (s) |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |

Table des matières

[HISTORIQUE DE REVISION 1](#_Toc302057064)

[APPROBATION ET VALIDATION DE CE DOCUMENT 1](#_Toc302057065)

[DOCUMENTS DE RÉFÉRENCE 1](#_Toc302057066)

[But du document 3](#_Toc302057067)

[Introduction 3](#_Toc302057068)

[DataObjects : CLASSE CoginovEntityObject 3](#_Toc302057069)

[DataObjects : Implantation 4](#_Toc302057070)

[DataControler: BaseDataCtrl.cs 5](#_Toc302057071)

[DataControler : Implantation 5](#_Toc302057072)

[Annexe 1 : Source de CoginovEntityObject 7](#_Toc302057073)

[Annexe 2 : Source de BaseDataCtrl.cs 11](#_Toc302057074)

# But du document

Ce document présente le cadre de développement (framework) utilisé pour le projet SYSGD II.

## Introduction

Le framework est basé sur le produit Entity Framework de Microsoft. Il vise à permettre de créer des objets d’affaires avec persistance à la BD, Le framework regroupera également différentes fonctions utilitaires propre au projet. Le framework utilise le modèle du DataControler/DataObject.

## DataObjects : CLASSE CoginovEntityObject

Le framework utilise les objets entitaires (entity objects) produits par EF. Ces objets sont cependant modifiés pour hériter de la *CoginovEntityObject.cs.* Pour ce faire on utilise le fichier *CoginovModel.tt* comme template de génération des objets EF*.* La classe *CoginovEntityObject* hérite de la classe *EntityObject.* Les objets entitaire de notre framework héritent donc de toutes les propriétés et méthodes des objets entitaires génériques.

La classe *CoginovEntityObject.cs* ajoute cependant un comportement de validation des contentions à la bd ainsi que des propriétés permettant de contrôler le comportement des objets. Le code-source est listé à l’annexe 1 du présent document.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| NAME | SCOPE | TYPE | Valeur retournée | DESCRIPTION |
| ValErr | Protected | Property | Hashtable | Dictionnary : Liste des erreurs de validation. Les erreurs sont conservées avec une clé identifiant le contrôle. |
| ClearValErr() | Protected | Method | Void | Réinitialise le dictionnaire des erreurs ValErr. |
| AddValErr(string ctrlKey, string Message) | Protected | Method | Void | Ajoute un message d’erreur pour un contrôle donné. |
| GetErrorMessage(string ctrlKey) | Public | Method | String | Retourne le message d’erreur correspondant à un contrôle donné. |
| \_OriginalCheckSumValue | Protected | Property | String | Checksum de l’objet lors de l’instanciation. |
| \_OldCheckSumValue | Protected | Property | String | Checksum de l’objet avant sa réécriture à la bd. |
| \_CanDelete | Protected | Property | Bool | Indique si l’on peut supprimer un objet de ce type. Valeur défault : False. |
| SetOriginalCheckSumValue(string val) | Public | Method | void | Initialise \_OriginalCheckSumValue |
| SetOldCheckSumValue(string val) | Public | Method | void | Initialise \_OldCheckSumValue |
| GetOriginalCheckSumValue() | Public | Method | String | Expose le checksum initial de l'objet |
| Save() | Public | Method | Bool | Applique le test de concurrence et la validation et retourne true si les tests sont concluants. Il est de la responsabilité du contrôleur d’appliquer la sauvegarde par la suite. |
| Delete() | Public | Method | Bool | Retourne la valeur de \_CanDelete. |

La classe *CoginovEntityObject.cs* appartient au projet SYSGD\_DAL et réside dans le répertoire Framework.

## DataObjects : Implantation

Les objets d’affaires (OA) issus du modèle seront implantés au sein du projet SYSGD\_DAL dans le répertoire BusinessObjects. Chaque objet sera contenu dans un fichier qui lui est propre. On utilise la notion de classe partielle pour étendre les fonctionnalités des objets entitaires créés par EF. Les OA doivent, au minimum, implanter un constructeur et une méthode de validation.

Le code suivant illustre l’implantation d’un objet représentant les employeurs :

namespace SYSGD\_DAL

{

    public partial class Employeur

    {

        /// <summary>

        /// Constructeur utilisé pour définir les

        /// parametres et le comportement général de l'objet.

        /// </summary>

        public Employeur()

        {

            this.\_CanDelete = false;

        }

        /// <summary>

        /// Ajouter ici le code pour l'implantation des regles de validation

        /// et les regles d'affaire.

        /// </summary>

        protected override bool Validate()

        {

            // Mettre ici le code de validation de l'objet.

//---------------------------------------------------------

            return (this.ValErr.Count == 0);

        }

    }

}

Le fichier CoginovObject.zip contient un template VS automatisant la création d’items de ce type. Il doit etre déposé dans le répertoire \Documents and Settings\<USERNAME>\Documents\Visual Studio 2010\Templates\ItemTemplates\Visual C#\Coginov

## DataControler: BaseDataCtrl.cs

La classe abstraite BaseDataCtrl.cs reside dans le projet SYSGD\_DAL dans le répertoire Framework. Cette classe permet de créer des objets controleurs. Ces objets ont la responsabilité de gérer un type d’objet d’affaire tout au long de son cycle de vie. A cet effet la classe BaseDataCtrl.cs force les classes qui l’implantent à coder les fonctions de selection, création, mise à jour et suppression.

Le code-source est listé à l’annexe 2 du présent document.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| NAME | SCOPE | TYPE | Valeur retournée | DESCRIPTION |
| Context | Protected | Property | SYSDGIIENtities | Crée et/ou retourne un objet de contexte permettant l’acces à la bd. Ajoute un Event Handler « Context\_SavingChanges ». |
| ErrorMessage | Public | Property | String | Message d’erreur généré lors d’une opération. |
| Select() | Public Abstract | Method | List<T> | Retourne une liste des objets de classe T |
| Select(int ID) | Public Abstract | Method | <T> | Retourne un objet de classe T |
| Create() | Public Abstract | Method | <T> | Crée un objet de classe T |
| Save() | Public | Method | Bool | Invoque le save de l’objet d’affaire et si ce dernier retourne true, il invoque this.save(). |
| save() | Protected | Method | Bool | Persiste l’OA à la BD. Si erreur, le message est capté et inscrit dans ErrorMessage. |
| Delete(CoginovEntityObject ef) | Public | Method | Bool | Invoque le delete de l’objet d’affaire et si ce dernier retourne true, il invoque this.delete(). |
| delete | Protected | Method | Bool | Persiste la suppression de l’OA à la BD. Si erreur, le message est capté et inscrit dans ErrorMessage. |
| GetChecksum(EntityObject eo) | Public | Method | String | Retourne le checksum de l’objet passé en argument. |

## DataControler : Implantation

Les objets DataControler sont créés et conservés au sein du projet SYSDG\_DAL dans le répertoire DataControllers. Chaque OA doit avoir son propre contrôleur. Chaque contrôleur est contenu dans un fichier cs qui lui est propre. Le nom de ce fichier est construit comme suit : <NomObjetAffaire>CRTL.cs

Le code suivant illustre l’implantation d’un contrôleur :

namespace SYSGD\_DAL

{

    public class EmployeurCTRL : BaseDataCtrl<Employeur>

    {

       #region override abstract methods

            public override List<Employeur> Select()

            {

                var myList =  context.EmployeurSet.Include("FicheEmployeurs").ToList();

                foreach ( Employeur ef in myList)

                {

                    //ef.context = this.context;

                    ef.SetOriginalCheckSumValue( this.GetChecksum(ef));

                }

                return myList;

            }

            public override Employeur Select(int id)

            {

                var myEF = context.EmployeurSet.Where(a => a.EmployeurID.Equals(id)).FirstOrDefault();

               // myEF.context = this.context;

                myEF.SetOriginalCheckSumValue( this.GetChecksum(myEF));

                return myEF;

            }

            public override Employeur Create()

            {

                var myEF = new Employeur();

               // myEF.context = this.context;

                // Ajouter ici les valeurs par defaut

                myEF.SetOriginalCheckSumValue(this.GetChecksum(myEF));

                return myEF;

            }

        #endregion

   }

}

# Annexe 1 : Source de CoginovEntityObject

//

// Coginov® - http://www.coginov.com

// Copyright (c) 2011

// par Coginov inc

//

// Ce code est la propriété exclusive de Coginov inc.

//

// Classe abstraite servant de base pour les classes de la DAL

// représentant des objets de type DataController.

//----------------------------------------------------------------------------------------

using System;

using System.Collections.Generic;

using System.Data.Objects;

using System.Data.Objects.DataClasses;

using System.IO;

using System.Linq;

using System.Runtime.Serialization.Formatters.Binary;

using System.Security.Cryptography;

namespace SYSGD\_DAL.Framework

{

    public abstract class BaseDataCtrl<T>

    {

        #region Private/protected members

           private SYSGDIIEntities \_context;

           protected SYSGDIIEntities  context

           {

                get

                {

                    if (\_context == null)

                    {

                        \_context = new SYSGDIIEntities();

                        \_context.SavingChanges += new EventHandler(context\_SavingChanges);

                    }

                    return \_context;

                }

           }

        #endregion

        #region Public members

            public string errorMessage { get; set; }

        #endregion

        #region Abstract Methods

            /// <summary>

            /// Retourne une liste d'objets de type T

            /// </summary>

            /// <returns></returns>

            public abstract List<T> Select();

            /// <summary>

            /// Retourne un objet de type T correspondant

            /// à la clé qui lui est passée.

            /// </summary>

            /// <param name="id">Cle primaire de l'objet a retourner</param>

            /// <returns></returns>

            public abstract T Select(int id);

            /// <summary>

            /// Retourne un objet vide initialisé avec les valeurs par defaut.

            /// </summary>

            /// <returns></returns>

            public abstract T Create();

        #endregion

        #region Public Methods

            /// <summary>

            /// Coordonne la sauvegarde de l'objet entitaire (BO) qui lui

            /// est passé en argument.

            /// </summary>

            /// <param name="ef">Objet entitaire (BO)</param>

            /// <returns>lRéussite</returns>

            public bool Save(CoginovEntityObject ef)

            {

                if (ef.Save())

                   return this.save();

                else

                    return false;

           }

            /// <summary>

            /// Coordonnateur de la suppression

            /// </summary>

            /// <param name="ef"></param>

            /// <returns></returns>

            public bool Delete(CoginovEntityObject ef)

            {

                if (ef.Delete())

                   return this.delete(ef);

                else

                    return false;

            }

            /// <summary>

            /// Calcule le checksum de l'objet entitaire data. Ce string

            /// permet de determiner si deux objets sont identiques.

            /// </summary>

            /// <returns>Checksum</returns>

            public string GetChecksum(EntityObject eo)

            {

                if (eo == null)

                    return "";

                else

                {

                BinaryFormatter bf = new BinaryFormatter();

                MemoryStream ms = new MemoryStream();

                bf.Serialize(ms, eo);

                SHA256Managed sha = new SHA256Managed();

                byte[] checksum = sha.ComputeHash(ms.ToArray());

                return BitConverter.ToString(checksum).Replace("-", String.Empty);

                }

            }

        #endregion

        #region Private methods

            /// <summary>

            /// Evenement appelé lors du

            /// </summary>

            /// <param name="sender"></param>

            /// <param name="e"></param>

            private void context\_SavingChanges(object sender, EventArgs e)

            {

                ObjectContext context = sender as ObjectContext;

                if (context != null)

                {

                    foreach (ObjectStateEntry entry in context.ObjectStateManager.GetObjectStateEntries(System.Data.EntityState.Modified))

                    {

                        // Implante le mode de sauvegarde transactionnel sur les objets contenant la string .Fiche....

                        if (entry.Entity.GetType().ToString().ToUpper().Contains(".FICHE"))

                        {

                            context.ObjectStateManager.ChangeObjectState(entry.Entity, System.Data.EntityState.Added);

                        }

                    }

                }

            }

            /// <summary>

            /// Primitive chargé de la sauvegarde.

            /// </summary>

            /// <returns>lRéussite</returns>

            protected bool save()

            {

                try

                {

                    context.SaveChanges();

                    return true;

                }

                catch (Exception exc)

                {

                    this.errorMessage = exc.Message;

                    //TODO: Ajouter un message au journal d'evenement.

                    return false;

                }

            }

            /// <summary>

            /// Primitive chargé de la suppression

            /// </summary>

            /// <param name="ef">Objet a supprimer</param>

            /// <returns>lRéussite</returns>

            protected bool delete(CoginovEntityObject ef)

            {

                try

                {

                    context.DeleteObject(ef);

                    context.SaveChanges();

                    return true;

                }

                catch (Exception exc)

                {

                    this.errorMessage = exc.Message;

                    //TODO: Ajouter un message au journal d'evenement.

                    return false;

                }

            }

        #endregion

        #region Common Functions

            /// <summary>

            /// Service servant à determiner la préexistance d'un

            /// objet dans la bd.

            /// </summary>

            /// <param name="tableName">Nom de la table</param>

            /// <param name="fieldName">Nom de la colonne</param>

            /// <param name="fieldNameId"></param>

            /// <param name="value"></param>

            /// <param name="id"></param>

            /// <returns></returns>

            protected bool IsDuplicate(string tableName, string fieldName,

                string fieldNameId, string value, int id)

            {

                string sql =

                    "SELECT COUNT(" + fieldNameId + ") AS DuplicateCount " +

                      "FROM " + tableName +

                    " WHERE " + fieldName + " = {0}" +

                      " AND " + fieldNameId + " <> {1}";

                var result = context.ExecuteStoreQuery<DuplicateCheck>(sql, new object[] { value, id });

                List<DuplicateCheck> list = result.ToList();

                return (list[0].DuplicateCount > 0);

            }

            protected bool IsDuplicate( string tableName, string fieldName,

                string fieldNameId, DateTime value, int id)

            {

                string sql =

                    "SELECT COUNT(" + fieldNameId + ") AS DuplicateCount " +

                      "FROM " + tableName +

                    " WHERE " + fieldName + " = {0}" +

                      " AND " + fieldNameId + " <> {1}";

                var result = context.ExecuteStoreQuery<DuplicateCheck>(sql, new object[] { value, id });

                List<DuplicateCheck> list = result.ToList();

                return (list[0].DuplicateCount > 0);

            }

        #endregion Common Functions

    }

}

# Annexe 2 : Source de BaseDataCtrl.cs

using System;

using System.Collections.Generic;

using System.Data.Objects;

using System.Data.Objects.DataClasses;

using System.IO;

using System.Linq;

using System.Runtime.Serialization.Formatters.Binary;

using System.Security.Cryptography;

namespace SYSGD\_DAL.Framework

{

    public abstract class BaseDataCtrl<T>

    {

        #region Private/protected members

           private SYSGDIIEntities \_context;

           protected SYSGDIIEntities  context

           {

                get

                {

                    if (\_context == null)

                    {

                        \_context = new SYSGDIIEntities();

                        \_context.SavingChanges += new EventHandler(context\_SavingChanges);

                    }

                    return \_context;

                }

           }

        #endregion

        #region Public members

            public string errorMessage { get; set; }

        #endregion

        #region Abstract Methods

            /// <summary>

            /// Retourne une liste d'objets de type T

            /// </summary>

            /// <returns></returns>

            public abstract List<T> Select();

            /// <summary>

            /// Retourne un objet de type T correspondant

            /// à la clé qui lui est passée.

            /// </summary>

            /// <param name="id">Cle primaire de l'objet a retourner</param>

            /// <returns></returns>

            public abstract T Select(int id);

            /// <summary>

            /// Retourne un objet vide initialisé avec les valeurs par defaut.

            /// </summary>

            /// <returns></returns>

            public abstract T Create();

        #endregion

        #region Public Methods

            /// <summary>

            /// Coordonne la sauvegarde de l'objet entitaire (BO) qui lui

            /// est passé en argument.

            /// </summary>

            /// <param name="ef">Objet entitaire (BO)</param>

            /// <returns>lRéussite</returns>

            public bool Save(CoginovEntityObject ef)

            {

                if (ef.Save())

                   return this.save();

                else

                    return false;

           }

            /// <summary>

            /// Coordonnateur de la suppression

            /// </summary>

            /// <param name="ef"></param>

            /// <returns></returns>

            public bool Delete(CoginovEntityObject ef)

            {

                if (ef.Delete())

                   return this.delete(ef);

                else

                    return false;

            }

            /// <summary>

            /// Calcule le checksum de l'objet entitaire data. Ce string

            /// permet de determiner si deux objets sont identiques.

            /// </summary>

            /// <returns>Checksum</returns>

            public string GetChecksum(EntityObject eo)

            {

                if (eo == null)

                    return "";

                else

                {

                BinaryFormatter bf = new BinaryFormatter();

                MemoryStream ms = new MemoryStream();

                bf.Serialize(ms, eo);

                SHA256Managed sha = new SHA256Managed();

                byte[] checksum = sha.ComputeHash(ms.ToArray());

                return BitConverter.ToString(checksum).Replace("-", String.Empty);

                }

            }

        #endregion

        #region Private methods

            /// <summary>

            /// Evenement appelé lors de la sauvegarde à la bd.

            /// </summary>

            /// <param name="sender"></param>

            /// <param name="e"></param>

            private void context\_SavingChanges(object sender, EventArgs e)

            {

                ObjectContext context = sender as ObjectContext;

                if (context != null)

                {

                    foreach (ObjectStateEntry entry in context.ObjectStateManager.GetObjectStateEntries(System.Data.EntityState.Modified))

                    {

                        // Implante le mode de sauvegarde transactionnel sur les objets contenant la string .Fiche....

                        if (entry.Entity.GetType().ToString().ToUpper().Contains(".FICHE"))

                        {

                            context.ObjectStateManager.ChangeObjectState(entry.Entity, System.Data.EntityState.Added);

                        }

                    }

                }

            }

            /// <summary>

            /// Primitive chargé de la sauvegarde.

            /// </summary>

            /// <returns>lRéussite</returns>

            protected bool save()

            {

                try

                {

                    context.SaveChanges();

                    return true;

                }

                catch (Exception exc)

                {

                    this.errorMessage = exc.Message;

                    //TODO: Ajouter un message au journal d'evenement.

                    return false;

                }

            }

            /// <summary>

            /// Primitive chargé de la suppression

            /// </summary>

            /// <param name="ef">Objet a supprimer</param>

            /// <returns>lRéussite</returns>

            protected bool delete(CoginovEntityObject ef)

            {

                try

                {

                    context.DeleteObject(ef);

                    context.SaveChanges();

                    return true;

                }

                catch (Exception exc)

                {

                    this.errorMessage = exc.Message;

                    //TODO: Ajouter un message au journal d'evenement.

                    return false;

                }

            }

        #endregion

        #region Common Functions

            /// <summary>

            /// Service servant à determiner la préexistance d'un

            /// objet dans la bd.

            /// </summary>

            /// <param name="tableName">Nom de la table</param>

            /// <param name="fieldName">Nom de la colonne</param>

            /// <param name="fieldNameId"></param>

            /// <param name="value"></param>

            /// <param name="id"></param>

            /// <returns></returns>

            protected bool IsDuplicate(string tableName, string fieldName,

                string fieldNameId, string value, int id)

            {

                string sql =

                    "SELECT COUNT(" + fieldNameId + ") AS DuplicateCount " +

                      "FROM " + tableName +

                    " WHERE " + fieldName + " = {0}" +

                      " AND " + fieldNameId + " <> {1}";

                var result = context.ExecuteStoreQuery<DuplicateCheck>(sql, new object[] { value, id });

                List<DuplicateCheck> list = result.ToList();

                return (list[0].DuplicateCount > 0);

            }

            protected bool IsDuplicate( string tableName, string fieldName,

                string fieldNameId, DateTime value, int id)

            {

                string sql =

                    "SELECT COUNT(" + fieldNameId + ") AS DuplicateCount " +

                      "FROM " + tableName +

                    " WHERE " + fieldName + " = {0}" +

                      " AND " + fieldNameId + " <> {1}";

                var result = context.ExecuteStoreQuery<DuplicateCheck>(sql, new object[] { value, id });

                List<DuplicateCheck> list = result.ToList();

                return (list[0].DuplicateCount > 0);

            }

        #endregion Common Functions

    }

}