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# 1. EXPRESSION DES BESOINS DU PROJET

## 1.1 Contexte et problématique

#### Contexte métier

La digitalisation des processus de travail constitue aujourd’hui un enjeu stratégique majeur pour les entreprises, particulièrement dans les secteurs du BTP, des services et de la maintenance. Le suivi traditionnel des temps de travail et des activités terrain s’appuie encore largement sur des méthodes manuelles (feuilles de pointage, tableurs Excel, communications téléphoniques) qui présentent de nombreuses limites.

#### Problématiques identifiées

* **Manque de fiabilité** : Saisie manuelle source d’erreurs et d’approximations
* **Absence de traçabilité** : Difficulté à vérifier l’authenticité des pointages
* **Consolidation complexe** : Temps significatif requis pour agréger les données
* **Visibilité limitée** : Absence de monitoring temps réel des activités
* **Gestion multi-sites** : Difficulté à centraliser les données de plusieurs localisations

#### Solution proposée

Timelys répond à ces défis en proposant une solution complète de digitalisation du suivi temps et des activités terrain, conçue selon une architecture moderne, sécurisée et évolutive.

## 1.2 Objectifs du projet

#### Objectif principal

Développer une plateforme digitale complète permettant aux entreprises de gérer efficacement le pointage de leurs équipes et les relevés d’intervention terrain, tout en offrant des outils de pilotage avancés aux managers.

#### Objectifs opérationnels

**Digitalisation du pointage** - Remplacement des feuilles de pointage par une interface mobile intuitive - Intégration de la géolocalisation pour la vérification des lieux de travail - Gestion automatisée des calculs de temps de travail

**Modernisation des relevés terrain** - Création de formulaires digitaux personnalisables - Intégration de la prise de photos et de la géolocalisation - Synchronisation temps réel des données

**Amélioration du pilotage** - Tableaux de bord temps réel pour le monitoring des équipes - Génération automatique de rapports d’activité - Alertes et notifications pour la gestion des anomalies

**Architecture évolutive** - Conception multi-tenant pour servir plusieurs entreprises - API REST complète pour les intégrations tierces - Infrastructure cloud scalable

## 1.3 Public cible et utilisateurs

#### Utilisateurs finaux

**Employés terrain** (Rôle : USER) - Techniciens, artisans, commerciaux itinérants - Besoin d’un outil mobile simple et rapide - Utilisation quotidienne pour pointage et relevés

**Responsables d’équipe** (Rôle : ADMIN) - Chefs d’équipe, superviseurs, managers opérationnels - Monitoring temps réel des activités - Validation et correction des pointages

**Administrateurs système** (Rôle : SUPERADMIN) - Responsables IT, administrateurs fonctionnels - Configuration globale de la plateforme - Gestion des utilisateurs et des droits d’accès

#### Marché cible

* **PME du BTP** : 10-100 employés, besoins de traçabilité
* **Entreprises de services** : Maintenance, nettoyage, sécurité
* **Grands comptes** : Filiales avec besoins de centralisation

## 1.4 Périmètre fonctionnel

#### Fonctionnalités incluses

**Module de pointage** - Pointage entrée/pause/sortie avec horodatage précis - Vérification géographique par périmètre autorisé - Calcul automatique des temps de travail - Détection et correction des anomalies

**Module relevés terrain** - Création de formulaires par catégories d’activité - Saisie avec photos et coordonnées GPS - Mode hors-ligne avec synchronisation différée - Historique et traçabilité des interventions

**Module administration** - Tableaux de bord avec indicateurs temps réel - Gestion des utilisateurs et des permissions - Export de données (CSV, PDF, Excel) - Configuration des catégories et formulaires

**API et intégrations** - API REST complète avec documentation Swagger - Webhooks pour les intégrations tierces - Support multi-tenant natif

#### Exclusions du périmètre initial

* Module de gestion des congés et absences
* Intégration directe avec les logiciels de paie
* Analyses prédictives et intelligence artificielle
* Application mobile native iOS (dans un premier temps)

### 1.5 Contraintes et enjeux

#### Contraintes techniques

**Performance et disponibilité** - Temps de réponse API : < 200ms (95e percentile) - Disponibilité de service : 99.5% (SLA) - Support de 1000+ utilisateurs simultanés - Mode hors-ligne fonctionnel avec synchronisation automatique (uniquement en application desktop ou mobile)

**Sécurité et conformité** - Conformité RGPD pour la protection des données personnelles - Chiffrement des données sensibles (tokens, mots de passe) - Authentification forte avec gestion des rôles - Audit trail complet des actions utilisateurs

**Scalabilité et évolutivité** - Architecture microservices-ready - Base de données optimisée pour la montée en charge - API versée pour les évolutions futures

#### Contraintes organisationnelles

**Temporelles** - Délai de développement : 4 mois (mars 2025 - août 2025) - Livraison en mode agile avec sprints de 2 semaines - Phase de tests et recette : 1 semaines

**Ressources** - Développement en solo avec encadrement pédagogique - Budget limité aux solutions gratuites/étudiantes - Utilisation d’outils cloud avec forfaits gratuits, exception pour la solution Fly avec tarifs à l’utilisation.

**Pédagogiques** - Validation des compétences CDA selon le référentiel RNCP 37873 - Documentation technique exhaustive requise - Présentation orale du projet devant jury

# 2. LISTE DES COMPÉTENCES MISES EN ŒUVRE

## 2.1 Développer une application sécurisée (BC01)

### 2.1.1 Installer et configurer son environnement de travail

* **Configuration Docker** : Environnement de développement conteneurisé avec MySQL 8.4
* **Setup Symfony 7.2** : Configuration complète avec PHP 8.2 et Composer
* **Environnement Flutter** : SDK Dart 3.7.2, configuration multi-plateforme (Android, iOS, Web)
* **Outils de développement** : VS Code, extensions spécialisées, Git avec branching strategy
* **Déploiement cloud** : Configuration Fly.io avec environments staging/production

### 2.1.2 Développer des interfaces utilisateur sécurisées

* **Interface Flutter responsive** : 15 pages adaptatives Material Design 3
* **Authentification sécurisée** : Intégration JWT avec rotation automatique des tokens
* **Gestion des rôles** : Affichage conditionnel selon les permissions utilisateur
* **Validation côté client** : Formulaires avec gestion d’erreurs en temps réel
* **Stockage sécurisé** : Flutter Secure Storage pour les tokens d’authentification

### 2.1.3 Développer des composants métier

* **Services d’authentification** : AuthenticationService avec gestion complète des tokens
* **Logique métier pointage** : PointageSecurityService avec détection automatique d’anomalies
* **Services de monitoring** : Agrégation de données temps réel avec calculs complexes
* **Validation des données** : Contraintes métier et cohérence des séquences de pointage
* **Architecture en couches** : Séparation claire entre logique présentation et métier

### 2.1.4 Contribuer à la gestion d’un projet informatique

* **Méthodologie Agile** : Gestion de projet avec sprints de 2 semaines
* **Documentation technique** : Plus de 200 pages de documentation (architecture, API, déploiement)
* **Versionning Git** : Stratégie de branches avec feature/dev/main
* **Suivi qualité** : Métriques de couverture de tests et performance
* **Livrables structurés** : Cahier des charges, spécifications techniques, rapports de tests

## 2.2 Concevoir et développer une application sécurisée organisée en couches (BC02)

### 2.2.1 Analyser les besoins et maquetter une application

* **Analyse fonctionnelle** : User stories détaillées et cas d’usage par rôle
* **Conception UI/UX** : Maquettes Figma avec design system cohérent
* **Architecture multi-tenant** : Spécifications pour isolation des données par entreprise
* **Benchmarking** : Analyse concurrentielle et positionnement produit
* **Validation besoins** : Sessions de validation avec formateurs (product owners)

### 2.2.2 Définir l’architecture logicielle d’une application

* **Architecture 3-tiers** : Séparation claire Présentation/Métier/Données
* **API-First Design** : Architecture REST avec documentation OpenAPI/Swagger
* **Patterns architecturaux** : MVC backend, MVVM frontend avec Provider pattern
* **Microservices ready** : Architecture modulaire permettant l’évolution
* **Sécurité by design** : JWT, contrôle d’accès granulaire, chiffrement

### 2.2.3 Concevoir et mettre en place une base de données relationnelle

* **Modélisation MCD/MLD** : 10 entités principales avec relations optimisées
* **Normalisation 3NF** : Structure relationnelle optimisée pour performances
* **Contraintes d’intégrité** : Foreign keys, contraintes métier, gestion cascades
* **Index de performance** : Index composites pour requêtes multi-tenant
* **Migrations Doctrine** : Versioning du schéma avec rollback capability

### 2.2.4 Développer des composants d’accès aux données

* **Repositories optimisés** : 10 repositories avec requêtes complexes et pagination
* **Query Builder avancé** : Requêtes d’agrégation pour statistiques temps réel
* **Pattern Repository** : Abstraction de la couche données avec interfaces
* **Optimisation performance** : Eager loading, cache applicatif, index stratégiques
* **Multi-tenant queries** : Filtrage automatique par company\_id dans toutes les requêtes

## 2.3 Préparer le déploiement d’une application sécurisée (BC03)

### 2.3.1 Préparer et exécuter les plans de tests

* **Tests unitaires** : 96 tests PHPUnit avec 266+ assertions
* **Tests d’intégration** : Suite complète couvrant tous les endpoints API
* **Tests de sécurité** : Validation authentification, autorisation, validation données
* **Tests de performance** : Charge et stress testing jusqu’à 1000 utilisateurs
* **Couverture de code** : Analyse détaillée avec rapports automatisés

### 2.3.2 Préparer et documenter le déploiement

* **Configuration environnements** : Scripts déploiement preprod/production
* **Containerisation Docker** : Images optimisées pour production
* **Variables d’environnement** : Gestion sécurisée des secrets avec Fly Secrets
* **Monitoring infrastructure** : Alertes automatiques et métriques temps réel
* **Documentation déploiement** : Runbooks et procédures de rollback

### 2.3.3 Contribuer à la mise en production dans une démarche DevOps

* **Pipeline CI/CD** : GitHub Actions avec tests automatiques et déploiement
* **Infrastructure as Code** : Configuration déclarative avec fly.toml
* **Monitoring applicatif** : Logs centralisés avec Monolog et alerting
* **Haute disponibilité** : Scaling automatique et health checks
* **Zero-downtime deployment** : Déploiement sans interruption de service

# 3. ENVIRONNEMENT TECHNIQUE

## 3.1 Architecture générale

L’application Timelys suit une architecture 3-tiers moderne avec séparation claire des responsabilités :

┌─────────────────┐ ┌─────────────────┐ ┌─────────────────┐  
│ PRÉSENTATION │ │ MÉTIER │ │ DONNÉES │  
│ │ │ │ │ │  
│ Flutter Mobile │◄──►│ Symfony API │◄──►│ MySQL 8.4 │  
│ Flutter Web │ │ Services PHP │ │ Docker │  
│ │ │ JWT Security │ │ Doctrine ORM │  
└─────────────────┘ └─────────────────┘ └─────────────────┘

## 3.2 Stack technique backend

### Framework et langage

* **Symfony 7.2** : Framework PHP moderne avec architecture MVC
* **PHP 8.2** : Langage avec types stricts et attributs modernes
* **Composer** : Gestionnaire de dépendances PHP

### Base de données

* **MySQL 8.4** : SGBD relationnel haute performance
* **Doctrine ORM** : Mapping objet-relationnel avec migrations
* **Docker Compose** : Conteneurisation de l’environnement de développement

### Sécurité et authentification

* **JWT (JSON Web Tokens)** : Authentification stateless avec rotation
* **Symfony Security** : Système d’autorisation granulaire par rôles
* **Access Tokens** : Gestion avancée avec expiration et refresh

### Outils de développement et qualité

* **PHPUnit** : Tests unitaires et d’intégration (96 tests)
* **Monolog** : Logging applicatif avec niveaux configurables
* **API Platform** : Documentation automatique OpenAPI/Swagger

## 3.3 Stack technique frontend

### Framework mobile

* **Flutter SDK** : Framework cross-platform Google
* **Dart 3.7.2** : Langage moderne avec null safety
* **Material Design 3** : Design system Google pour cohérence UI

### Architecture frontend

* **Provider Pattern** : Gestion d’état réactive et scalable
* **MVVM Architecture** : Séparation vue/logique métier
* **Repository Pattern** : Abstraction des appels API

### Packages spécialisés

* **HTTP** : Communication avec API REST
* **Flutter Secure Storage** : Stockage chiffré des tokens
* **Image Picker** : Gestion photos pour relevés terrain
* **Provider** : Injection de dépendances et state management

## 3.4 Infrastructure et déploiement

### Plateforme cloud

* **Fly.io** : PaaS moderne avec déploiement global
* **Volumes persistants** : Stockage durable pour base de données
* **Scaling automatique** : Montée en charge selon la demande

### CI/CD et DevOps

* **GitHub Actions** : Pipeline d’intégration continue
* **Docker** : Conteneurisation pour consistency des environnements
* **Bash Scripts** : Automatisation déploiement avec gestion d’erreurs

### Monitoring et observabilité

* **Fly.io Monitoring** : Métriques infrastructure temps réel
* **Application Logs** : Logging centralisé avec Monolog
* **Health Checks** : Surveillance automatique de l’état de l’application

## 3.5 Outils de développement

### IDE et éditeurs

* **Visual Studio Code** : IDE principal avec extensions spécialisées
* **PHP Intelephense** : Support avancé PHP avec IntelliSense
* **Flutter Extension** : Debugging et hot reload

### Gestion de version

* **Git** : Contrôle de version distribué
* **GitHub** : Hébergement de code avec workflows CI/CD
* **Branching Strategy** : Feature branches avec merge sur dev pour passage en preprod et sur main pour passage en prod

### Documentation et collaboration

* **Markdown** : Documentation technique structurée
* **Figma** : Maquettes et design system
* **Postman** : Tests API et documentation interactive

# 4. RÉALISATIONS PERMETTANT LA MISE EN ŒUVRE DES COMPÉTENCES

## 4.1 Développement de l’architecture applicative

### 4.1.1 Conception de l’API REST Symfony

L’API Timelys constitue le cœur de l’application avec une architecture moderne et scalable :

**Architecture en couches implémentée :**

src/  
├── Controller/Api/ # Contrôleurs REST avec sérialisation JSON  
├── Entity/ # Entités Doctrine avec relations optimisées  
├── Repository/ # Couche d'accès données avec requêtes complexes  
├── Service/ # Logique métier et services applicatifs  
└── Security/ # Authentification JWT et autorisations

**Endpoints principaux développés :** - **Authentification** : /api/auth/\* - 8 endpoints (login, refresh, logout, etc.) - **Pointage** : /api/pointage/\* - 12 endpoints avec calculs temps réel - **Relevés terrain** : /api/releve-terrain/\* - 10 endpoints avec upload photos - **Administration** : /api/admin/\* - 15 endpoints pour monitoring

**Performances optimisées :** - Temps de réponse moyen : 89ms - 95e percentile : < 200ms - Support jusqu’à 1000 requêtes/seconde

### 4.1.2 Développement de l’interface utilisateur Flutter

Interface moderne Material Design 3 avec 15 pages fonctionnelles :

**Pages principales développées :**

lib/pages/  
├── auth\_page.dart # Authentification avec validation  
├── home\_page.dart # Dashboard avec métriques temps réel  
├── pointage\_page.dart # Interface pointage avec géolocalisation  
├── activite\_page.dart # Gestion relevés terrain avec photos  
├── admin\_monitoring\_page.dart # Monitoring avancé pour administrateurs  
└── ... # 10 autres pages spécialisées

**Composants réutilisables créés :** - **AppDrawer** : Navigation contextuelle selon les rôles - **PhotoPicker** : Upload sécurisé avec redimensionnement - **StatusCards** : Widgets d’affichage métriques temps réel - **CustomForms** : Formulaires avec validation temps réel

**Fonctionnalités avancées :** - Interface responsive (mobile/tablette/desktop) - Gestion offline avec synchronisation automatique - Animations fluides et transitions Material

## 4.2 Implémentation de la sécurité avancée

### 4.2.1 Système d’authentification JWT avec rotation

Développement d’un service d’authentification robuste avec sécurité renforcée :

class AuthenticationService  
{  
 public function authenticate(User $user): array  
 {  
 // Révocation des anciens tokens pour sécurité  
 $this->tokenRepository->revokeTokensByUser($user);  
  
 // Génération access token (1h) + refresh token (30 jours)  
 $accessToken = $this->createAccessToken($user, '+1 hour');  
 $refreshToken = $this->createRefreshToken($user, '+30 days');  
  
 return [  
 'access\_token' => $accessToken->getToken(),  
 'refresh\_token' => $refreshToken->getToken(),  
 'expires\_at' => $accessToken->getExpiresAt(),  
 'user' => $this->serializeUser($user)  
 ];  
 }  
  
 public function refreshToken(string $refreshTokenString): ?array  
 {  
 // Validation et rotation sécurisée des tokens  
 $refreshToken = $this->validateRefreshToken($refreshTokenString);  
 if (!$refreshToken) return null;  
  
 // Suppression ancien token (rotation de sécurité)  
 $this->entityManager->remove($refreshToken);  
   
 // Génération nouveaux tokens  
 return $this->authenticate($refreshToken->getUser());  
 }  
}

**Fonctionnalités sécuritaires implémentées :** - Rotation automatique des refresh tokens - Révocation en cascade des tokens expirés - Stockage haché des tokens en base - Validation avec tampon temporel (5 minutes)

### 4.2.2 Contrôle d’accès granulaire par rôles

Système multi-rôles avec permissions héritées :

// Hiérarchie des rôles  
ROLE\_USER < ROLE\_ADMIN < ROLE\_SUPERADMIN  
  
// Exemple de contrôle d'accès  
#[Route('/api/admin/users', methods: ['GET'])]  
#[IsGranted('ROLE\_ADMIN')]  
public function getCompanyUsers(): JsonResponse  
{  
 $user = $this->getUser();  
 $users = $this->userRepository->findByCompany($user->getCompany());  
 return $this->json($users);  
}

## 4.3 Développement de la logique métier complexe

### 4.3.1 Service de détection d’anomalies de pointage

Implémentation d’une logique métier avancée pour la validation automatique :

class PointageSecurityService  
{  
 public function detectAndFixMissingSortie(User $user, \DateTime $date): array  
 {  
 $pointages = $this->pointageRepository->findByUserAndDate($user, $date);  
 $corrections = [];  
  
 $sequences = $this->analyzeSequences($pointages);  
   
 foreach ($sequences as $sequence) {  
 if ($this->isMissingSortie($sequence)) {  
 // Création automatique sortie à 16h  
 $correction = $this->createAutomaticSortie($user, $sequence, '16:00');  
 $corrections[] = $correction;  
   
 $this->logger->info('Correction automatique pointage', [  
 'user\_id' => $user->getId(),  
 'date' => $date->format('Y-m-d'),  
 'type' => 'missing\_sortie'  
 ]);  
 }  
 }  
  
 return $corrections;  
 }  
  
 public function validateSequences(User $user, \DateTime $date): array  
 {  
 // Détection séquences invalides (entrée->entrée, sortie->sortie)  
 // Validation durée travail (> 12h = anomalie)  
 // Contrôle cohérence temporelle  
 return $this->performValidation($user, $date);  
 }  
}

**Algorithmes de validation implémentés :** - Détection oublis de sortie avec correction automatique - Validation séquences logiques (entrée->pause->sortie) - Contrôle durée excessive de travail (>12h) - Calcul précis temps travaillé avec pauses

### 4.3.2 Repositories avec requêtes optimisées multi-tenant

Développement de requêtes complexes avec performance optimisée :

class PointageRepository extends ServiceEntityRepository  
{  
 public function calculateWorkTime(User $user, \DateTime $date): array  
 {  
 $qb = $this->createQueryBuilder('p')  
 ->select('p.type, p.createdAt')  
 ->where('p.user = :user')  
 ->andWhere('DATE(p.createdAt) = :date')  
 ->setParameter('user', $user)  
 ->setParameter('date', $date->format('Y-m-d'))  
 ->orderBy('p.createdAt', 'ASC');  
  
 $pointages = $qb->getQuery()->getResult();  
   
 // Algorithme de calcul avec gestion des pauses  
 return $this->computeWorkTimeMetrics($pointages);  
 }  
  
 public function findByCompanyAndDateRange(int $companyId, \DateTime $start, \DateTime $end): array  
 {  
 return $this->createQueryBuilder('p')  
 ->select('  
 u.id as user\_id,  
 u.firstName, u.lastName,  
 COUNT(CASE WHEN p.type = \'entree\' THEN 1 END) as total\_entrees,  
 MIN(CASE WHEN p.type = \'entree\' THEN p.createdAt END) as first\_entree,  
 MAX(CASE WHEN p.type = \'sortie\' THEN p.createdAt END) as last\_sortie  
 ')  
 ->join('p.user', 'u')  
 ->join('u.company', 'c')  
 ->where('c.id = :companyId')  
 ->andWhere('p.createdAt BETWEEN :start AND :end')  
 ->groupBy('u.id')  
 ->getQuery()  
 ->getResult();  
 }  
}

## 4.4 Conception et implémentation de la base de données

### 4.4.1 Modélisation relationnelle optimisée

Schéma de base de données conçu pour performance et évolutivité :

-- Entités principales avec relations optimisées  
CREATE TABLE company (  
 id INT PRIMARY KEY AUTO\_INCREMENT,  
 name VARCHAR(255) NOT NULL,  
 created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP  
);  
  
CREATE TABLE user (  
 id INT PRIMARY KEY AUTO\_INCREMENT,  
 company\_id INT NOT NULL,  
 email VARCHAR(255) UNIQUE NOT NULL,  
 roles JSON NOT NULL,  
 created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,  
 FOREIGN KEY (company\_id) REFERENCES company(id),  
 INDEX idx\_company\_email (company\_id, email)  
);  
  
CREATE TABLE pointage (  
 id INT PRIMARY KEY AUTO\_INCREMENT,  
 user\_id INT NOT NULL,  
 type ENUM('entree', 'pause', 'sortie') NOT NULL,  
 created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,  
 latitude DECIMAL(10, 8),  
 longitude DECIMAL(11, 8),  
 FOREIGN KEY (user\_id) REFERENCES user(id),  
 INDEX idx\_user\_date\_type (user\_id, DATE(created\_at), type)  
);

**Optimisations de performance :** - Index composites pour requêtes multi-tenant - Contraintes d’intégrité référentielle - Types de données optimisés (DECIMAL pour géolocalisation) - Partitioning par date sur tables volumineuses

### 4.4.2 Migrations Doctrine avec versioning

Système de migrations robuste pour évolution du schéma :

class Version20250727220314 extends AbstractMigration  
{  
 public function up(Schema $schema): void  
 {  
 $this->addSql('CREATE TABLE access\_token (  
 id INT AUTO\_INCREMENT NOT NULL,  
 user\_id INT NOT NULL,  
 token VARCHAR(255) NOT NULL,  
 type VARCHAR(50) NOT NULL,  
 expires\_at DATETIME NOT NULL,  
 INDEX IDX\_B6A2DD68A76ED395 (user\_id),  
 UNIQUE INDEX token\_unique (token),  
 PRIMARY KEY(id)  
 )');  
   
 $this->addSql('ALTER TABLE access\_token   
 ADD CONSTRAINT FK\_B6A2DD68A76ED395   
 FOREIGN KEY (user\_id) REFERENCES user (id)');  
 }  
  
 public function down(Schema $schema): void  
 {  
 $this->addSql('DROP TABLE access\_token');  
 }  
}

## 4.5 Tests et qualité logicielle

### 4.5.1 Suite de tests complète avec PHPUnit

Développement de 96 tests couvrant toutes les couches applicatives :

class AuthenticationServiceTest extends TestCase  
{  
 public function testAuthenticateGeneratesValidTokens(): void  
 {  
 // Arrange  
 $user = $this->createTestUser();  
 $this->mockTokenRepository();  
  
 // Act  
 $result = $this->authService->authenticate($user);  
  
 // Assert  
 $this->assertArrayHasKey('access\_token', $result);  
 $this->assertArrayHasKey('refresh\_token', $result);  
 $this->assertGreaterThan(40, strlen($result['access\_token']));  
 $this->assertNotEquals($result['access\_token'], $result['refresh\_token']);  
 }  
  
 public function testRefreshTokenWithValidToken(): void  
 {  
 // Test rotation sécurisée des tokens  
 $result = $this->authService->refreshToken('valid\_refresh\_token');  
   
 $this->assertIsArray($result);  
 $this->assertNotEquals('valid\_refresh\_token', $result['refresh\_token']);  
 }  
}

**Couverture de tests :** - **Entités** : 44 tests (validation contraintes, relations) - **Services** : 10 tests (logique métier complexe) - **Sécurité** : 20 tests (authentification, autorisation) - **Repositories** : 22 tests (requêtes optimisées)

### 4.5.2 Tests d’intégration API avec Postman

Collection complète testant tous les endpoints :

{  
 "name": "Timelys API Complete Tests",  
 "tests": [  
 {  
 "name": "Authentication Flow",  
 "request": {  
 "method": "POST",  
 "url": "{{base\_url}}/api/auth/login",  
 "body": {  
 "email": "test@timelys.com",  
 "password": "securePassword123"  
 }  
 },  
 "tests": "pm.test('Login successful', () => pm.response.to.have.status(200));"  
 }  
 ]  
}

**Tests d’intégration couverts :** - Authentification complète (login, refresh, logout) - CRUD complet pour toutes les entités - Tests de sécurité et d’autorisation - Tests de performance et de charge

## 4.6 Déploiement et DevOps

### 4.6.1 Configuration infrastructure Fly.io

Déploiement production avec haute disponibilité :

# fly.prod.toml  
app = "timelys-prod"  
primary\_region = "cdg"  
  
[build]  
  
[deploy]  
 release\_command = "./deploy-release.sh"  
  
[env]  
 APP\_ENV = "prod"  
 DATABASE\_URL = "mysql://user:pass@timelys-db.flycast:3306/timelys\_prod"  
  
[http\_service]  
 internal\_port = 8080  
 force\_https = true  
 auto\_stop\_machines = false  
 auto\_start\_machines = true  
 min\_machines\_running = 1  
  
 [[http\_service.checks]]  
 interval = "10s"  
 timeout = "2s"  
 method = "GET"  
 path = "/api/ping"

### 4.6.2 Pipeline CI/CD avec GitHub Actions

Automatisation complète du cycle de développement :

name: CI/CD Pipeline  
on:  
 push:  
 branches: [main]  
 pull\_request:  
 branches: [main]  
  
jobs:  
 test:  
 runs-on: ubuntu-latest  
 steps:  
 - uses: actions/checkout@v3  
 - name: Setup PHP  
 uses: shivammathur/setup-php@v2  
 with:  
 php-version: '8.2'  
 - name: Install dependencies  
 run: composer install  
 - name: Run tests  
 run: php bin/phpunit  
   
 deploy:  
 needs: test  
 if: github.ref == 'refs/heads/main'  
 runs-on: ubuntu-latest  
 steps:  
 - name: Deploy to Fly.io  
 run: flyctl deploy --config fly.prod.toml

**Fonctionnalités DevOps implémentées :** - Tests automatiques sur chaque commit - Déploiement automatique en production - Monitoring avec alerting intégré - Rollback automatique en cas d’échec

# 5. ANNEXES

## Annexe A : Extraits de code significatifs

### A.1 Service d’authentification avec rotation de tokens

<?php  
namespace App\Service;  
  
use App\Entity\AccessToken;  
use App\Entity\User;  
  
class AuthenticationService  
{  
 public function authenticate(User $user): array  
 {  
 // Révocation des anciens tokens pour sécurité  
 $this->tokenRepository->revokeTokensByUser($user);  
  
 // Génération access token (1h)  
 $accessToken = new AccessToken();  
 $accessToken->setUser($user)  
 ->setType('access')  
 ->generateToken()  
 ->setExpiresAt(new \DateTimeImmutable('+1 hour'));  
  
 // Génération refresh token (30 jours)  
 $refreshToken = new AccessToken();  
 $refreshToken->setUser($user)  
 ->setType('refresh')  
 ->generateToken()  
 ->setExpiresAt(new \DateTimeImmutable('+30 days'));  
  
 $this->entityManager->persist($accessToken);  
 $this->entityManager->persist($refreshToken);  
 $this->entityManager->flush();  
  
 return [  
 'access\_token' => $accessToken->getToken(),  
 'refresh\_token' => $refreshToken->getToken(),  
 'expires\_at' => $accessToken->getExpiresAt(),  
 'user' => $this->serializeUser($user)  
 ];  
 }  
  
 public function refreshToken(string $refreshTokenString): ?array  
 {  
 $refreshToken = $this->tokenRepository->findValidToken($refreshTokenString, 'refresh');  
   
 if (!$refreshToken || $refreshToken->isExpired()) {  
 return null;  
 }  
  
 // Rotation de sécurité : suppression ancien token  
 $this->entityManager->remove($refreshToken);  
   
 return $this->authenticate($refreshToken->getUser());  
 }  
}

### A.2 Modèle Flutter avec logique métier

class User {  
 final int id;  
 final String token;  
 final String refreshToken;  
 final DateTime expiresAt;  
 final List<String> roles;  
 final String? companyName;  
  
 User({  
 required this.id,  
 required this.token,  
 required this.refreshToken,  
 required this.expiresAt,  
 required this.roles,  
 this.companyName,  
 });  
  
 /// Vérification d'expiration avec buffer de sécurité  
 bool get isTokenExpired {  
 final buffer = Duration(minutes: 5);  
 return DateTime.now().add(buffer).isAfter(expiresAt);  
 }  
  
 /// Détection super-administrateur  
 bool get isSuperAdmin {  
 return companyName?.toLowerCase() == 'timelys';  
 }  
  
 /// Vérification de rôle avec héritage  
 bool hasRole(String role) {  
 if (roles.contains('ROLE\_SUPERADMIN')) {  
 return true; // Super-admin a tous les droits  
 }  
 return roles.contains(role);  
 }  
  
 factory User.fromJson(Map<String, dynamic> json) {  
 return User(  
 id: json['id'],  
 token: json['token'],  
 refreshToken: json['refresh\_token'],  
 expiresAt: DateTime.parse(json['expires\_at']),  
 roles: List<String>.from(json['roles'] ?? []),  
 companyName: json['company\_name'],  
 );  
 }  
}

### A.3 Repository avec requêtes optimisées

class PointageRepository extends ServiceEntityRepository  
{  
 public function findByCompanyAndDateRange(int $companyId, \DateTime $start, \DateTime $end): array  
 {  
 return $this->createQueryBuilder('p')  
 ->select('  
 u.id as user\_id,  
 u.firstName, u.lastName,  
 COUNT(CASE WHEN p.type = \'entree\' THEN 1 END) as total\_entrees,  
 COUNT(CASE WHEN p.type = \'sortie\' THEN 1 END) as total\_sorties,  
 MIN(CASE WHEN p.type = \'entree\' THEN p.createdAt END) as first\_entree,  
 MAX(CASE WHEN p.type = \'sortie\' THEN p.createdAt END) as last\_sortie  
 ')  
 ->join('p.user', 'u')  
 ->join('u.company', 'c')  
 ->where('c.id = :companyId')  
 ->andWhere('p.createdAt BETWEEN :start AND :end')  
 ->setParameter('companyId', $companyId)  
 ->setParameter('start', $start)  
 ->setParameter('end', $end)  
 ->groupBy('u.id')  
 ->orderBy('u.lastName', 'ASC')  
 ->getQuery()  
 ->getResult();  
 }  
  
 public function calculateWorkTime(User $user, \DateTime $date): array  
 {  
 $pointages = $this->findByUserAndDate($user, $date);  
   
 $totalWorkTime = 0;  
 $sessionStart = null;  
  
 foreach ($pointages as $pointage) {  
 switch ($pointage->getType()) {  
 case 'entree':  
 $sessionStart = $pointage->getCreatedAt()->getTimestamp();  
 break;  
 case 'sortie':  
 if ($sessionStart) {  
 $totalWorkTime += $pointage->getCreatedAt()->getTimestamp() - $sessionStart;  
 $sessionStart = null;  
 }  
 break;  
 }  
 }  
  
 return [  
 'total\_work\_time' => $totalWorkTime,  
 'formatted\_time' => $this->formatDuration($totalWorkTime),  
 'current\_status' => $this->getCurrentStatus($pointages)  
 ];  
 }  
}

## Annexe B : Schémas d’architecture

### B.1 Architecture technique globale

┌────────────────────────────────────────────────────────────┐  
│ ARCHITECTURE TIMELYS │  
├────────────────────────────────────────────────────────────┤  
│ │  
│ ┌─────────────┐ ┌─────────────┐ ┌─────────────┐ │  
│ │ FLUTTER │ │ SYMFONY │ │ MYSQL │ │  
│ │ │ │ │ │ │ │  
│ │ • Mobile │◄──►│ • API REST │◄──►│ • 10 Tables │ │  
│ │ • Web │ │ • Services │ │ • Relations │ │  
│ │ • 15 Pages │ │ • Security │ │ • Index │ │  
│ │ │ │ • 40+ Endpoints │ • Migrations│ │  
│ └─────────────┘ └─────────────┘ └─────────────┘ │  
│ │  
├────────────────────────────────────────────────────────────┤  
│ INFRASTRUCTURE │  
│ │  
│ ┌─────────────┐ ┌─────────────┐ ┌─────────────┐ │  
│ │ FLY.IO │ │ GITHUB │ │ MONITORING │ │  
│ │ │ │ │ │ │ │  
│ │ • Production│ │ • Actions │ │ • Logs │ │  
│ │ • Staging │ │ • CI/CD │ │ • Metrics │ │  
│ │ • Scaling │ │ • Tests │ │ • Alerts │ │  
│ └─────────────┘ └─────────────┘ └─────────────┘ │  
└────────────────────────────────────────────────────────────┘

### 

### B.2 Flux de données multi-tenant

User Company A ──┐  
 ├──► API Gateway ──► Business Layer ──► Data Layer  
User Company B ──┘ │ │ │  
 │ │ │  
 JWT Security Service Layer Repository  
 │ │ │  
 Role Checking Validation MySQL DB  
 │ │  
 Multi-tenant company\_id  
 Filtering isolation

## 

## Annexe C : Métriques de performance et tests

### C.1 Résultats des tests de performance

=== TESTS DE CHARGE TIMELYS ===  
  
API Endpoints Performance:  
┌─────────────────────┬─────────┬─────────┬─────────┬─────────┐  
│ Endpoint │ Moyenne │ Médiane │ 95th % │ Max │  
├─────────────────────┼─────────┼─────────┼─────────┼─────────┤  
│ POST /api/auth │ 45ms │ 42ms │ 89ms │ 156ms │  
│ GET /api/pointage │ 23ms │ 21ms │ 45ms │ 89ms │  
│ POST /api/pointage │ 67ms │ 58ms │ 134ms │ 245ms │  
│ GET /api/monitoring │ 89ms │ 78ms │ 178ms │ 334ms │  
└─────────────────────┴─────────┴─────────┴─────────┴─────────┘  
  
Charge Tests Results:  
• 100 utilisateurs simultanés : ✅ Succès (0% erreur)  
• 500 utilisateurs simultanés : ✅ Succès (0.1% erreur)  
• 1000 utilisateurs simultanés : ✅ Succès (0.3% erreur)  
  
Database Performance:  
• Requêtes simples : < 10ms  
• Requêtes complexes avec JOIN : < 50ms  
• Requêtes d'agrégation : < 100ms

### C.2 Couverture de tests

=== COUVERTURE TESTS PHPUNIT ===  
  
Total Tests: 96  
Total Assertions: 266+  
Success Rate: 100%  
  
Breakdown by Component:  
┌─────────────────┬───────┬─────────────┬────────────┐  
│ Component │ Tests │ Assertions │ Coverage │  
├─────────────────┼───────┼─────────────┼────────────┤  
│ Entities │ 44 │ 128 │ 98% │  
│ Services │ 10 │ 45 │ 95% │  
│ Security │ 20 │ 67 │ 100% │  
│ Repositories │ 22 │ 56 │ 92% │  
└─────────────────┴───────┴─────────────┴────────────┘  
  
Test Categories:  
• Unit Tests: 76 tests  
• Integration Tests: 20 tests  
• Security Tests: 18 tests (authentication, authorization)  
• Performance Tests: 8 tests (load, stress)

## Annexe D : Documentation technique

### D.1 API Documentation (OpenAPI/Swagger)

openapi: 3.0.0  
info:  
 title: Timelys API  
 version: 1.0.0  
 description: API complète pour gestion pointage et relevés terrain  
  
paths:  
 /api/auth/login:  
 post:  
 summary: Authentification utilisateur  
 requestBody:  
 required: true  
 content:  
 application/json:  
 schema:  
 type: object  
 properties:  
 email:  
 type: string  
 format: email  
 password:  
 type: string  
 minLength: 8  
 responses:  
 200:  
 description: Authentification réussie  
 content:  
 application/json:  
 schema:  
 type: object  
 properties:  
 access\_token:  
 type: string  
 refresh\_token:  
 type: string  
 expires\_at:  
 type: string  
 format: date-time  
  
 /api/pointage:  
 post:  
 summary: Créer un nouveau pointage  
 security:  
 - BearerAuth: []  
 requestBody:  
 required: true  
 content:  
 application/json:  
 schema:  
 type: object  
 properties:  
 type:  
 type: string  
 enum: [entree, pause, sortie]  
 latitude:  
 type: number  
 format: float  
 longitude:  
 type: number  
 format: float

### D.2 Guide de déploiement

#!/bin/bash  
# deploy-release.sh - Script de déploiement production  
  
set -e  
  
echo "🚀 Déploiement Timelys Production"  
  
# 1. Vérification environnement  
echo "📋 Vérification environnement..."  
flyctl auth whoami || exit 1  
  
# 2. Tests avant déploiement  
echo "🧪 Exécution des tests..."  
php bin/phpunit || exit 1  
  
# 3. Backup base de données  
echo "💾 Sauvegarde base de données..."  
flyctl postgres backup create timelys-db-prod  
  
# 4. Déploiement avec zero-downtime  
echo "🎯 Déploiement application..."  
flyctl deploy --config fly.prod.toml --strategy=canary  
  
# 5. Vérification santé application  
echo "✅ Vérification post-déploiement..."  
curl -f https://timelys-prod.fly.dev/api/ping || exit 1  
  
# 6. Migration base de données si nécessaire  
echo "🔄 Migrations base de données..."  
flyctl ssh console -C "php bin/console doctrine:migrations:migrate --no-interaction"  
  
echo "✨ Déploiement terminé avec succès !"
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