# איך לכתוב בדיקות למערכות תוכנה בפייתון

כל מערכת-תוכנה רצינית כוללת אוסף מקיף של בדיקות אוטומטיות. בתהליך הפיתוח, בכל פעם שמבצעים שינוי במערכת, גם אם זה שינוי קטן, מריצים את כל הבדיקות מחדש, כדי לוודא שלא קלקלנו שום דבר. בשיעור זה נראה שלוש דרכים לכתוב בדיקות אוטומטיות בפייתון.

1. doctest – בדיקות אוטומטיות בתוך התיעוד של כל פונקציה. משמשות בעיקר להדגמת אופן השימוש בפונקציה.
2. unittest – ספריה תקנית של פייתון לכתיבת בדיקות אוטומטיות מקיפות, בתוך מחלקה ייעודית. התחביר דומה ל JUnit שלמדתם (כנראה) ב-Java.
3. pytest – ספרייה חיצונית, המאפשרת גם להריץ באופן אוטומטי את שני הסוגים הקודמים, וגם לכתוב בדיקות בתחביר פשוט וקריא יותר. זו השיטה הנפוצה ביותר כיום לכתיבת בדיקות.

## *1.* doctest

המודול doctest הוא מודול תקני של פייתון. כשמריצים אותו, הוא מחפש חלקים של טקסט שנראים כמו קוד פעיל של פייתון, ומבצע את אותם חלקים כדי לוודא שהם עובדים כפי שהם מציגים. זה שימושי במיוחד כדי לבחון אם הקוד שביצענו באמת מבצע את מה שהיה מוטל עליו לעשות, וגם מאפשר לנו להציג למתכנת אחר את צורת השימוש במחלקה.   
אז איך מתמשים ב-doctest?

כשאנחנו במצב האינטראקטיבי של פייתון כל פקודה מתחילה ב-'<<<' ולאחריה הפקודה עצמה ואז אמור להתקבל איזשהו ערך בהתאם. ה-doctest עובד בצורה דומה, אנחנו כותבים את הקוד *כאילו* הוא נכתב במצב האינטראקטיבי של פייתון בתוך מחרוזת התיעוד (docstring), ואז ב-main אנחנו מפעילים את ה-doctest דרך module שנקרא באותו השם ומפעילים את הפונקציה testmode() של המודול. הפונקציה לוקחת כל מקום במחרוזת של הdocstring ומפעילה אותו כאילו הוא היה במצב האינטראקטיבי של פייתון ובודקת האם הקלטים זהים. רק אם הם לא זהים נקבל שגיאה:

"""

This is the "example" module.

The example module supplies one function, factorial(). For example,

>>> factorial(5)

120

"""

def factorial(n):

"""Return the factorial of n, an exact integer >= 0.

>>> [factorial(n) for n in range(6)]

[1, 1, 2, 6, 24, 120]

>>> factorial(30)

265252859812191058636308480000000

>>> factorial(-1)

Traceback (most recent call last):

...

ValueError: n must be >= 0

Factorials of floats are OK, but the float must be an exact integer:

>>> factorial(30.1)

Traceback (most recent call last):

...

ValueError: n must be exact integer

>>> factorial(30.0)

265252859812191058636308480000000

It must also not be ridiculously large:

>>> factorial(1e100)

Traceback (most recent call last):

...

OverflowError: n too large

"""

import math

if not n >= 0:

raise ValueError("n must be >= 0")

if math.floor(n) != n:

raise ValueError("n must be exact integer")

if n+1 == n: # catch a value like 1e300

raise OverflowError("n too large")

result = 1

factor = 2

while factor <= n:

result \*= factor

factor += 1

return result

if \_\_name\_\_ == "\_\_main\_\_":

import doctest

doctest.testmod()

בדוגמא לעיל לא קיבלנו שום שגיאה בהרצה של הקוד, זה אומר שהdoctest עבר, אבל אם היינו משנים את התשובות של אחד הטסטים היינו מקבלים שגיאה, למשל נשנה את הטסט הראשון ב- factorial(5) מ-120 ל-125, נריץ ונקבל:

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

File "\_\_main\_\_", line 7, in \_\_main\_\_

Failed example:

factorial(5)

Expected:

125

Got:

120

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

1 items had failures:

1 of 1 in \_\_main\_\_

\*\*\*Test Failed\*\*\* 1 failures.

אם אחרי שעברנו את הטסט בכל זאת נרצה לראות מה הפונקציה ניסתה לבחון , אפשר להוסיף- '-v' לשורת ה'קימפול' של הקובץ והוא יציג את התוצאה.

python my\_doctest.py -v

Trying:

factorial(5)

Expecting:

120

ok

Trying:

[factorial(n) for n in range(6)]

Expecting:

[1, 1, 2, 6, 24, 120]

ok

Trying:

factorial(30)

Expecting:

265252859812191058636308480000000

ok

Trying:

factorial(-1)

Expecting:

Traceback (most recent call last):

...

ValueError: n must be >= 0

ok

Trying:

factorial(30.1)

Expecting:

Traceback (most recent call last):

...

ValueError: n must be exact integer

ok

Trying:

factorial(30.0)

Expecting:

265252859812191058636308480000000

ok

Trying:

factorial(1e100)

Expecting:

Traceback (most recent call last):

...

OverflowError: n too large

ok

2 items passed all tests:

1 tests in \_\_main\_\_

6 tests in \_\_main\_\_.factorial

7 tests in 2 items.

7 passed and 0 failed.

Test passed.

אפשר גם לבצע את הטסטים בקובץ טקסט חיצוני, ולקרוא לו דרך הפונקציה בתוכנית:

The ``my\_doctest`` module

======================

Using ``factorial``

-------------------

This is an example text file in reStructuredText format. First import

``factorial`` from the ``example`` module:

>>> from my\_doctest import factorial

Now use it:

>>> factorial(6)

120

import doctest

doctest.testfile("my\_doctest.txt")  
\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
  
\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
File "my\_doctest.txt", line 14, in my\_doctest.txt   
Failed example:  
 factorial(6)   
Expected:  
 120   
Got:  
 720

## *2.* unitTest

יוניטסט הוא חלק אינטגרלי בכל תוכנית שאנחנו כותבים בכל שפת תכנות, היוניטסט כל-כך בסיסי שכחלק מהספרייה הסטנדרטית של פייתון יש לנו מודל שקוראים לו unittest.   
אז איך בכלל משתמשים ביוניטסט? ניקח לדוגמא את המחלקה גימטרייה שעשינו בשיעור על מתודות קסם. אנחנו נרצה לבנות מסמך חדש שבוחן את מקרי הקצה של הפונקציה עם משתנים מסוימים. כמוסכמה, השם של מסמך יוניטסט הוא כשם המסמך אותו הוא בא לבחון בתוספת המילה test\_ לפני, למשל במקרה שלנו:   
test\_gymatria.py .  
כל מסמך יוניטסט מתחיל ביצירת מחלקה חדשה שיורשת מהמחלקה TestCase . כל מתודה שבה אנחנו מבצעים את הטסטים חייבת להתחיל במילה test\_ בתחילת שמה (אחרת היא לא תוכר כמתודת טסט), וחייבת להכיל self כפרמטר.   
הטסטים במתודה אמורים להיות בצורה של טסט assert כלשהו, למשל עבור האופרטור '+' נבנה פונקציה שבוחנת אותו, נקרא לה למשל test\_add ונבחן בפונקציית assert כלשהי כל מיני מקרי קצה אפשריים :

import unittest

from gymatria import Gymatria

class TestGymatria(unittest.TestCase):

    def test\_add(self):

        self.assertEqual(Gymatria('אבא')+Gymatria('אמא') , 46)

        self.assertEqual(Gymatria('אבא')+Gymatria('fi') , 4)

        self.assertEqual(Gymatria('אבא')+Gymatria('אבא') , 8)

        self.assertEqual(Gymatria('אבא')+ Gymatria('') , 4)

        self.assertEqual( Gymatria('') + Gymatria('') , 0)

אם אנחנו רוצים להריץ את הטסט יש לנו שתי אופציות: אופציה ראשונה הוא ליצור פונקציית main() שתפעיל את הפונקציה main של המודול unitest ואז לקמפל משורת הפקודה כפי שקימפלנו עד עכשיו:

if \_\_name\_\_ == '\_\_main\_\_':

    unittest.main()

ובשורת הפקודה: python test\_gymatria.py  
  
אפשרות שניה היא ישר להריץ משורת הפקודה, בלי פונקציית main אם אנחנו מגדירים שהקובץ יורץ ע"י המודול unittest, איך עושים את זה? ע"י הוספת הדיגלון –m שמגדיר מאיזו פונקציית main התוכנית רצה, והוספת שם המודול ושם הקובץ:

python –m unittest test\_gymatria.py  
  
אם נריץ את הסקריפט נקבל שעברנו מבחן אחד:

.

----------------------------------------------------------------------

Ran 1 test in 0.001s

OK

וזה משום שכל מתודה במחלקה היא מבחן בפני עצמו. הנקודה למעלה מגדירה כמה מבחנים עברו מתוך כלל הטסטים, ולמטה כתוב ממש כמה מבחנים רצו בכמה זמן ,והתוצאה –עובר או לא עובר.  
אם נשנה מבחן אחד , למשל ניכשל בכוונה באחד מהטסטים תתקבל ההודעה הבאה:

...g\3.unittest\test\_gymatria.py", line 9, in test\_add

self.assertEqual(Gymatria('אבא')+ Gymatria('') , 5)

AssertionError: 4 != 5

----------------------------------------------------------------------

Ran 1 test in 0.001s

FAILED (failures=1)

כתוב לנו כמה טעויות היו לנו במבחן, באילו שורות ומה תוכן הטעות.

עכשיו עבור טסט שאמור להחזיר לנו שגיאה יש שתי אופציות - אופציה אחת תהיה להשתמש בפונקציה assertRaise() שמקבלת את הארגומטים: טיפוס השגיאה, שם הפונקציה, ופרמטרים. אופציה נוספת תהיה להשתמש בcontext manger כדי לנהל את השגיאה:

    def test\_raise(self):

# first way:

        self.assertRaises(ValueError , Gymatria.get\_value , None)

        # second way:

        with self.assertRaises(ValueError):

            Gymatria.get\_value()

עוד משהו אחרון בנושא. נניח שאנחנו רוצים לשמור משתנים שיאותחלו בתחילת כל טסט, אפשרות אחת תהיה להכריז עליהם בתחילת הטסט. אבל אם יהיה לנו קובץ טסט גדול ונרצה לשנות את אחד המשתנים בקוד נצטרך לשנות אותו בכל מופע שלו, לכן נוכל להשתמש במתודה setUp() שהיא מתבצעת לפני כל טסט והנתונים שלה נשמרים גם בטסט, ובמתודה teardown() שמתבצעת אחרי כל טסט, שימושית בעיקר כשמשתמשים בקבצים שצריך לסגור לפני כל טסט.  
משום שמתודות הן מתודות של האובייקט, נצטרך לפנות למשתנים כ-self:

def setUp(self):

        self.aba = Gymatria('אבא')

        self.ab = Gymatria('אב')

        self.efes = Gymatria('')

        self.aima = Gymatria('אמא')

        self.df = Gymatria('dfא')

    def tearDown(self):

        pass

    def test\_add(self):

        self.assertEqual(self.aba + self.aima , 46)

        self.assertEqual(self.aba + Gymatria('fi') , 4)

        self.assertEqual(self.aba + self.aba , 8)

        self.assertEqual(self.aba + self.efes , 4)

        self.assertEqual( self.efes + self.efes , 0)

        self.assertEqual( self.efes + 10 , 10)

יש עוד הרבה סוגים של asserts שאפשר להשתמש בהם ביוניטסט, ואפשר למצוא את רובם [כאן](https://docs.python.org/3/library/unittest.html).

## 3. PYTEST

המודול pytest הוא מודול חיצוני שנוצר כתחליף ל unittest, כדי לאפשר תחביר קצר ופשוט יותר, וכן להוסיף עוד אפשרויות ותוספים. עם זאת, ה-pytest יודע גם לזהות בדיקות של doctest ושל unittest, כך שאפשר לראות בו מערכת אחת שכוללת את כל סוגי הבדיקות. כיום, pytest היא מערכת הבדיקות הנפוצה ביותר.

כיוון שזה מודול חיצוני (לא חלק מפייתון), יש להתקין אותו כמו כל מודול:

pip install pytest

כמו ב-unittest, גם ב pytest, כל קובץ שמכיל בדיקות חייב להתחיל ב test\_.

בניגוד ל-unittest, הקובץ לא חייב להכיל מחלקות – אפשר לשים בו פונקציות כלשהן, בתנאי שהשם שלהן מתחיל גם-כן ב-test\_.

בגוף הפונקציה, לא צריך להשתמש בassertEqual וכל שאר הסוגים השונים, אלא רק ב-assert פשוט. למשל, במקום:

class TestGymatria(unittest.TestCase):

    def setUp(self):

        self.aba = Gymatria('אבא')

        self.aima = Gymatria('אמא')

    def test\_add(self):  # test functions must start with 'test\_'

        self.assertEqual(self.aba + self.aima , 46)

        self.assertEqual(self.aba + Gymatria('fi') , 4)

נכתוב:

aba = Gymatria('אבא')  
aima = Gymatria('אמא')  
def test\_add():  # test functions must start with 'test\_'

    assert aba + aima == 46

    assert aba + Gymatria('fi') == 4

בדיקת חריגות מתבצעת באופן הבא:

def test\_raise():

    with pytest.raises(ValueError):

        Gymatria.get\_value()

כדי להריץ את הבדיקות, מריצים בשורת הפקודה:

**pytest**

הפקודה הפשוטה הזאת אוספת את כל הבדיקות מכל הקבצים ששמם מתחיל ב test\_, מריצה אותם, וכותבת סיכום צבעוני של התוצאות (ראו תיקיה 3).

*שימו לב*: אם הפקודה pytest לא עובדת לכם, ייתכן שיש בעיה במסלולים במערכת ההפעלה. במקרה זה ייתכן שתצליחו להריץ:

**python -m pytest**

בתיקיה 4, שמנו את כל הבדיקות מהפרקים הקודמים: doctest, unittest, pytest. אם רוצים להריץ את כל הבדיקות ביחד, פשוט צריך להריץ משורת הפקודה:

**pytest --doctest-modules**

וזהו! כל הבדיקות ירוצו.

## 4. שילוב בדיקות אוטומטיות בתהליך הפיתוח – פעולות גיטהאב

ביצוע בדיקות אוטומטיות אחרי כל שינוי הוא מאד חשוב, ולכן ישנם כלים המאפשרים לנו לבצע זאת באופן אוטומטי. אנחנו נראה כלי אחד – GitHub Actions. הכלי הזה אמנם ייחודי לגיטהאב, אבל גם במערכות קוד אחרות שתעבדו בהם, יהיו כלים דומים (אולי עם תחביר שונה). המטרה שלי כאן היא ללמד את העיקרון של בדיקות אוטומטיות תמידיות.

אז מה זה GitHub Actions? – זה קובץ ששמים במאגר-גיטהאב שלנו, תחת התיקיה:

.github/workflows

נותנים לו שם כלשהו שמבטא את התפקיד שלו במערכת, עם סיומת **yml**. בתוך הקובץ, כותבים פקודות המסבירות לגיטהאב מה צריך לעשות בכל שלב מתהליך העדכון של המערכת. ניתן לראות דוגמה פשוטה בספריה prtpy:

<https://github.com/erelsgl/prtpy/blob/main/.github/workflows/pytest.yml>

הקובץ נקרא pytest.yml, והמטרה שלו היא להריץ pytest בכל פעם שמישהו מבצע push או pull request. הנה תוכן הקובץ בשלבים:

name: pytest

שם הפעולה.

on:

  push:

    branches:

      - main

      - master

  pull\_request:

    branches:

      - main

      - master

באיזה מקרים הפעולה מתבצעת. במקרה זה, היא מתבצעת בכל פעם שמישהו דוחף שינויים חדשים לענף main או לענף master (לא לענפים אחרים, כי בענפים אחרים עושים שינויים שעדיין לא הסתיימו, ואין טעם לבדוק אותם). כמו כן, מבצעים את הפעולה בכל פעם שמישהו מבצע בקשת-משיכה.

jobs:

  build:

    runs-on: ubuntu-latest

    strategy:

      max-parallel: 4

      matrix:

        python: ["3.8", "3.9"]

כאן מתארים את הסביבות שעליהן נבצע את הפעולה. במקרה זה, אנחנו רוצים לבצע את הפעולה על הגירסה האחרונה של אובונטו, עם פייתון 3.8 ופייתון 3.9. זה מקובל לבדוק ספריות על כמה גירסאות של פייתון, כדי לוודא שאפשר להשתמש בהן גם בסביבות שבהן מותקנת גירסה ישנה יותר מהאחרונה. כמו כן, אנחנו מבקשים לבצע את הבדיקות בעזרת עד 4 תהליכים במקביל.

    steps:

      - uses: actions/checkout@v2

      - name: Setup Python

        uses: actions/setup-python@v2

        with:

          python-version: ${{ matrix.python }}

      - name: Upgrade pip

        run: python -m pip install --upgrade pip

      - name: Install pytest

        run: python -m pip install pytest

      - name: Install requirements

        run: python -m pip install -r requirements.txt

      - name: Run pytest

        run: python -m pytest

כאן מתארים את הצעדים שיש לבצע בכל אחת מהסביבות הנ"ל. קודם-כל מבצעים checkout, כלומר מורידים את הקוד לשרת של גיטהאב שעליו תתבצע הבדיקה. אחר-כך מתקינים את הגירסה המתאימה של פייתון. אחר-כך משדרגים את pip, מתקינים את pytest, וכן מתקינים את הספריות הדרושות לצורך הרצת הספריה – שנמצאות בקובץ requirements.txt. לסיום, מריצים את pytest.

כדי לראות איך זה עובד, נעשה שינוי קטן באחד הקבצים, ונדחוף אותו לגיטהאב. אם ניכנס מייד לדף של הספריה בגיטהאב, נראה עיגול כתום קטן ליד מזהה הקומיט שהגשנו:
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העיגול הזה אומר, שהבדיקות רצות עכשיו על השרת של גיטהאב. אם נלחץ עליו, נוכל לראות את פרטי הבדיקות המחכות בתור להרצה:
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לאחר מספר דקות, אם הבדיקות יסתיימו בהצלחה, נראה סימן "וי" ירוק במקום העיגול הכתום:
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הסימן הזה מעיד, שהקומיט שהגשנו עבר את כל הבדיקות. הידד!

אם נלחץ על הסימן, נראה את פרטי הבדיקות שעברו, ונוכל לראות מה בדיוק רץ ועבר:

![תמונה שמכילה טקסט

התיאור נוצר באופן אוטומטי](data:image/png;base64,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)

אם חלק מהבדיקות נכשלו, במקום וי ירוק נראה איקס אדום, ושוב, בלחיצה עליו נוכל לראות איזה בדיקות נכשלו. יותר מזה, אנחנו נקבל הודעה בדואל, המודיעה לנו שיש באג בקומיט שלנו (אולי בעתיד תהיה אפשרות גם לבקש שיתקשרו אלינו לטלפון ויודיעו לנו על הבאג במענה אוטומטי...)

לסיום, דבר נחמד שאפשר להוסיף לרידמי שלנו: אפשר להוסיף קישור לתמונה, הנוצרת אוטומטית ע"י GitHub Actions, ואומרת אם הבדיקה עברה או נכשלה.

לדוגמה, אם מוסיפים את הקוד הבא בתחילת הרידמי של המאגר:

![Pytest result](https://github.com/erelsgl/prtpy/workflows/pytest/badge.svg)

(כאשר **pytest** הוא השם שנתננו לפעולה), נראה בדף הראשי של המאגר את התוית הבאה:
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אם הבדיקות נכשלו – תופיע תוית דומה בצבע אדום, וזו תהיה אזהרה למתכנתים אחרים שירצו להשתמש בספריה שלנו, שידעו שיש בה באגים, וישתמשו בה על אחריותם בלבד.

לסיכום, ראינו כמה מערכות שימושיות מאד, שמשתלבות יחד כדי לעזור לנו לכתוב קוד איכותי, הנשאר תקין לאורך זמן.