Introduction:

The task of this lab is to create basic implementations for a binary search tree and modify the basic implemented/provided functions.

Problem 1:

Proposed solution design and implementation:

Utilized the same methods from lab 1 for plotting the circle and creating a tree. However, the tree and branches methods were modified to the problem. The functions parameters were modified to read the BST. The draw\_tree function determines the directions in which the branches are generated based if the BST has a left or right node. And it automatically plots the circle corresponding to the current node.

Experimental Results:

Test: A = []

Result: No tree was generated

Test: A = [2]

Result: Only a node (circle) was created
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Test: A = [10,4,15,2,8,12,18,1,3,5,9,7]

Result: Tree was draw with draw with correct number of nodes and branches
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Problem 2:

Proposed solution design and implementation:

Came up with a similar approach but with a different design to the search function previously provided by the professor. The search function checks for the current node’s value and compares it to the search number. If the current node’s value is greater than the search number, then it searches the left node. Plus, if the current node’s value is less than the search number, then it searches on the right branch of the tree. Else, it returns the current node since it’s the number is neither less than or greater than the search key provided.

Experimental Results

Test: A = [], k = 2

Result: Returns -1, since node is not found

Test: A = [2], k = 2

Result: Returns the node’s value “2”

Test: A = [10,4,15,2,8,12,18,1,3,5,9,7], k = 2

Result: Returns the node’s value “2”

Test: A = [10,4,15,2,8,12,18,1,3,5,9,7], k = 100

Result: Returns -1

*Console output:*
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Problem 3:

Proposed solution design and implementation:

Came up with an algorithm that always obtains the middle node from the given sorted list. Using the middle index from the list, the function recursively calls the values less than the middle and the values more than the middle respectively. This allows for the method to obtain the middle index of the list from each set of range of numbers to create the new BST.

Experimental Results:

Test: B = []

Result: Returned none

Test: B = [1]

Result: Returned 1 to the BST and then printed its content in console “1”

Test: B = [1,2,3,4,5,6,7]

Result: Returned the list to the BST and then printed its contents “1 2 3 4 5 6 7”

*Console output:*

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGwAAAA/CAIAAACKHrrDAAAAAXNSR0IArs4c6QAAA+ZJREFUeF7tmzFy6jAQhs07C1AwnMA5AaShok1nSmjSUdKlMSXuaFPRBE4QTsBQxL4LT7JkW7ZlayUWEph1E2JLv7SfVisjtJ3L5eLRdR2Bf9dVp9qcAEFE8INfhZisXzqd2QHBjN+VqEFMDRMXnnlcFE+tkdhhlnW987JO7giWLSzKtQ88L9inN+LQ9/wwLj93/I9rSVlHBbtqmH0HtOypZSptM6IpRfY3I6DS4J/lVQBSbooRUG6IwnJg+HClVwmuRpO3HmZNAUf1zoNWgqj4YeaL3EQtROUmL1Cg0Xlck1Hl++oYFp9T2kK00j+Nj2RDA4QN8DJIEdeFJfk5edFYhqBxlLlkb+Dzu07xL/n6PAbLeTfV6s6XwfEcZ866GfFPTN0Q6EYbYfTy3HPrhFMgLUHknTz95BE5Ph/9QU8vy5+pAfNbGN+df3MbJjvchcnatNEkUC2xrm9XoQSx+zr1j4sP8c5xmI0jf/oqHEOgTdZvi6PQZ73MS9ZbZA7B5mO0y95euv2h2SbeerSSq2qyXkWNI2g28bAr+m4ufXWJ6pzPA76yNOfh3g/D8iKTNS+9srSKNKwY+vVGFta03rCstQRE1qn7xsSO7rsze99aDWI5Q68epucX0C4so81+uOhhv3E/L0ytJz6vubexzPUV5za9eVBVgogwcASRICIQQJAgTySICAQQJMgTCSICAQQJ8kSCiEAAQYI8kSAiEECQIE8kiAgEECTIEwkiAgEECfJEgohAAEGCPPEmEOWxMKdDDAgdekSJiieyH0vfvG3tENIjWnbHPlcgsqML9HOzNX6KidbI6hUIIkFEIIAgQZ6IALF0UlacRVWvex60hpxJ/Ztl6CwOgifSdCaICAQQJMgTCSICAQQJ8kSCiEAAQaLuieCtsCKV0pCNaJu3KIRb9+KUNE5TUQ4p70FLT5VeWp9WryVIsuwFSGocK2OdSQnKW+Q5bkFgSKiE9FBaBmpUk4hikcXhvBXGcqdErpjHM33yDDLj5Bj2RXpRw8VSkE7h9n1g1IEWOHwsvHArk92AlXgmUp4gB6iDsLDwNL9gIoA2oklnSO9zGkvy+oICIdDiLLWwNZiwzvnT/pfM4YZlQafc31sNqnRf923UYrIAMj/16dT6jCglQgC/tqe78M1l08fZzCyyYVu+g9sYL2UqGxDiLlTHYICeU1Os0f0mAYlL7TGPPVVE1PxiPUenCOoO0Z5gukkE4QIeRZkD3aapOAQAkDmjWsfedSus5jfNM0rZXgMRhEyFWoK/YX7KGGYIEQDK2nZoKwyw+pqKIKzOpiae/zlBRBhjgkgQEQggSJAnIkD8D4BmjLv8/nlcAAAAAElFTkSuQmCC)

Problem 4:

Proposed solution design and implementation:

Came up with a simple algorithm that recursively calls to the left most subtree and then shifts the right most branches. As the tree is being traversed the current nodes value is added to an array and returned when done with the tree traversal.

Experimental Results:

Test: T = []

Result: Nothing was returned

Test: T = [2]

Result: Returned the node’s value

Test: T = [10,4,15,2,8,12,18,1,3,5,9,7]

Result: Returned the trees values in sorted order

*Console output*:

![](data:image/png;base64,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)

Problem 5:

Proposed solution design and implementation:

Came up with 2 functions, in which one traverses through the list up to the leaf nodes. While the function is traversing the list, it calls the other function to perform the printing. The printLevel function prints the nodes from the current depth level by recursively calling the left subtrees and then the right subtrees

Experimental Results:

Test: T = []

Result: Nothing was returned

Test: T = [2]

Result: Returned the node’s value at depth 0

Test: T = [10,4,15,2,8,12,18,1,3,5,9,7]

Result: Returned the BST values from depth 0 to 4

*Console output*:

![](data:image/png;base64,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)

Appendix:

*# Course: 2302-001*

*# Author: Esteban Retana*

*# Assignment: Create the missing methods to draw,sort and traverse through the tree*

*# Instructor: Olac Fuentes*

*# TA: Anindita Nath*

*# Date of last modification:3/10/19*

*# Purpose: Practice basic binary search tree operations*

import numpy as np

import matplotlib.pyplot as plt

import math

class BST(object):

*# Constructor*

def \_\_init\_\_(self, item, left=None, right=None):

self.item = item

self.left = left

self.right = right

def Insert(T,newItem):

if T == None:

T = BST(newItem)

elif T.item > newItem:

T.left = Insert(T.left,newItem)

else:

T.right = Insert(T.right,newItem)

return T

def Delete(T,del\_item):

if T is not None:

if del\_item < T.item:

T.left = Delete(T.left,del\_item)

elif del\_item > T.item:

T.right = Delete(T.right,del\_item)

else: *# del\_item == T.item*

if T.left is None and T.right is None: *# T is a leaf, just remove it*

T = None

elif T.left is None: *# T has one child, replace it by existing child*

T = T.right

elif T.right is None:

T = T.left

else: *# T has two chldren. Replace T by its successor, delete successor*

m = Smallest(T.right)

T.item = m.item

T.right = Delete(T.right,m.item)

return T

def InOrder(T):

*# Prints items in BST in ascending order*

if T is not None:

InOrder(T.left)

print(T.item,end = ' ')

InOrder(T.right)

def InOrderD(T,space):

*# Prints items and structure of BST*

if T is not None:

InOrderD(T.right,space+' ')

print(space,T.item)

InOrderD(T.left,space+' ')

def SmallestL(T):

*# Returns smallest item in BST. Returns None if T is None*

if T is None:

return None

while T.left is not None:

T = T.left

return T

def Smallest(T):

*# Returns smallest item in BST. Error if T is None*

if T.left is None:

return T

else:

return Smallest(T.left)

def Largest(T):

if T.right is None:

return T

else:

return Largest(T.right)

def Find(T,k):

*# Returns the address of k in BST, or None if k is not in the tree*

if T is None or T.item == k:

return T

if T.item<k:

return Find(T.right,k)

return Find(T.left,k)

def FindAndPrint(T,k):

f = Find(T,k)

if f is not None:

print(f.item,'found')

else:

print(k,'not found')

*# My own methods*

*# Creates circle figure*

def circle(x,y,rad):

n = int(4\*rad\*math.pi)

t = np.linspace(0,6.3,n)

*# Coordinates*

a = x+rad\*np.sin(t)

b = y+rad\*np.cos(t)

return a,b

*# Create binary tree plot*

def draw\_tree(T,ax,x\_shift,x,y):

if T != None:

*# Create circle for middle node*

a,b = circle(x,y,10)

ax.plot(a,b,color='k')

ax.fill(a,b,'k',alpha=1)

ax.annotate(T.item, xy=(x,y), fontsize=10, color='001', ha="center", va="center")

*# Create left branch*

if T.left != None:

draw\_branch(T.left,ax,x\_shift,x,y)

draw\_tree(T.left,ax,x\_shift/2,x-x\_shift,y-80)

*# Create right branch*

if T.right != None:

draw\_branch(T.right,ax,-x\_shift,x,y)

draw\_tree(T.right,ax,x\_shift/2,x+x\_shift,y-80)

*# Create branch for tree*

def draw\_branch(item,ax,x\_shift,x,y):

q = np.array([[x,y],[x-x\_shift,y-80]])

ax.plot(q[:,0],q[:,1],color='k')

*# Search for Node with given integer element*

def Search(T,k):

while T != None:

*# Check left branch*

if T.item > k:

T = T.left

*# Check right branch*

elif T.item < k:

T = T.right

*# Found node*

else:

return T

return None

*# Convert Sorted Array list to BST*

def SortedToBST(B):

if not B:

return None

*# Obtain middle node*

mid = len(B) // 2

*# Create center node*

root = BST(B[mid])

*# Create subtree less than center*

root.left = SortedToBST(B[:mid])

*# Create subtree more than center*

root.right = SortedToBST(B[mid+1:])

return root

*# Have BST converted to sorted Array list*

def BSTToSorted(T,A):

if T != None:

BSTToSorted(T.left,A)

A += [T.item]

BSTToSorted(T.right,A)

return A

*# Check height of Tree*

def Height(T):

if T == None:

return 0

left = Height(T.left)

right = Height(T.right)

if left > right:

return left + 1

else:

return right + 1

*# Print all nodes to their depth level respectively*

def PrintWithDepth(T):

l = Height(T)

*# Traverse through each depth level*

for i in range(l):

print("Keys at depth",i,": ", end='')

PrintLevel(T,i)

print()

*# Print nodes at a depth*

def PrintLevel(T,i):

if T == None:

return

*# Print elements*

if i == 0:

print("%d " %(T.item), end='')

elif i > 0:

PrintLevel(T.left, i-1)

PrintLevel(T.right, i-1)

*# Code to test the functions above*

T = None

A = [10,4,15,2,8,12,18,1,3,5,9,7]

for a in A:

T = Insert(T,a)

*# InOrder(T)*

*# print()*

*# InOrderD(T,'')*

*# print()*

*# print(SmallestL(T).item)*

*# print(Smallest(T).item)*

*# FindAndPrint(T,40)*

*# FindAndPrint(T,110)*

*# Problem 1*

plt.close("all")

fig, ax = plt.subplots()

draw\_tree(T,ax,100,0,0)

ax.set\_aspect(1.0)

ax.axis('off')

plt.show()

fig.savefig('binarytree.png')

*# Problem 2*

print("Question 2")

print(Search(T,100).item)

*# Problem 3*

print("Question 3")

B = [1,2,3,4,5,6,7]

U = SortedToBST(B)

InOrder(U)

print()

*# Problem 4*

print("Question 4")

V = BSTToSorted(T,[])

for i in range(len(V)):

print(V[i],'', end='')

print()

*# Problem 5*

print("Question 5")

PrintWithDepth(T)

Academic Honesty:

I certify that this project is entirely my own work. I wrote, debugged, and tested the code being presented, performed the experiments, and wrote the report. I also certify that I did not share my code or report or provided inappropriate assistance to any student in the class.