Introduction: The task of this lab is to add more functionality to the program other than the basic B-tree operations such as insertion, search and display.

Problem 1:

Proposed solution design and implementation:

Most of the design was already provided, therefore, only some testing with different lengths of lists was performed.

Experimental Results:

Test: L = []

Result: Returned zero

Test: L = [30, 50, 10, 20, 60, 70]

Result: Returned 1

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, 115, 200]

Result: Returned 2

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, 115, 2, 45, 46, 47]

Result: Returned 2

*Console output*:
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Problem 2:

Proposed solution design and implementation:

Came up with a simple algorithm that traverses through the Tree through the access of each child branch with a for loop to iterate through each index. Then it recursively calls the right branches.

Additionally, if the Tree is empty then it should do nothing and if the traversal reaches the leaves of the Tree then it just adds the leaf’s values to the array being built.

Experimental Results:

Test: L = []

Result: Returned [10, 20, 30, 50, 60]

Test: L = [30, 50, 10, 20, 60, 70]

Result: Returned [10, 20, 30, 50, 60, 70]

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, 115, 200]

Result: Returned [1, 3, 4, 5, 10, 10, 11, 20, 20, 30, 30, 40, 50, 50, 60, 60, 70, 80, 90, 100, 105, 110, 115, 120, 200]

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, 115, 2, 45, 46, 47]

Result: Returned [1, 2, 3, 4, 5, 10, 10, 11, 20, 20, 30, 30, 40, 45, 46, 47, 50, 50, 60, 60, 70, 80, 90, 100, 105, 110, 115, 120]
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Problem 3:

Proposed solution design and implementation:

Thought about checking the height of the Tree versus the depth levels to search the minimum. If the level of depth to search is greater than the height of the Tree, then the function returns -1 since the depth level doesn’t exist. But if the depth level is zero, it returns the current depth leftmost node value. Else it recurses through the tree calling the leftmost child, which it eventually reaches the minimum value.

Experimental Results:

Test: L = [], depth = 1

Result: Returned -1 since List is empty

Test: L = [30, 50, 10, 20, 60, 70], depth = 1

Result: Returned 10

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, 115, 200], depth = 2

Result: Returned 1

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, 115, 2, 45, 46, 47], depth = 2

Result: Returned 1

*Console output:*

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG8AAABdCAIAAAAkFa+RAAAAAXNSR0IArs4c6QAABSdJREFUeF7tmz1II0EUx8crI6hgCi0SEUXu8MRGMIJWgmdzZZoQMIXgB9ooVgELIZV4jeIHpIgQbCyPg9yBVQQV0kgIiCRIkuYKD1Rw65vZGeOqye7s+iZk41sszPj2P+/99s2HL7Mtn7+OELyACHwC0kEZRgBpQuYB0mxamsFYYj+5uxyADLCuWpa5ObK2u5+kQYLGGd7YP1hVvvrRXoTnif1YqB5YW0zXdIpydvj2JLx+TIjx9/d6RuOcuI/PbWXeKyR5/+jywUJvfm9l80LyBodmpjRD0eQUSUViSS6u+zQXOaKIO07no0esLbD6Y6n97Bm3R7cs8QdAL/0Z8EZSplJ5aj8kPguXdWOmw9uf76Uf6Nif7OF2Wm5ncfucCYbI4VnHAm9nmsI9MwJUZ+xOPU2zkR7o7iSl62dfL/7ekpcgDAGEN/QsjsyHI/FL7yQfyIHV0FMjbWdhn2+tUJtUiTxm47rxPOfO23eymkGSgpv0CrP4JRlc2gjqf/UML1A0ekeab0JmxggN9Gg3acWJST0zo9nfXpPdmzwIfvGXUyIfM5un5da+MWHjHwibZU3tv4W+DXvKaTEbZDYPc4/+AW5d/MPHbCZd0Frbe2tLPE36U77iKc1r5ZfVKuTtklphR7u8xDfNFyv6M+XjjtOMS5VEu5NlR3vIv4tAZnNRT/9I/G68HuueGc3kVZl42vor8TBk5drR0SmMu67/LG5zy+Q6bzm5HZq1DdTYe19bq3OyllnsXNp4p2luHl0XSWViGlmbGWwtXfObvd36/iYUFUvHxVle802Lea2qZzd3hikxf6/RqcAi61/1Pu57zP52GnTw+5CneMUXRoWX+Q6Jr+ODIikqq22lUculCr3Tb9d0whaZuS1iWNBfLdaGtZ7J3rywpPGKvgxrumhhN1bbUbxlZNxO0KlWbEIUsiTEiqbeOd0eTpPKpkepP+4Wl6Jp3PfRSdDdEav0XpKmSheaSNtqh9REodYhFKQJCRlpIk1IApBamJsNQdP1dXJIik9ajnKT1j0TA3cvqmcqfHOfpgOawdj4w04klnZfsMo9dkDzOMpq4HhVIeCAJnKsScCKJi0XVWrAiajDKvqH4e/8/3T2vVjfjf7NF16CgFVuIig7BBzk5osqLOtLy1W+t7DTdRPaOqDZhBSgQsKRDkWS6SBNpAlJAFILcxNpQhKA1MLcRJqQBCC1ZPab+oELcXyS9/3qpIbyEymQEavUshrp1QrDhqOaJ0W/OKqp0knXaJvTrFYYHl2e8GuXv3g+Hv/MsvNZrglXsaPmNKsVhunJv8o5XX5GztOm2EnXyFuN9FqB8LonOxV/UiSdrglXsaOOaHoGlxba0uyMayzJjsj+U+yka+Tt0yw8PBLtcu/pTQg28B9cE65iR+3TZMeIPcMz/I2zkTV65LdwpthJ18hLvH1lfDFDFIaf95v6GeJ6vUTV8FRldu8NH0TDOGh/pDeM6w3oCNKEfChIE2lCEoDUwtxEmpAEILUwN+tNE48RyxK3yk08RixLktnZrxbbUf9otvarxR+NkJ14rUa6HS20RZqQOYA0kSYkAUgtZ9ViSA+aSQurxZBPE+dNpAlJAFILcxNpQhKA1MLcRJqQBCC1MDfrTROrxbLErXITq8WyJLFabIeUjC1Wi2UoydpYjXRZHbSzHunIyB4BzE17vMytkSYkTawW148mZE8fQQtHOuRTRppIE5IApBbmJtKEJACphbmJNCEJQGphbiJNSAKQWpibkDT/A4vi5VWfNunQAAAAAElFTkSuQmCC)

Problem 4:

Proposed solution design and implementation:

This function was very similar to the MinAtDepth function since it obtains the same functionality but only finding the opposite, the maximum node’s value. Similarly checks the height of the Tree and determines if the depth level to search is valid, else it returns -1. When the depth level reaches 0 in recursion, it returns the rightmost item from the node, else it recursively traverses through the Tree and subtracts a depth level.

Experimental Results:

Test: L = [], depth = 1

Result: Returns -1 since List is empty

Test: L = [30, 50, 10, 20, 60, 70]

Result: Returned 70

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, 115, 200]

Result: Returned 200

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, 115, 2, 45, 46, 47]

Result: Returned 120

*Console output*:

![](data:image/png;base64,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)

Problem 5:

Proposed solution design and implementation:

Came up with a solution to the function by also obtaining the height of the Tree beforehand since any depth level greater than the height of the Tree is impossible to access, so it returns -1. Else, it recursively traverses through the Tree and subtracts one depth level. Once the depth level reaches zero it returns the length of the nodes at the provided depth level.

Experimental Results:

Test: L = [], depth = 1

Result: Returned -1 since list is empty

Test: L = [30, 50, 10, 20, 60, 70], depth = 1

Result: Returned 5

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, 115, 200], depth = 2

Result: Returned 20

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, 115, 2, 45, 46, 47], depth = 2

Result: Returned 21

*Console output*:

![](data:image/png;base64,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)

Problem 6:

Proposed solution design and implementation:

Came up with the exact same functionality for the PrintAtDepth from the NodesAtDepth function. However instead of finding out the length of the depth level provided, it prints all the nodes’ values. It checks if the depth level given is valid by comparing it to the height of the Tree, if valid then it recursively traverses through the Tree and until it reaches 0 for the depth level in recursion it prints the current nodes values.

Experimental Results:

Test: L = [], depth = 1

Result: Returned nothing, displayed nothing

Test: L = [30, 50, 10, 20, 60, 70], depth = 1

Result: Returned “10 20 50 60 70”

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, 115, 200], depth = 2

Result: Returned “1 3 4 5 10 11 20 20 30 40 50 60 60 80 90 105 110 115 120 200”

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, 115, 2, 45, 46, 47], depth = 2

Result: Returned “1 2 3 5 10 11 20 20 30 40 46 47 50 60 60 80 90 105 110 115 120”

*Console output*:

![](data:image/png;base64,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)

Problem 7:

Proposed solution design and implementation:

The method needed to refer back to the constructor’s property of “max\_items” since it needs to compare the length of each node other than the leaf nodes, to see if the node is a full node. However, if the Tree traversal reaches the leaf nodes then it returns 0.

Experimental Results:

Test: L = []

Result: Returned 0

Test: L = [30, 50, 10, 20, 60, 70]

Result: Returned 0

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, 115, 200]

Result: Returned 2

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, **109**, 115, 2, 45, 46, 47]

Result: Returned 1

*Console output*:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHsAAABhCAIAAAB56EnVAAAAAXNSR0IArs4c6QAABaZJREFUeF7tnU9IG08Ux6e/4woqNIf2kIhY5FeseBGMUE+Cv1x+x1xCoDkU/INeKp6EHoScxF4q/QMeWghePJYf5Cd4ipAKuYgEfkhEklx6sGAF9/yb2dkkGxv37TCPyca8xUM7+/b75n327exzxkwe/flimtFhkMAfBn2RK0GAiJvOAyJOxE0TMO2PcpyImyZg2l+ocjyZ/fIp92EtbhqCUX+PoHp8euPD6ynL6ZNd3l15/x2je+mtT3O/9hZ3Su1inPj8CJaXmbXPyxMDXgd2Ob3yHqP7Whr+xB3cV0fptweMef+t5ZJffA9xXVmf67nHBJOBdPnwJZ7azC2wfCabk50UWTO6mNnnt2H4eGlzX7TF19+tDhVbt0Q+DbVmbJ5HhNW5VIXbT0qjxuEYCx3Z3rqW/8fJemno5j4XTLGvxeFl2S403e75keQ6s9cf32yfdBk3d+83jsefPma181Y8Jz+uWDssT//TW87TkFlKZ/ZOI/Of18XkQXw91Wjk7QLN95033CZfY7dne47xksw72b57ZnskOdz5iGu2d8omVreSzllrapnjcxzZ0TnHkf8RX58dqRXDgBsg/mzoXr6/RZh8Hqvn3We2tH1cHxibdW1i42mISOfzqb+mrHrBHetL21/Lt7FxaVk9lNlaKlzYA0OjkHzy70l2+k/3xxPZT6hWiTwJVDnMPImwaIJXGvJnISrVeebma267zHq1w76pqF3QwVokuH1ZCMF4AhPP/Vdn1uCzZhQCa/1+AnxIdUYJ+dOoCnJvZcvR1eRrZehe72ODbYVH0DvBE9yqHuOUWEF9+tr55vj+eZU1B8rpjVcTA7VzqRZ56iRsatN93Z0UK3Y04Y6zHR1eXnuG6Movmw87wNNzx/vL6O3Zv6oxOwle/ua85ENyQPW4t6ptVhHNRrucvxhN/F6rMPFiXNxhrVqeh9tWhHhqGNF+2WbZMvbUKu7l4sJOlVInnk4/rw7dsqpHiDvdDE8xGxJqOt2ActzVbuUaH5R1/NG1AYkTKDQCUHWI5oiEXAJE3HQqEHEibpqAaX+U46aJg7XKnV9VwjIfZJoTnj8gxz1zsEfVmDsHi+e9H5V8ic+szcXsxjznwbczMRnSj5BQY/YlzqfrmvOcctLKGkT13o9iAd6cfD5ITHnz5bejKnvcj5BQY4aIWxOry4MFMcGdzYn58Z+o3vtRzJf4xc0ts08/NpZuxSBz04+QUGP2JS7WGaypV/JPdqY3+JrARRHVez+KKdTjziLDnb/p6UdkmjGDxDX16fK7BKA3JxHDJkDEsYlCekQcIoR9nohjE4X0iDhECPs8EccmCukRcYgQ9nmwHqcVCWTktCKBDBSUoxUJEBGyAa1IIAMF5QK8OWlFAqSoYgARpxUJFZpBbGlFIgglTBtakcCkGURLoR6nFYkgQEEbkDioQAZqBKA3p5oaWcMEiDjMCNeCiOPyhNWIOMwI14KI4/KE1Yg4zAjXgojj8oTVoHrc8ynxasg+bg0HF0oL/xznux+MVsTeMUvpw/rIwruNmVAG0VOd8ide2l5p7HQkdoKwhsd6KrhQdpbGcdO3JSjx9JbYFy9UG5WYRoXkLxBxvlFbgm+DhbTZIVLPe1UGJu7si8dan5To1UjD0m+AeAN3KHYKDAszvX741+OeTZOkm3BsRKoXcpevhn4D6nL3HqB7eBx/gEF3NSQibho/ESfipgmY9kc5TsRNEzDtj3I8jMT74gs1jIGHcpx/scGX8eu2re+N9e1hOvInnsy+vNnNZAsPM/buROVP/GCTZmix7ws0qmD7Iz0ibjoHiDgRN03AtL8A3zLm/VIgWpHQvkG0IqGNUFGAxnFFYNrmRFwboaIAEVcEpm1OxLURKgoQcUVg2uZEXBuhogARVwSmbU7EtREqChBxRWDa5kRcG6GiABFXBKZt/j/F6ftUkAop7wAAAABJRU5ErkJggg==)

Problem 8:

Proposed solution design and implementation:

Came up with a similar approach to the FullNodes function, except it only compares the length of each leaf node once it reaches that depth level. Else it recursively traverses through the Tree up the leaf nodes.

Experimental Results:

Test: L = []

Result: Returned 0

Test: L = [30, 50, 10, 20, 60, 70]

Result: Returned 0

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, 115, 200]

Result: Returned 2

Test: L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5, 105, **109**, 115, 2, 45, 46, 47]

Result: Returned 1

*Console output*:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG4AAABeCAIAAABNQ7YBAAAAAXNSR0IArs4c6QAABYxJREFUeF7tnc1LG1sUwG8fXU1AhWbRLhIRi7T4JBshCu1KaPMPuAkD9YFQI7qpuAp0IWQldlOpCl0oBDdZlkIayCoFK7gRCa9IgiTZvIUFn+Cs3/2YJGOdm5zJO0nTyRmy8ebMuef87pl7bk5yr/ee/DnN6MIg8AeGEtIhCBBKtDgglIQSjQCaoj6JyvnU/m76w+oMml+/QFELlNPrH3bT3ENUJ82N3b21HqwZ5NjYr6TZE7A6lJzjYuQyby4smQsfT9nkysZ8N+3JJHlHy++/4fTBjZ9jOW65eGWroVh3jbeNvu9ufPxlxKhl32bkuyebB7N7iVnGLjjfka9LyUPROrP2bmX4yBQykrshZat52cIvRyOrZRdSJS4/pYQW0/uLDWGhR7U37+V/8LCaG1XGWcVtQZkrjLODo5GEahc60+7Wj40Y1lXZfq/0r8WGcYaotRb3qJx59IBVz5uGHv9zyRQFl8vccMRvcE49vzNr8XpQ89AQPn/beiNjhN2cfVTxoqCr9u0zy6FahFXQFnM+E0YkMXu1Ix8UK/RcO1Fk/q5ySflcR1f/mjIq39XodvdyR/l4WAvujjnzT8OO+P1aC4zz+JVXeKLDSUo+E4WtE6mFPxPFm/CEUlnJvdk8Fo2FshUYHtOxSb9dMnMsxufKxFhpx36Muguy1RI9+BCUT6MPgywkjFavFyFlMY81MUnJxk7yjHVd+h+u8+SWfna9zQM/9yOS6MgA7727R2X6e40ZQ48b6gSvml45n7bsOV48tsvvlaQIDdGev5xa9EzT2fv4UMCTY9HV52Hr9EAmscOUmasFpl56UtCZsCaDH55XWGMyml5/NRmonqsOgo/kUiaetHPF8VHJap0iL64c0yBPAnwGaBPvP/X+LHRz9sWje8bIuH2H+STErGuPt3cifk9bGYqu7iUm7XBo5NZGo1XMlsdidzM4E1nl9RZr5nRu1a3U/FO6F6sCO/sr+21hRwa3W8SNbusHN7fjycZUU18AdELH0z16lFINn3RirLG+8aR54ITboHSu7/jEN3B4vDjcFqUXZYMt2yflDD8MAqFEG0VCSSjRCKApoqhEQ9kig7uWztA69p8ibVQ6Smf5StgunfnPf0SPNChVReCzKvNlPp2JD86IvfpSlQYlL8ZYFwVRGaxXLowhX/qP6FTLtMOLF6IEybIL+Qp7gNirL1XpURqTK4mhgig4ptKiXvnDl/4jOqVBWb6+YdbpTv17KPG896Lkh+hY71VpUIqCrhF5pb7jn17nxdfyUe+N+716BK0rZTVXfWlFl5YAFdnQgoM+OBJKNAJoiigqCSUaATRFFJWEEo0AmiKKSjSUoCX67Z9XoPXtM0VU+kUbUCr9dhsllX69E6bSr3dmmjuo9NttlFT69U6YSr/emWnuAK0rqfQL4U2lXwglkAx9cARhgggRSgglkAyhBGGCCBFKCCWQDKEEYYIIEUoIJZAMoQRhggiBNuZVcj3aBwyxuG9ldFHJt4iKndRi62yuNvri3Xq0b13oF8N0KE82l9Umdr4PmO/CbW5k7RfD+88OmivRxqQ9SnNjbtQqfpJHj9DVgkAblPy4lRg/GgPt2Bo/j0UrlPLYGtb87a+fOSD4pkVZ51hPPgh9+VyFbl3pOG9BEbCKjfNFfI6kU/eo9NspuTv3tc/gaF35XRGhRBthQkko0QigKaKoJJRoBNAUUVT2CKUfTjNGQ9VOkT4q+Qlx+xNXtw47badssN/XoZxPiaM0U4XBpuPJex3KTJIKa55A0v+Q8IirlThlcDSYhJJQohFAU6SrVzrP2qfSLwg3lX5BmCBCNFdCKIFkCCUIE0SIUEIogWQIJQgTRIhQQiiBZAglCBNEiFBCKIFkCCUIE0SIUEIogWQIJQgTROg/JlYMEGLeEwsAAAAASUVORK5CYII=)

Appendix:

*# Course: 2302-001*

*# Author: Esteban Retana*

*# Assignment:*

*# Instructor: Olac Fuentes*

*# TA: Anindita Nath*

*# Date of last modification:3/27/19*

*# Purpose:*

class BTree(object):

*# Constructor*

def \_\_init\_\_(self,item=[],child=[],isLeaf=True,max\_items=5):

self.item = item

self.child = child

self.isLeaf = isLeaf

if max\_items <3: *#max\_items must be odd and greater or equal to 3*

max\_items = 3

if max\_items%2 == 0: *#max\_items must be odd and greater or equal to 3*

max\_items +=1

self.max\_items = max\_items

def FindChild(T,k):

*# Determines value of c, such that k must be in subtree T.child[c], if k is in the BTree*

for i in range(len(T.item)):

if k < T.item[i]:

return i

return len(T.item)

def InsertInternal(T,i):

*# T cannot be Full*

if T.isLeaf:

InsertLeaf(T,i)

else:

k = FindChild(T,i)

if IsFull(T.child[k]):

m, l, r = Split(T.child[k])

T.item.insert(k,m)

T.child[k] = l

T.child.insert(k+1,r)

k = FindChild(T,i)

InsertInternal(T.child[k],i)

def Split(T):

*#print('Splitting')*

*#PrintNode(T)*

mid = T.max\_items//2

if T.isLeaf:

leftChild = BTree(T.item[:mid])

rightChild = BTree(T.item[mid+1:])

else:

leftChild = BTree(T.item[:mid],T.child[:mid+1],T.isLeaf)

rightChild = BTree(T.item[mid+1:],T.child[mid+1:],T.isLeaf)

return T.item[mid], leftChild, rightChild

def InsertLeaf(T,i):

T.item.append(i)

T.item.sort()

def IsFull(T):

return len(T.item) >= T.max\_items

def Insert(T,i):

if not IsFull(T):

InsertInternal(T,i)

else:

m, l, r = Split(T)

T.item =[m]

T.child = [l,r]

T.isLeaf = False

k = FindChild(T,i)

InsertInternal(T.child[k],i)

def height(T):

if T.isLeaf:

return 0

return 1 + height(T.child[0])

def Search(T,k):

*# Returns node where k is, or None if k is not in the tree*

if k in T.item:

return T

if T.isLeaf:

return None

return Search(T.child[FindChild(T,k)],k)

def Print(T):

*# Prints items in tree in ascending order*

if T.isLeaf:

for t in T.item:

print(t,end=' ')

else:

for i in range(len(T.item)):

Print(T.child[i])

print(T.item[i],end=' ')

Print(T.child[len(T.item)])

def PrintD(T,space):

*# Prints items and structure of B-tree*

if T.isLeaf:

for i in range(len(T.item)-1,-1,-1):

print(space,T.item[i])

else:

PrintD(T.child[len(T.item)],space+' ')

for i in range(len(T.item)-1,-1,-1):

print(space,T.item[i])

PrintD(T.child[i],space+' ')

def SearchAndPrint(T,k):

node = Search(T,k)

if node is None:

print(k,'not found')

else:

print(k,'found',end=' ')

print('node contents:',node.item)

*# Converts BTree to sorted array list*

def BTreeToSorted(T):

if T == None:

return

t = []

if T.isLeaf:

return T.item

else:

for i in range(len(T.item)):

t += BTreeToSorted(T.child[i]) + [T.item[i]]

t += BTreeToSorted(T.child[len(T.item)])

return t

*# Finds out the minimum node at a depth level*

def MinAtDepth(T,k):

*# Find out if given depth is possible to search*

h = height(T)

if k > h:

return -1

*# Returns smallest item in depth*

if k == 0:

return T.item[0]

else:

return MinAtDepth(T.child[0],k-1)

*# Finds out the max value from a certain depth level*

def MaxAtDepth(T,k):

*# Find out if given depth is possible to search*

h = height(T)

if k > h:

return -1

*# Returns largest item in depth*

if k == 0:

return T.item[len(T.item)-1]

else:

return MaxAtDepth(T.child[len(T.item)],k-1)

*# Determiness the amount of nodes at a depth level*

def NodesAtDepth(T,k):

t = 0

*# Find out if given depth is possible to search*

h = height(T)

if k > h:

return -1

*# Stop at one depth before the given value to sum the lengths of all childs*

if k >= 1:

for i in range(len(T.item)):

t += NodesAtDepth(T.child[i], k-1)

t += NodesAtDepth(T.child[len(T.item)],k-1)

*# Returns the length of node*

if k == 0:

return len(T.item)

return t

*# Prints all nodes values at a certain depth level*

def PrintAtDepth(T,k):

h = height(T)

if k > h:

return

if k >= 1:

for i in range(len(T.item)):

PrintAtDepth(T.child[i],k-1)

PrintAtDepth(T.child[len(T.item)],k-1)

if k == 0:

for i in range(len(T.item)):

print(T.item[i], end=' ')

*# Finds out the total number of full nodes*

def FullNodes(T):

t = 0

if T.max\_items == len(T.item):

return 1

if T.isLeaf:

return 0

else:

for i in range(len(T.item)):

t += FullNodes(T.child[i])

t += FullNodes(T.child[len(T.item)])

return t

*# Finds out the toal number of full leaf nodes*

def FullLeafs(T):

t = 0

if T.isLeaf:

if T.max\_items == len(T.item):

return 1

else:

for i in range(len(T.item)):

t += FullLeafs(T.child[i])

t += FullLeafs(T.child[len(T.item)])

return t

*# def FindDepth(T,k):*

*# if*

*# L = []*

*# for i in range(100):*

*# L[i] = i + 1*

*# print(L)*

*# No full nodes*

M = [30, 50, 10, 20, 60, 70]

*# Top full node*

N = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11 , 3, 4, 5,105, 115, 200]

*# full leaft*

O = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11 , 3, 4, 5, 105, 109, 115, 2, 45, 46, 47]

T = BTree([])

U = BTree()

V = BTree()

W = BTree()

*# for i in L:*

*# Insert(T,i)*

for i in M:

*# print('Inserting',i)*

Insert(U,i)

*# PrintD(W,'')*

*# Print(T)*

*# print('\n####################################')*

for i in N:

*# print('Inserting',i)*

Insert(V,i)

*# PrintD(W,'')*

*# Print(T)*

*# print('\n####################################')*

for i in O:

*# print('Inserting',i)*

Insert(W,i)

*# PrintD(W,'')*

*# Print(T)*

*# print('\n####################################')*

*# SearchAndPrint(T,60)*

*# SearchAndPrint(T,200)*

*# SearchAndPrint(T,25)*

*# SearchAndPrint(T,20)*

*# Question 1*

print("Question 1")

print(height(T))

print(height(U))

print(height(V))

print(height(W))

*# Question 2*

print("Question 2")

print(BTreeToSorted(T))

print(BTreeToSorted(U))

print(BTreeToSorted(V))

print(BTreeToSorted(W))

*# Question 3*

print("Question 3")

print(MinAtDepth(T,1))

print(MinAtDepth(U,1))

print(MinAtDepth(V,2))

print(MinAtDepth(W,2))

*# Question 4*

print("Question 4")

print(MaxAtDepth(T,1))

print(MaxAtDepth(U,1))

print(MaxAtDepth(V,2))

print(MaxAtDepth(W,2))

*# Question 5*

print("Question 5")

print(NodesAtDepth(T,1))

print(NodesAtDepth(U,1))

print(NodesAtDepth(V,2))

print(NodesAtDepth(W,2))

*# Question 6*

print("Question 6")

PrintAtDepth(T,1)

print()

PrintAtDepth(U,1)

print()

PrintAtDepth(V,2)

print()

PrintAtDepth(W,2)

*# Question 7*

print("Question 7")

print(FullNodes(T))

print(FullNodes(U))

print(FullNodes(V))

print(FullNodes(W))

*# Question 8*

print("Question 8")

print(FullLeafs(T))

print(FullLeafs(U))

print(FullLeafs(V))

print(FullLeafs(W))

*# Question 9*

*# print("Question 9")*
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