**Google三大论文读后感**

**——18301092 陈佳林**

Google的三驾马车：Google fs，Mapreduce 和 Bigtable, 这三个产品Google并没有公布相关源码，但是发布了这三个产品的详细设计论文。Yahoo资助的Hadoop也有按照这三篇论文的开源Java实现:Hadoop对应Mapreduce, Hadoop Distributed File System (HDFS)对应Google fs, Hbase对应Bigtable。不过在性能上Hadoop比Google要差很多。

**PART I Bigtable**

Bigtable是一个管理结构化数据的分布式存储系统，它被设计用来处理海量数据。Bigtable的设计目的是可靠地适应PB级别的数据和成千上万台机器。Bigtable已经实现了下面的几个目标：广泛的适用性、可扩展、高性能和高可用性。

在很多方面，Bigtable和数据库很类似：它使用了很多数据库的实现策略。并行数据库和内存数据库已经具备可扩展性和高性能，但是Bigtable提供了一个和这些系统完全不同的接口。

Bigtable不支持完整的关系数据模型；与之相反，Bigtable为客户提供了简单的数据模型，利用这个模型，客户可以动态控制数据的布局和格式，也就是对BigTable而言，数据是没有格式的，用数据库领域的术语说，就是数据没有Schema，用户自己去定义Schema，用户也可以自己推测在底层存储中展示的数据的位置属性，比如具有相同前缀的数据存放的位置接近，在读取的时候可以将这些数据一次性读出来。数据用行和列的名字进行索引，名字可以是任意的字符串。虽然客户程序通常会在把各种结构化或半结构化的数据串行化到字符串里，Bigtable同样将数据视为未经解析的字符串。通过仔细选择数据的模式，客户可以控制数据的位置。最后，可以通过BigTable的模式参数动态地控制数据读或写。

Bigtable是一个稀疏的、分布式的、持久化存储的多维度排序Map，Map由行关键字、列关键字以及时间戳索引；Map中的每个value都是一个未经解析的字节数组。

![](data:image/png;base64,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)

表中的行关键字是任意字符串，在单一行关键字下的每一个读或者写操作都是原子的（不管在这一行里被读或者写的不同列的数目），这个设计决策能够使用户很容易地推测（reason about）对同一个行进行并发更新操作时的系统行为。

Bigtable通过行关键字的字典顺序来维护数据。表中一定范围内的行被动态分区。每个分区叫做一个”Tablet”，Tablet是数据分布和负载均衡的单位。这样做的结果是，读取一定范围内的少数行很高效，并且往往只需要跟少数机器通信。用户可以通过选择他们的行关键字来开发这种特性，这样可以为他们的数据访问获得好的本地性。

列关键字组成的集合叫做“列族“，列族构成了访问控制的基本单位。存放在同一列族下的所有数据通常都属于同一个类型（我们把同一个列族下的数据压缩在一起）。列族必须先创建，然后才能在列族中任何的列关键字下存放数据；列族创建后，其中的任何一个列关键字下都可以存放数据。我们的意图是，一张表中不同列族的数目要小（最多几百个），并且列族在操作中很少改变。与此相反，一张表可以有无限多个列。

列关键字的命名语法如下：列族：限定词。访问控制、磁盘和内存的计数都是在列族层面进行的。上述的控制权限能帮助我们管理不同类型的应用：一些应用可以添加新的基本数据、一些可以读取基本数据并创建派生的列族、一些则只允许浏览现存数据（甚至可能因为隐私的原因不能浏览所有现存列族）。

在Bigtable中，每一个数据项都可以包含同一数据的不同版本；这些版本通过时间戳来索引。Bigtable时间戳是64位整型数。时间戳可由Bigtable指定，这种情况下时间戳代表精确到毫秒的“实时”时间，或者该值由库户程序明确指定。需要避免冲突的程序必须自己生成一个唯一的时间戳。数据项中不同版本按照时间戳倒序排列，所以最新的版本可以被先读到。

Bigtable提供了建立和删除表以及列族的API函数。Bigtable还提供了修改集群、表和列族的元数据的API，比如修改访问权限。

Bigtable是建立在一些其他Google基础架构之上的。BigTable使用Google分布式文件系统(GFS)存储日志和数据文件。BigTable集群往往运行在一个共享的机器池中，池中的机器还会运行其它各种各样的分布式应用程序，BigTable的进程经常要和其它应用的进程共享机器。BigTable依赖集群管理系统在共享机器上调度作业、管理资源、处理机器的故障、以及监视机器的状态。

BigTable数据在内部使用Google SSTable文件格式存储。SSTable提供一个从键（key）到值（value）的持久化的、已排序、不可更改的映射（Map），这里的key和value 的都是任意的字节（Byte）串。对SSTable提供了如下操作：查询与一个指定key值相关的value，或者遍历指定key值范围内的所有键值对。从内部看，SSTable是一连串的数据块（通常每个块的大小是64KB，但是这个大小是可以配置的）。SSTable使用块索引（通常存储在SSTable 的最后）来定位数据块；在打开SSTable的时候，索引被加载到内存。一次查找可以通过一次磁盘搜索完成：首先执行二分查找在内存索引里找到合适数据块的位置，然后在从硬盘中读取合适的数据块。也可以选择把整个SSTable都映射到内存中，这样就可以在不用访问硬盘的情况下执行查询搜索了。

BigTable还依赖一个高可用的、持久化的分布式锁服务组件，叫做Chubby。一个Chubby服务包括了5 个活动的副本，其中一个副本被选为Master，并且积极处理请求。只有在大多数副本正常运行，并且彼此之间能够互相通信的情况下，Chubby服务才是可用的。当有副本失效的时候，出现故障时Chubby使用Paxos算法保证副本的一致性。Chubby提供了一个名字空间，里面包括了目录和小文件。每个目录或者文件可以当成一个锁使用，对文件的读写操作都是原子的。Chubby客户程序库提供对Chubby文件的一致性缓存。每个Chubby客户程序都维护一个与Chubby服务的会话。如果客户程序不能在租约到期的时间内重新签订会话租约，这个会话就过期失效了。当一个客户会话失效时，它拥有的锁和打开的文件句柄都失效了。Chubby客户程序可以在Chubby文件和目录上注册回调函数，当文件或目录改变、或者会话过期时，回调函数会通知客户程序。

Bigtable使用Chubby完成以下各种任务：保证在任意时间最多只有一个活动的Master；存储BigTable数据的引导程序的位置；发现tablet服务器，以及在Tablet服务器失效时进行善后；存储BigTable的模式信息（每张表的列族信息）；以及存储访问控制列表。如果Chubby长时间无法访问，BigTable就会失效。

Bigtable的实现有三个主要的组件：链接到每个客户程序的库、一个Master服务器和多个tablet服务器。在一个集群中可以动态地添加（或者删除）一个tablet服务器来适应工作负载的变化。

Master主要负责以下工作：为tablet服务器分配tablets，检测新加入的或者过期失效的tablet服务器、平衡tablet 服务器的负载、以及对GFS中的文件进行垃圾收集。除此之外，它还处理模式修改操作，例如建立表和列族。

每个Tablet服务器都管理一组tablet（通常每个tablet服务器有大约数十个至上千个tablet）。tablet服务器处理它所加载的tablet的读写操作，以及分割增长的过大的tablet。

和很多单主节点（Single-Master）类型的分布式存储系统类似，客户数据都不经过master服务器：客户程序直接和tablet服务器通信来进行读写操作。由于BigTable的客户程序不依赖master服务器来获取tablet的位置信息，大多数客户程序甚至完全不和master通信。因此，在实际应用中master的负载是很轻的。

一个BigTable集群存储了很多表，每个表包含了一组tablet，而每个tablet包含了某个范围内的行的所有相关数据。初始状态下，每个表只有一个tablet组成。随着表中数据的增长，它被自动分割成多个tablet，默认情况下每个tablet的大小大约是100MB到200MB。

我们使用一个三层的、类似于Ｂ+树的结构存储tablet的位置信息。

第一层是一个存储在Chubby中的文件，它包含了root tablet的位置信息。root tablet在一个特殊的元数据（METADATA）表包含了里所有的tablet的位置信息。每一个元数据tablet包含了一组用户tablet的位置信息。root tablet实际上只是元数据表的第一个tablet，只不过对它的处理比较特殊—root tablet永远不会被分割—这就保证了tablet的位置层次不会超过三层。

元数据表将每个tablet的位置信息存储在一个行关键字下，而这个行关键字是由tablet所在的表的标识符和tablet的最后一行编码而成的。每一个元数据行在内存中大约存储了1KB数据。在一个大小适中的、大小限制为128MB的元数据 tablet中，我们的三层结构位置信息模式足够寻址234（三层27+10\*27+10）个tablet（或者说在128M的元数据中可以存储261个字节）。

客户程序库会缓存tablet的位置信息。如果客户程序不知道一个tablet的位置信息，或者发现它缓存的地址信息不正确，那么客户程序就递归移动到tablet位置层次；如果客户端缓存是空的，那么寻址算法需要通过三次网络来回通信寻址，这其中包括了一次Chubby读操作。如果客户端缓存的地址信息过期了，那么寻址算法可能进行多达6次（其中的三次通信发现缓存过期，另外三次更新缓存数据）网络来回通信，因为过期缓存条目只有在没有查到数据（upon misses）的时候才能发现 (假设元数据tablet没有被频繁的移动）。尽管tablet的位置信息是存放在内存里的，所以不需访问GFS，但是，通常我们会通过预取tablet地址来进一步的减少访问开销：无论何时读取元数据表，都会为不止一个tablet读取元数据。

在元数据表中还存储了次级信息(secondary information)，包括与tablet有关的所有事件日志（例如，什么时候一个服务器开始为该tablet提供服务）。这些信息有助于排除故障和性能分析。

每个tablet一次分配给一个tablet服务器。master服务器记录活跃的tablet服务器、当前tablet到tablet服务器的分配、包括哪些tablet还没有被分配。当一个tablet还没有被分配、并且有一个tablet服务器有足够的空闲空间来装载该tablet并且可用，master通过给这个tablet服务器发送一个tablet装载请求分配该tablet。

BigTable使用Chubby跟踪记录tablet服务器。当一个tablet服务器启动时，它在一个指定的Chubby目录下建立一个有唯一名字的文件，并且获取该文件的独占锁。master监控着这个目录（服务器目录）。如果tablet服务器失去了Chubby上的独占锁—比如由于网络断开导致tablet服务器丢失Chubby会话—它就停止对tablet提供服务。（Chubby提供了一种高效的机制，利用这种机制，tablet服务器能够在不招致网络拥堵的情况下检查其是否还持有该锁）。只要该文件还存在，tablet服务器就会试图重新获得对该独占锁；如果文件不存在了，那么tablet服务器就永远不能再提供服务了，它会自行退出。只要tablet 服务器终止（比如，集群的管理系统将该tablet服务器的主机从集群中移除），它会尝试释放它持有的锁，以便master尽快重新分配它的tablet。

Master负责探测一个tablet服务器何时不再为它的tablet提供服务，并且尽快重新分配那些tablet。master通过轮询tablet服务器锁的状态来探测tablet服务器何时不再为tablet提供服务。如果一个tablet服务器报告它丢失了锁，或者master最近几次尝试都无法和该服务器通信，master就会尝试获取该tablet服务器文件的独占锁；如果master能够获取独占锁，那么就说明Chubby是正常运行的，而tablet 服务器要么是宕机了、要么是不能和Chubby通信了，因此，为了保证该tablet服务器不能再提供服，master就删除该tablet服务器在Chubby上的服务器文件。一旦服务器文件被删除了，master就把之前分配给该服务器的所有的tablet放入未分配的tablet集合中。为了确保Bigtable集群面对master和Chubby之间网络问题不那么脆弱，master在它的Chubby会话过期时会主动退出。但是不管怎样，如上所述，master的故障不会改变现有tablet到tablet服务器的分配。

当集群管理系统启动了一个master之后，master首先要了解当前tablet的分配状态，之后才能够修改它们。master在启动的时候执行以下步骤：（1）master在Chubby中获取一个唯一的master锁，用来阻止并发的master实例；（2）master扫描Chubby的服务器目录，获取寻找正在运行的服务器；（3）master和每一个正在运行的tablet服务器通信，搜寻哪些tablet已经分配到了tablet服务器中；（4）master服务器扫描元数据表获取tablet的集合。只要扫描发现了一个还没有分配的tablet，master就将这个tablet加入未分配的tablet 集合，该集合使该tablet有机会参与tablet分配。

有一种复杂情况是：元数据tablet还没有被分配之前是不能够扫描它的。因此，在开始扫描之前，如果在第三步中没有发现对root tablet的分配，master就把root tablet加入到未分配的tablet集合中。这个附加操作确保了root tablet会被分配。由于root tablet包括了所有元数据tablet的名字，master在扫描完root tablet以后才了解所有元数据信息。

现存tablet的集合只有在以下事件发生时才会改变：建立了一个新表或者删除了一个旧表、两个现存tablet合并组成一个大的tablet、或者一个现存tablet被分割成两个小的tablet。master可以跟踪这些改变，因为除了最后一个事件外的两个事件都是由它初始化的。tablet分割事件需要特殊处理，因为它是由tablet服务器初始化的。tablet服务器通过在元数据表中为新的tablet记录信息的方式提交分割操作。在分割操作提交之后tablet服务器会通知master。假如分割操作通知丢失（tablet服务器或者master宕机），master在请求tablet服务器装载已经被分割的tablet的时候会探测到一个新的tablet。由于在元数据tablet中发现的tablet条目只是列举了master请求加载的tablet的一部分，tablet服务器会通知master分割信息。

tablet的持久化状态信息保存在GFS上。更新操作提交到存储撤销(REDO)记录的提交日志中。在这些更新操作中，最近提交的那些存放在一个叫做memtable的排序的缓冲区中；较早的更新存放在一系列SSTable中。为了恢复一个tablet，tablet服务器在元数据表中读取它的元数据。这些元数据包含组成一个tablet的SSTable列表和一组还原点（redo points），这些点是指向包含tablet数据的任一提交日志的指针。tablet服务器把SSTable的索引读进内存，之后通过应用还原点之后提交的所有更新来重构memtable。

当写操作到达tablet服务器时，tablet服务器首先要检查这个操作格式是否正确、发送者是否有执行这个改变的权限。权限验证是通过从一个Chubby文件里读取具有写权限的操作者列表来进行的（这个文件几乎总会在Chubby客户缓存里命中）。有效的修改操作会记录在提交日志里。可以采用组提交方式来提高大量小的修改操作的吞吐量。当一个写操作提交后，它的内容被插入到memtable里面。

当读操作到达tablet服务器时，它同样会检查良构性和适当的权限。一个有效的读操作在一个由一系列SSTable和memtable合并的视图里执行。由于SSTable和memtable是按字典排序的数据结构，因此可以高效生成合并视图。

当进行tablet的合并和分割时，引入（incoming）的读写操作能够继续进行。

随着写操作的执行，memtable的大小不断增加。当memtable的尺寸到达一个临界值的时候，这个memtable就会被冻结，然后创建一个新的memtable；被冻结住memtable会被转换成SSTable并写入GFS（我们称这种Compaction行为为Minor Compaction）。Minor Compaction过程有两个目的：一是收缩tablet服务器内存使用，二是在服务器灾难恢复过程中，减少必须从提交日志里读取的数据量。在Compaction过程中，引入（incoming）的读写操作仍能继续。

**PART II GFS**

GFS与传统的分布式文件系统有着很多相同的设计目标，比如，性能、可伸缩性、可靠性以及可用性。但是GFS和早期文件系统有明显的不同。在重新审视了传统文件系统在设计上的折衷选择，衍生出了完全不同的设计思路。

首先，组件失效被认为是常态事件，而不是意外事件。GFS包括几百甚至几千台普通的廉价设备组装的存储机器，同时被相当数量的客户机访问。GFS组件的数量和质量导致在事实上，任何给定时间内都有可能发生某些组件无法工作，某些组件无法从它们目前的失效状态中恢复。造成组件失效的原因包括应用程序bug、操作系统的bug、人为失误，甚至还有硬盘、内存、连接器、网络以及电源失效等。所以，持续的监控、错误侦测、灾难冗余以及自动恢复的机制必须集成在GFS中。

其次，以通常的标准衡量，我们的文件非常巨大。数GB的文件非常普遍。每个文件通常都包含许多应用程序对象，比如web文档。当我们经常需要处理快速增长的、并且由数亿个对象构成的、数以TB的数据集时，采用管理数亿个KB大小的小文件的方式是非常不明智的，尽管有些文件系统支持这样的管理方式。因此，设计的假设条件和参数，比如I/O操作和Block的尺寸都需要重新考虑。

第三，绝大部分文件的修改是采用在文件尾部追加数据，而不是覆盖原有数据的方式。对文件的随机写入操作在实际中几乎不存在。一旦写完之后，对文件的操作就只有读，而且通常是按顺序读。大量的数据符合这些特性，比如：数据分析程序扫描的超大的数据集；正在运行的应用程序生成的连续的数据流；存档的数据；由一台机器生成、另外一台机器处理的中间数据，这些中间数据的处理可能是同时进行的、也可能是后续才处理的。对于这种针对海量文件的访问模式，客户端对数据块缓存是没有意义的，数据的追加操作是性能优化和原子性保证的主要考量因素。

第四，应用程序和文件系统API的协同设计提高了整个系统的灵活性。比如，我们放松了对GFS一致性模型的要求，这样就减轻了文件系统对应用程序的苛刻要求，大大简化了GFS的设计。我们引入了原子性的记录追加操作，从而保证多个客户端能够同时进行追加操作，不需要额外的同步操作来保证数据的一致性。本文后面还有对这些问题的细节的详细讨论。

一个GFS集群包含一个单独的Master节点、多台Chunk服务器，并且同时被多个客户端访问。所有的这些机器通常都是普通的Linux机器，运行着用户级别(user-level)的服务进程。我们可以很容易的把Chunk服务器和客户端都放在同一台机器上，前提是机器资源允许，并且我们能够接受不可靠的应用程序代码带来的稳定性降低的风险。

GFS存储的文件都被分割成固定大小的Chunk。在Chunk创建的时候，Master服务器会给每个Chunk分配一个不变的、全球唯一的64位的Chunk标识。Chunk服务器把Chunk以linux文件的形式保存在本地硬盘上，并且根据指定的Chunk标识和字节范围来读写块数据。出于可靠性的考虑，每个块都会复制到多个块服务器上。缺省情况下，我们使用3个存储复制节点，不过用户可以为不同的文件命名空间设定不同的复制级别。

Master节点管理所有的文件系统元数据。这些元数据包括名字空间、访问控制信息、文件和Chunk的映射信息、以及当前Chunk的位置信息。Master节点还管理着系统范围内的活动，比如，Chunk租用管理、orphaned chunks的回收、以及Chunk在Chunk服务器之间的迁移。Master节点使用心跳信息周期地和每个Chunk服务器通讯，发送指令到各个Chunk服务器并接收Chunk服务器的状态信息。

GFS客户端代码以库的形式被链接到客户程序里。客户端代码实现了GFS文件系统的API接口函数、应用程序与Master节点和Chunk服务器通讯、以及对数据进行读写操作。客户端和Master节点的通信只获取元数据，所有的数据操作都是由客户端直接和Chunk服务器进行交互的。我们不提供POSIX标准的API的功能，因此，GFS API调用不需要深入到Linux vnode级别。

无论是客户端还是Chunk服务器都不需要缓存文件数据。客户端缓存数据几乎没有什么用处，因为大部分程序要么以流的方式读取一个巨大文件，要么工作集太大根本无法被缓存。无需考虑缓存相关的问题也简化了客户端和整个系统的设计和实现。（不过，客户端会缓存元数据。）Chunk服务器不需要缓存文件数据的原因是，Chunk以本地文件的方式保存，Linux操作系统的文件系统缓存会把经常访问的数据缓存在内存中。

单一的Master节点的策略大大简化了我们的设计。单一的Master节点可以通过全局的信息精确定位Chunk的位置以及进行复制决策。另外，我们必须减少对Master节点的读写，避免Master节点成为系统的瓶颈。客户端并不通过Master节点读写文件数据。反之，客户端向Master节点询问它应该联系的Chunk服务器。客户端将这些元数据信息缓存一段时间，后续的操作将直接和Chunk服务器进行数据读写操作。

一次简单读取的流程如下。首先，客户端把文件名和程序指定的字节偏移，根据固定的Chunk大小，转换成文件的Chunk索引。然后，它把文件名和Chunk索引发送给Master节点。Master节点将相应的Chunk标识和副本的位置信息发还给客户端。客户端用文件名和Chunk索引作为key缓存这些信息。之后客户端发送请求到其中的一个副本处，一般会选择最近的。请求信息包含了Chunk的标识和字节范围。在对这个Chunk的后续读取操作中，客户端不必再和Master节点通讯了，除非缓存的元数据信息过期或者文件被重新打开。实际上，客户端通常会在一次请求中查询多个Chunk信息，Master节点的回应也可能包含了紧跟着这些被请求的Chunk后面的Chunk的信息。在实际应用中，这些额外的信息在没有任何代价的情况下，避免了客户端和Master节点未来可能会发生的几次通讯。

Chunk选择了64MB大小，这个尺寸远远大于一般文件系统的Block size。每个Chunk的副本都以普通Linux文件的形式保存在Chunk服务器上，只有在需要的时候才扩大。惰性空间分配策略避免了因内部碎片造成的空间浪费，内部碎片或许是对选择这么大的Chunk尺寸最具争议一点。

选择较大的Chunk尺寸有几个重要的优点。首先，它减少了客户端和Master节点通讯的需求，因为只需要一次和Mater节点的通信就可以获取Chunk的位置信息，之后就可以对同一个Chunk进行多次的读写操作。这种方式对降低我们的工作负载来说效果显著，因为我们的应用程序通常是连续读写大文件。即使是小规模的随机读取，采用较大的Chunk尺寸也带来明显的好处，客户端可以轻松的缓存一个数TB的工作数据集所有的Chunk位置信息。其次，采用较大的Chunk尺寸，客户端能够对一个块进行多次操作，这样就可以通过与Chunk服务器保持较长时间的TCP连接来减少网络负载。第三，选用较大的Chunk尺寸减少了Master节点需要保存的元数据的数量。这就允许我们把元数据全部放在内存中。

另一方面，即使配合惰性空间分配，采用较大的Chunk尺寸也有其缺陷。小文件包含较少的Chunk，甚至只有一个Chunk。当有许多的客户端对同一个小文件进行多次的访问时，存储这些Chunk的Chunk服务器就会变成热点。一个可能的长效解决方案是，在这种的情况下，允许客户端从其它客户端读取数据。

因为元数据保存在内存中，所以Master服务器的操作速度非常快。并且，Master服务器可以在后台简单而高效的周期性扫描自己保存的全部状态信息。这种周期性的状态扫描也用于实现Chunk垃圾收集、在Chunk服务器失效的时重新复制数据、通过Chunk的迁移实现跨Chunk服务器的负载均衡以及磁盘使用状况统计等功能。

将元数据全部保存在内存中的方法有潜在问题：Chunk的数量以及整个系统的承载能力都受限于Master服务器所拥有的内存大小。但是在实际应用中，这并不是一个严重的问题。Master服务器只需要不到64个字节的元数据就能够管理一个64MB的Chunk。由于大多数文件都包含多个Chunk，因此绝大多数Chunk都是满的，除了文件的最后一个Chunk是部分填充的。同样的，每个文件的在命名空间中的数据大小通常在64字节以下，因为保存的文件名是用前缀压缩算法压缩过的。

Master服务器并不保存持久化保存哪个Chunk服务器存有指定Chunk的副本的信息。Master服务器只是在启动的时候轮询Chunk服务器以获取这些信息。Master服务器能够保证它持有的信息始终是最新的，因为它控制了所有的Chunk位置的分配，而且通过周期性的心跳信息监控Chunk服务器的状态。

操作日志包含了关键的元数据变更历史记录。这对GFS非常重要。这不仅仅是因为操作日志是元数据唯一的持久化存储记录，它也作为判断同步操作顺序的逻辑时间基线。文件和Chunk，连同它们的版本，都由它们创建的逻辑时间唯一的、永久的标识。

操作日志非常重要，我们必须确保日志文件的完整，确保只有在元数据的变化被持久化后，日志才对客户端是可见的。否则，即使Chunk本身没有出现任何问题，我们仍有可能丢失整个文件系统，或者丢失客户端最近的操作。所以，我们会把日志复制到多台远程机器，并且只有把相应的日志记录写入到本地以及远程机器的硬盘后，才会响应客户端的操作请求。Master服务器会收集多个日志记录后批量处理，以减少写入磁盘和复制对系统整体性能的影响。

Master服务器在灾难恢复时，通过重演操作日志把文件系统恢复到最近的状态。为了缩短Master启动的时间，我们必须使日志足够小。Master服务器在日志增长到一定量时对系统状态做一次Checkpoint，将所有的状态数据写入一个Checkpoint文件。在灾难恢复的时候，Master服务器就通过从磁盘上读取这个Checkpoint文件，以及重演Checkpoint之后的有限个日志文件就能够恢复系统。Checkpoint文件以压缩B-树形势的数据结构存储，可以直接映射到内存，在用于命名空间查询时无需额外的解析。这大大提高了恢复速度，增强了可用性。

由于创建一个Checkpoint文件需要一定的时间，所以Master服务器的内部状态被组织为一种格式，这种格式要确保在Checkpoint过程中不会阻塞正在进行的修改操作。Master服务器使用独立的线程切换到新的日志文件和创建新的Checkpoint文件。新的Checkpoint文件包括切换前所有的修改。对于一个包含数百万个文件的集群，创建一个Checkpoint文件需要1分钟左右的时间。创建完成后，Checkpoint文件会被写入在本地和远程的硬盘里。

Master服务器恢复只需要最新的Checkpoint文件和后续的日志文件。旧的Checkpoint文件和日志文件可以被删除，但是为了应对灾难性的故障，我们通常会多保存一些历史文件。Checkpoint失败不会对正确性产生任何影响，因为恢复功能的代码可以检测并跳过没有完成的Checkpoint文件。

GFS一致性保障机制。文件命名空间的修改（例如，文件创建）是原子性的。它们仅由Master节点的控制：命名空间锁提供了原子性和正确性的保障；Master节点的操作日志定义了这些操作在全局的顺序。

**PART III MapReduce**

MapReduce是一种处理海量数据的并行编程模型，用于大规模数据集(通常大于1TB)的并行计算。以这种编程模型所编写的程序可以自动地在集群上并行执行，封装了并行计算、容错处理、数据存储、任务调度、任务间通信等细节，用户只需专心于并行程序的编写。MapReduce适用于复杂度不高的海量数据搜索、挖掘和分析。

MapReduce编程模型。MapReduce输入一个键值对，输出另一个键值对，用户则通过编写Map函数和Reduce函数来指定所要进行的计算。

Map：接受一个键值对(key-value pair)，产生一组中间键值对。MapReduce会将Map函数产生的中间键值对传递给一个Reduce函数。

Reduce：接受一个键以及相关的一组值，将这组值进行合并产生一组规模更小的值(通常只有一个或零个值)。

在实现的过程中，Reduce函数使用Iterator读取中间结果，为了防止值过多，而无法全部放到内存中。

MapReduce执行过程。

（1）用户程序将输入文件切分为M个16～64MB之间的split，并在集群中创建程序副本。

（2）程序副本分为1个Master和多个Worker。Master选取空闲的Worker，并为其分配Map任务或Reduce任务。Master存储Map任务和Reduce任务的状态(空闲，工作中，完成)和worker机器(非空闲任务的机器)的标识。

（3）Mapper读取对应的split并解析为键值对，调用用户定义的map函数进行处理，将输出的中间结果键值对存储到内存中。

（4）Mapper将缓存的键值对通过Partition函数(通常为hash(key) mod R)划分为R个部分，并周期性地写入本地磁盘，同时将本地磁盘上中间结果的位置信息发送给Master。

（5）Master将收到的中间结果的位置信息发送给Reducer，Reducer通过RPC读取存储在Mapper本地磁盘上的中间结果。在读取完毕后，Reducer会根据key对中间结果进行排序。

（6）对每一个key和其对应的一组值，调用用户定义的Reduce函数进行处理，输出结果存储在对应的Reduce Partition文件中。

（7）当所有的Map任务和Reduce任务完成后，Master通知用户程序。

MapReduce容错机制。由于MapReduce很大程度上利用了由Google File System提供的分布式原子文件读写操作，所以容错机制简洁很多，主要集中在任务意外中断的恢复上。worker失效情况，Master会周期性地ping每一个Worker，如果某个Worker在一段时间内没有响应，Master就会认为这个Worker已经不可用，对其上分配的任务重新分配给其他Worker。master失效情况下Master会周期性地将集群的当前状态作为checkpoint写入到磁盘中。Master发生故障后，重新启动Master即可利用存储在磁盘中的最近的checkpoint进行恢复。

数据存储机制。由于网络带宽是一种相当匮乏的计算资源，MapReduce将数据存储在本地磁盘，由GFS进行管理。GFS把每一份文件划分为多个64MB的Chunk，通常情况下，每个Chunk会在不同的机器上保存三份副本。Master在调度Map任务时会考虑输入数据的位置信息，采取就近原则，即尽量将Map任务调度到包含相关输入数据副本的机器上执行。因而大部分输入数据可以从本地读取，消耗非常少的网络带宽。

负载均衡机制。Master将Map任务和Reduce任务划分为M和R个片段，M和R的数量应远大于集群中Worker的数量。每个Worker执行大量不同的任务有助于提高集群的动态负载均衡能力，并且加快故障恢复的速度。

备份任务机制。如果集群中某个Worker花了很长时间才完成最后几个Map任务或Reduce任务，导致MapReduce总执行时间延长，这样的Worker被称为落后者(Straggler)。MapReduce提供了备份任务机制来缓解这种情况。当MapReduce快要完成时，Master为剩下的正在运行的任务启动备份任务，将其分配给其他的空闲Worker来执行，并在其中一个Worker完成后将该任务视作已完成。通过备份任务机制，大大减少了MapReduce的执行时间。