***Path218 Post-Discussion 3 and Homework 3***

**A quick review of Dictionaries, Functions, Modules, and some VSG commands:**

A **Dictionary** is similar to a list, but where a list is indexed, or “keyed” by an integer, a dictionary can be keyed by other things, such as strings.

Dictionaries are not ordered like lists, but you can always generate an ordered list of keys (e.g., for looping through) with **sorted(D.keys())**

• **D={}** creates an empty dictionary.

• **D={‘key1’: 1, ‘key2’:2, ‘key3’:3}** creates a populated dictionary. D[‘key1’] will return 1.

• D[‘name’] = ‘entry’ adds the value ‘entry’ to the dictionary, under the key ‘name’.

• del D[‘name’] will delete the value ‘name’ from the dictionary.

• D.keys() returns a list of all the keys in D

• D.values() returns a list of all the values in D.

• D.has\_key(‘key1’) or key1 in D checks whether key1 is a key in D.

• for key in D: loops through all the keys in D

Functions:

• def foo(input1, input2): defines a function called foo that takes input1 and input2

• a return output command in the function specifies the output

• multiple outputs can be returned as a sequence (e.g. return output1, output2)

• from goo import foo imports the function foo from the module or file goo

• **import goo** imports all of the functions in a module or file goo

**The VSG Module:**

**(1) Import VSG\_Module: from VSG\_Module import \*** <VSG\_Module.py needs to be in same folder as your script>

**(2) Use** vline(), vrect(), vcircle(), vtext() with inputs to specify position, size, and color of shapes to draw:

Inputs that can be used to specify position: x1=*left edge*, x2=*right edge*, y1=*bottom edge*, y2=*top edge*, xc=*h-center*, yc=*v-center*

Inputs that can be used to specify size: r=*radius*, height=*height*, width=*width*, strokewidth=*line/border width*

Inputs that can be used to specify color:fill=*Color*, stroke=*Color***.** Some *Color* choices: black,blue,green,red,orange,gray,yellow

Example of creating a line: vline(x1=0, y1=0, x2=80, y2=80, stroke=red, strokewidth=10)

Example of creating a circle: vcircle(xc=20, yc=20, r=9, stroke=red, fill=black, strokewidth=3)

Example of creating a text: vtext(text='foo', xc=50, yc=15, font='times 12 Bold', stroke=blue)

**(3) Show drawing:** vdisplay()

**HW3 consists of Q1cd, Q2bcd, and Q3 below, and a request for a brief project description (Q4).**

**You're welcome to skip one of the first three problems (Q1,Q2,Q3) if time is limiting**

**But please provide at least a basic (non-binding) idea of what you might do as a project (Q4).**

**Due Monday 07/21/15@9:54pm. Rename as YourName\_PS3.doc and send to path218homework@gmail.com**

(Problems 1a, 1b and 2a were covered in section with some [slightly cleaned up] solutions provided below as templates for the remaining problems.)

**Question 1. Making a faster antisense routine**

**Start: an antisense program similar to last week's, but designed to work on long sequences**

from time import clock

F=open('ColiDH1.fa',mode='rU')

S=''

for L in F:

if L[0]!='>':

S+=L.strip()

F.close()

aS=''

counter=0

for c in S:

if c=='A':

aS='T'+aS

if c=='T':

aS='A'+aS

if c=='C':

aS='G'+aS

if c=='G':

aS='C'+aS

counter+=1

if counter % 100000==0:

print('base='+str(counter)+'\t'+'time='+str(clock()))

**1a1.** Examine time per operation as the loop progresses... how are we doing? **Slow**

**1a2.** A lot of typing involved with the "if" statements. Can we make this more concise with a dictionary?

from time import clock

F=open('ColiDH1.fa',mode='rU')

S=''

for L in F:

if L[0]!='>':

S+=L.strip()

F.close()

aS=''

counter=0

d={'A':'T','T':'A','G':'C','C':'G'}

for c in S:

if c in d:

aS=aS+d[c]

counter+=1

if counter % 50000==0:

print('base='+str(counter)+'\t'+'time='+str(clock()))

**1b.** Maybe the program is so slow because of the need to add each base to position zero of the aS string. Can we make this work by adding each base at the end, then reverse the string once this is complete?

from time import clock

F=open('ColiDH1.fa',mode='rU')

S=''

for L in F:

if L[0]!='>':

S+=L.strip()

F.close()

aS=''

counter=0

d={'A':'T','T':'A','G':'C','C':'G'}

for c in S:

if c in d:

aS=aS+d[c]

counter+=1

if counter % 50000==0:

print('base='+str(counter)+'\t'+'time='+str(clock()))

aS=aS[::-1] ## [::-1] returns every element in a string/list jumping by -1, quickly reversing the order

print('finished'+'\t'+'time='+str(clock()))

**1c.**  Another approach to a quick antisense transformation is to use the built in "replace" method that is an option for any given string. As we've done before, **S.replace('b','f')** returns a derivative of string S in which all "b" characters have been replaced by "f". You can make the Antisense operation even faster by using "Replace" methods.

Paste Your Code Here

Paste Your Output Here

**1d (optional).**  Anyone wanting to try for an even faster Antisense routine (in pure python) is welcome.

Paste Your Code Here

Paste Your Output Here

**Question 2. Looking for genes in E. coli**

**2a.** Of the 64 possible base triplets, three triplets (ATG, GTG, and TTG) predominantly specify initiation and three (TAA,TGA, and TAG) specify chain termination. We'll start by making a list of ORFS for the sense strand

**2ai.** Generate a list of all open reading frames (ORFs) in the first 100000 of E. coli.

F=open('ColiDH1.fa',mode='rU') ## Our Now-Standard code to read the Coli sequence into an array **S**

S=''

for L in F:

if L[0]!='>':

S+=L.strip()

F.close()

starts=['ATG','GTG','TTG'] ## The three common start triplets

stops=['TAA','TGA','TAG'] ## The three stop triplets

for i in range(100000): ## Iterate through the first 100000 bases of the sequence

if S[i:i+3] in starts: ## S[i:i+3] is the triplet starting at base i, if this triplet is in **starts**, then an ORF is (potentially) starting

for j in range(i,100000,3): ## This range() statement generates a list, starting at i, running to 100000, and counting by 3s

if S[j:j+3] in stops: ## The first j in that list where S[j:j+3] gives a stop codon will end the open reading frame

print(i,j) ## Print the starts and stops

break ## Also we need to break out of the "for j" loop, since the first stop will end the ORF

**2aii.** A problem is that some "apparent" ORFs may share the same stop codon (with the shorter ORFs being fragments of the larger). Make a list where only the largest ORF for each stop codon is listed. We'll also limit ourseleves to ORFs above 500base pairs.

• The need here is a way to keep track of what stop sites have already been used. One way to do this is with a dictionary, where stop sites are the keys and start sites the values. If a given stop site has already been "taken" with an earlier start site, it will turn up as "in" the dictionary. Here is some code

F=open('ColiDH1.fa',mode='rU')

S=''

for L in F:

if L[0]!='>':

S+=L.strip()

F.close()

starts=['ATG','GTG','TTG']

stops=['TAA','TGA','TAG']

ORFs={} ## Sets up a dictionary to hold pairs of stop codons (keys) and start sites (values) for sense open reading frame

## We could also use a pair of lists for this: one list being all (start,stop) pairs and one being all stop sites. But the Dictionary is faster to use.

for i in range(100000):

if S[i:i+3] in starts:

for j in range(i,100000,3):

if S[j:j+3] in stops:

if not(j in ORFs) and j-i>500: ##Only record the earliest start site 'i' for each stop site j, also require j-i>500

ORFs[j]=i ##If these conditions are met, enter key,value pair {j:i} into dictionary

break

for j in sorted(ORFs.keys()): ## Loop to print results: First, Iterate through every key in the dictionary

i=ORFs[j] ## Recover the start site, Given the key (stop site)

f=i%3 ## A "division by 3 remainder" operation with i gives the reading frame

print('Start='+str(i)+' Stop='+str(j)+' Frame=+'+str(f))

**Result**

Start=244 Stop=2797 Frame=+1

Start=2801 Stop=3731 Frame=+2

Start=3734 Stop=5018 Frame=+2

Start=7264 Stop=7771 Frame=+1

Start=8175 Stop=9189 Frame=+0

**etc...**

**2aiii.**Another use of the dictionary is to draw a map. We'll use the "community" VSG Module (introduced on Tuesday) to make the drawing happen.

F=open('ColiDH1.fa',mode='rU')

S=''

for L in F:

if L[0]!='>':

S+=L.strip()

F.close()

starts=['ATG','GTG','TTG']

stops=['TAA','TGA','TAG']

ORFs={}

for i in range(100000):

if S[i:i+3] in starts:

for j in range(i,100000,3):

if S[j:j+3] in stops:

if not(j in ORFs) and j-i>500:

ORFs[j]=i

break

from VSG\_Module import \* ## Import the **VSG** module (which we'll use to make a graphic of ORFs in each frame)

for j in sorted(ORFs.keys()):

i=ORFs[j]

frame=i%3

vline(x1=i/100,x2=j/100,y1=frame\*10,y2=frame\*10,strokewidth=10,stroke=blue)

## Horizontal line from x=i to x=j (scale 1:100, so all x values divided by 100). Vertical position based on reading frame, with y=10\*frame

vdisplay() ## Display the drawing in the browser

Result: (Pasted in as a screenshot):
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We can also add a bit to the code to draw a simple scale with numbers and a "main" genome line

(see Tuesday's lecture notes for more info on VSG's vline() and vtext() methods)

vline(x1=0,x2=1000,y1=-10,y2=-10,strokewidth=10,stroke=red)##Simple red line representing 0-100kb of DH1 (1:100 scale)

for j in range(0,100001,10000): ## Loop through multiples of 10000 to make a very primitive scale bar

vtext(text=str(j),xc=j/100,yc=-30,font="times 12 bold",stroke=black) ## Text element (sequence numbers)

vline(x1=j/100,x2=j/100,y1=-25,y2=-15,stroke=black,strokewidth=1) ## A little tick-line above the sequence number

vdisplay() ## Display the drawing in the browser

![](data:image/png;base64,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)

**2b.** Make an equivalent lists of **antisense** ORFs >500b in the first 100000 bp of the E. coli genome. As with 2aii above, output the **start** position of the ORF, the **end** of the ORF (a smaller number than the start) and the **frame** (which will be -0, -1, or -2 depending on whether the starting base is a multiple of 3 (-0 frame), 3n-1 (-1 frame), or 3n-2 (-2 frame). Format your result as in **2aii** above.

Paste Your Code Here

Paste Your Output Here

**2c.** Generate a graphic map similar to that above, but adding lines that represent the coding regions in the three antisense reading frames below the red line and numbers (you can use green for the antisense ORFs).

Paste Your Code Here

Paste a screen-grab of your output here:

**2d.** Make a list of codons used in the open reading frames identified in 2a+2b with the number of times each codon is used. Format your list as a series of lines with first the codon (e.g., 'TTG') followed by a tab ('\t') followed by the total number of instances of that codon.

Paste Your Code Here

Paste Your Output Here

**Question 3.** **Find the most important things that Shakespeare ever said**

Great writers use several techniques (sometimes called "weapons") for extreme emphasis:

(1) A short message.

(2) A first word in all capitals,

(3) An exclamation point at the end of the phrase, and

(4) Repeating the phrase more than once.

Using the Shakespeare.txt file distributed last week, print all groups of five consecutive words that (i) start with a word in all capitals, (ii) end with an exclamation point, and (iii) appear at least twice in Shakespeare.txt.

Here are some hints:

• Convert the file into a list of words

• Make an empty dictionary D where each key (a phrase of five consecutive words) will be associated with a values (the number of times that phrase appears in Shakespeare.txt).

• Go through the WordList starting from each position x (need to stop five before the end)

• Check condition that WordList[x] be in upper case: WordList[x]== WordList[x].upper()

• Check condition that the fifth word end with '!': WordList[x+4][-1]=='!'

• Make a phrase string ( w5=str(word[x:x+5]) )

• If w5 is not already in D, add it and set the initial value to zero

• Increment the value D[w5]

• Once the dictionary is finished, go through it key by key [for w5 in D:], printing all w5 for which D[w5]>1.

Paste Your Code Here

Paste Your Output Here

**(Pseudo)Question 4.** Tell us a bit about what you propose as a potential class project. Propose something that you think would be useful and interesting. Although you needn't be constrained by any specific project design, we'd suggest that the proposal involve the following four elements:

(i) Quickly describe the dataset you'll be working with (can be public, part of your current work or your lab's work, or anything else which you can get access to). Maximum three sentences here.

(ii) A sample (if available) {Sequences: provide a few lines of DNA sequence from whatever source you'll be working with, Images: paste a screenshot of an example image that you might use below, other data types, just paste a few lines of whatever the data is).

(iii) A parameter that you hope to measure from the dataset, or question that you propose to address about (or from) the dataset.

(iv) A preview (not binding) on how what the final result/product/visualization from the proposed project might look like. Can be a quick sketch, drawing, bit of descriptive text, pseudodata, etc.

Note that the pre-proposal isn't binding (indeed we'll chime in with any suggestions if it seems overly ambitious, etc), but should be a useful starting point for thinking about this.