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#########################################################################  
### 3.1 RANDOM STARTS LOCAL SEARCH  
#########################################################################  
## INITIAL VALUES  
baseball.dat = read.table('baseball.dat',header=TRUE)  
baseball.dat$freeagent = factor(baseball.dat$freeagent)  
baseball.dat$arbitration = factor(baseball.dat$arbitration)  
baseball.sub = baseball.dat[,-1]  
salary.log = log(baseball.dat$salary)  
n = length(salary.log) #case 개수  
m = length(baseball.sub[1,]) #독립변수 개수  
num.starts = 5 #random start 개수  
runs = matrix(0,num.starts,m)  
itr = 15  
runs.aic = matrix(0,num.starts,itr)  
  
# INITIALIZES STARTING RUNS  
set.seed(1234)   
for(i in 1:num.starts){runs[i,] = rbinom(m,1,.5)}   
#random으로 열을 뽑는 것을 다섯 번 시행  
  
  
## MAIN  
for(k in 1:num.starts){  
 run.current = runs[k,]  
  
 # ITERATES EACH RANDOM START  
 for(j in 1:itr){  
 run.vars = baseball.sub[,run.current==1] #1로 선택된 변수들 뽑아내기.  
 g = lm(salary.log~.,run.vars)  
 run.aic = extractAIC(g)[2] #[1]은 equivalent d.f, [2]가 AIC  
 run.next = run.current  
  
 # TESTS ALL MODELS IN THE 1-NEIGHBORHOOD AND SELECTS THE  
 # MODEL WITH THE LOWEST AIC  
 for(i in 1:m){  
 run.step = run.current  
 run.step[i] = !run.current[i] #0이라면 1로 1이라면 0으로 바꿈.  
 run.vars = baseball.sub[,run.step==1] #바뀐 것으로 variable을 새로 뽑음.  
 g = lm(salary.log~.,run.vars) #model 적용  
 run.step.aic = extractAIC(g)[2] #AIC 구하기  
 if(run.step.aic < run.aic){  
 run.next = run.step  
 run.aic = run.step.aic  
 } #만약 AIC가 더 작다면 run.next로 할당해줌. 그리고 run.aic도 바꿔줌  
 }  
 run.current = run.next #run.next를 current에 적용.  
 runs.aic[k,j]=run.aic   
 }  
 runs[k,] = run.current #최종적으로 제일 작은 aic를 가진 subset이 골라짐.  
}  
  
## OUTPUT  
runs # LISTS OF PREDICTORS

## [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] [,9] [,10] [,11] [,12] [,13] [,14]  
## [1,] 0 1 1 0 0 1 0 1 0 1 0 1 1 1  
## [2,] 0 1 1 0 0 1 0 1 0 1 0 1 1 1  
## [3,] 0 0 0 0 0 0 0 1 1 1 0 0 1 1  
## [4,] 1 0 1 0 0 0 0 1 0 1 0 0 1 1  
## [5,] 0 0 1 0 0 0 0 1 0 1 0 1 1 1  
## [,15] [,16] [,17] [,18] [,19] [,20] [,21] [,22] [,23] [,24] [,25] [,26]  
## [1,] 1 1 0 0 0 0 0 0 0 0 1 1  
## [2,] 1 1 0 0 0 0 0 0 0 0 1 1  
## [3,] 0 1 1 1 0 1 1 1 0 0 1 0  
## [4,] 1 1 0 0 0 0 0 0 0 1 0 0  
## [5,] 1 1 0 0 0 1 0 1 0 0 0 0  
## [,27]  
## [1,] 0  
## [2,] 0  
## [3,] 0  
## [4,] 0  
## [5,] 0

runs.aic # AIC VALUES

## [,1] [,2] [,3] [,4] [,5] [,6] [,7]  
## [1,] -382.1396 -399.5996 -409.5874 -411.5453 -413.5192 -415.3651 -415.9898  
## [2,] -388.0134 -393.5020 -399.7536 -402.2507 -406.3813 -408.3073 -410.2499  
## [3,] -391.0411 -395.3438 -401.3549 -403.3081 -405.1843 -406.4663 -407.8866  
## [4,] -199.6572 -372.1001 -391.9549 -398.5628 -400.4917 -402.3174 -404.0648  
## [5,] -407.8876 -409.8851 -411.7404 -413.4253 -414.8167 -415.3757 -416.1567  
## [,8] [,9] [,10] [,11] [,12] [,13] [,14]  
## [1,] -416.4954 -418.0000 -418.0000 -418.0000 -418.0000 -418.0000 -418.0000  
## [2,] -411.9831 -413.6061 -415.1196 -416.6207 -416.7355 -416.9711 -418.0000  
## [3,] -409.2473 -410.4997 -411.3319 -411.9675 -412.2386 -412.5352 -413.8955  
## [4,] -405.2679 -406.2594 -407.3961 -411.5770 -414.6209 -416.2200 -416.3802  
## [5,] -416.1567 -416.1567 -416.1567 -416.1567 -416.1567 -416.1567 -416.1567  
## [,15]  
## [1,] -418.0000  
## [2,] -418.0000  
## [3,] -413.8955  
## [4,] -416.3802  
## [5,] -416.1567

##PLOT  
plot(1:(itr\*num.starts),-c(t(runs.aic)),xlab="Cumulative Iterations",  
 ylab="Negative AIC",ylim=c(360,420),type="n")  
for(i in 1:num.starts) {  
 lines((i-1)\*itr+(1:itr),-runs.aic[i,]) }
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##3-1(a)  
#setting은 위와 동일  
runs2 = matrix(0,num.starts,m)  
runs.aic2 = matrix(0,num.starts,itr)  
  
# INITIALIZES STARTING RUNS  
set.seed(1234)   
for(i in 1:num.starts){runs2[i,] = rbinom(m,1,.5)}   
#random으로 열을 뽑는 것을 다섯 번 시행  
  
for(k in 1:num.starts){  
 run.current = runs2[k,]  
   
 # ITERATES EACH RANDOM START  
 for(j in 1:itr){  
 run.vars = baseball.sub[,run.current==1] #1로 선택된 변수들 뽑아내기.  
 g = lm(salary.log~.,run.vars)  
 run.aic = extractAIC(g)[2] #[1]은 equivalent d.f, [2]가 AIC  
 run.next = run.current  
   
 #aic가 작은게 나오면 바로 채택  
 for(i in 1:m){  
 run.step = run.current  
 run.step[i] = !run.current[i] #0이라면 1로 1이라면 0으로 바꿈.  
 run.vars = baseball.sub[,run.step==1] #바뀐 것으로 variable을 새로 뽑음.  
 g = lm(salary.log~.,run.vars) #model 적용  
 run.step.aic = extractAIC(g)[2] #AIC 구하기  
 if(run.step.aic < run.aic){  
 run.next = run.step  
 run.aic = run.step.aic  
 break  
 } #만약 AIC가 더 작다면 run.next로 할당해줌. 그리고 run.aic도 바꿔줌  
 }  
 run.current = run.next #run.next를 current에 적용.  
 runs.aic2[k,j]=run.aic   
 }  
 runs2[k,] = run.current #최종적으로 제일 작은 aic를 가진 subset이 골라짐.  
}  
  
runs2

## [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] [,9] [,10] [,11] [,12] [,13] [,14]  
## [1,] 0 1 0 1 0 0 0 1 1 1 0 1 1 1  
## [2,] 0 0 1 0 0 1 0 1 0 1 1 1 1 1  
## [3,] 0 0 1 0 0 1 0 1 0 1 1 1 1 1  
## [4,] 0 1 0 1 0 0 1 1 1 1 0 0 1 0  
## [5,] 1 0 1 0 0 1 0 1 0 1 1 0 1 1  
## [,15] [,16] [,17] [,18] [,19] [,20] [,21] [,22] [,23] [,24] [,25] [,26]  
## [1,] 1 1 0 0 0 0 0 0 0 0 0 1  
## [2,] 1 1 0 0 1 1 0 0 1 0 0 1  
## [3,] 1 1 0 0 0 1 0 1 0 0 0 0  
## [4,] 1 0 0 0 1 0 1 0 0 0 0 0  
## [5,] 1 1 0 0 0 0 0 0 0 1 0 0  
## [,27]  
## [1,] 1  
## [2,] 1  
## [3,] 1  
## [4,] 0  
## [5,] 1

runs.aic2

## [,1] [,2] [,3] [,4] [,5] [,6]  
## [1,] -118.87903 -120.86363 -122.74945 -124.19637 -137.24499 -137.5626  
## [2,] -385.67324 -386.28517 -386.95993 -387.20933 -388.90768 -390.4413  
## [3,] -135.02096 -139.72876 -140.44932 -396.11099 -396.21333 -398.0474  
## [4,] -79.16357 -80.88432 -90.07468 -92.01331 -93.19905 -95.1881  
## [5,] -406.45354 -406.96372 -408.92228 -411.03872 -411.17277 -412.3083  
## [,7] [,8] [,9] [,10] [,11] [,12] [,13]  
## [1,] -139.26121 -395.8276 -396.1728 -397.7137 -399.6275 -402.6213 -402.7132  
## [2,] -393.34678 -395.3418 -402.2513 -404.6487 -405.4907 -407.6709 -409.3420  
## [3,] -404.31480 -404.7419 -406.6284 -406.7591 -408.6294 -411.0614 -412.7080  
## [4,] -97.30177 -109.3067 -109.7089 -111.6231 -117.9971 -118.0441 -119.8776  
## [5,] -413.94572 -414.3590 -414.6624 -414.8042 -416.8033 -416.8033 -416.8033  
## [,14] [,15]  
## [1,] -402.7818 -404.2657  
## [2,] -409.3859 -410.8496  
## [3,] -414.5081 -415.7830  
## [4,] -230.9679 -232.1195  
## [5,] -416.8033 -416.8033

##PLOT  
plot(1:(itr\*num.starts),-c(t(runs.aic2)),xlab="Cumulative Iterations",  
 ylab="Negative AIC",ylim=c(100,420),type="n")  
for(i in 1:num.starts) {  
 lines((i-1)\*itr+(1:itr),-runs.aic2[i,]) }
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* 원래는 plot의 모양이 곡선의 형태를 띄었으나 여기서는 나머지를 고려하지 않고 좋은 것을 바로 택하기 때문에 plot의 모양이 직각에 가까운 형태를 보이고 있다.

##3-1(b)  
#setting은 위와 동일  
#combination function을 위해 gtools package 이용  
runs3 = matrix(0,num.starts,m)  
runs.aic3 = matrix(0,num.starts,itr)  
library(gtools)

## Warning: package 'gtools' was built under R version 3.6.3

comb <-combinations(m,2) #독립변수에서 2개를 뽑는 경우의 수들  
  
# INITIALIZES STARTING RUNS  
set.seed(1234)   
for(i in 1:num.starts){runs3[i,] = rbinom(m,1,.5)}   
#random으로 열을 뽑는 것을 다섯 번 시행  
  
  
## MAIN  
for(k in 1:num.starts){  
 run.current = runs3[k,]  
   
 # ITERATES EACH RANDOM START  
 for(j in 1:itr){  
 run.vars = baseball.sub[,run.current==1] #1로 선택된 변수들 뽑아내기.  
 g = lm(salary.log~.,run.vars)  
 run.aic = extractAIC(g)[2] #[1]은 equivalent d.f, [2]가 AIC  
 run.next = run.current  
   
 # TESTS ALL MODELS IN THE 2-NEIGHBORHOOD AND SELECTS THE  
 # MODEL WITH THE LOWEST AIC  
 for(i in 1:nrow(comb)){  
 run.step = run.current  
 run.step[comb[i,][1]] = !run.current[comb[i,][1]] #0이라면 1로 1이라면 0으로 바꿈.  
 run.step[comb[i,][2]] = !run.current[comb[i,][2]]  
 run.vars = baseball.sub[,run.step==1] #바뀐 것으로 variable을 새로 뽑음.  
 g = lm(salary.log~.,run.vars) #model 적용  
 run.step.aic = extractAIC(g)[2] #AIC 구하기  
 if(run.step.aic < run.aic){  
 run.next = run.step  
 run.aic = run.step.aic  
 } #만약 AIC가 더 작다면 run.next로 할당해줌. 그리고 run.aic도 바꿔줌  
 }  
 run.current = run.next #run.next를 current에 적용.  
 runs.aic3[k,j]=run.aic   
 }  
 runs3[k,] = run.current #최종적으로 제일 작은 aic를 가진 subset이 골라짐.  
}  
  
## OUTPUT  
runs3 # LISTS OF PREDICTORS

## [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] [,9] [,10] [,11] [,12] [,13] [,14]  
## [1,] 1 0 1 0 0 0 0 1 0 1 0 0 1 1  
## [2,] 0 1 1 0 0 1 0 1 0 1 0 0 1 1  
## [3,] 0 1 1 0 0 1 0 1 0 1 0 0 1 1  
## [4,] 0 0 1 0 0 1 0 1 0 1 0 0 1 1  
## [5,] 0 0 1 0 0 1 0 1 0 1 0 1 1 1  
## [,15] [,16] [,17] [,18] [,19] [,20] [,21] [,22] [,23] [,24] [,25] [,26]  
## [1,] 1 1 0 0 0 0 0 0 0 1 1 1  
## [2,] 1 1 0 0 0 0 0 0 0 1 1 1  
## [3,] 1 1 0 0 0 0 0 0 0 1 1 1  
## [4,] 0 0 0 0 0 1 1 1 0 1 1 0  
## [5,] 1 1 0 0 0 1 0 1 0 0 1 1  
## [,27]  
## [1,] 0  
## [2,] 0  
## [3,] 0  
## [4,] 0  
## [5,] 0

runs.aic3 # AIC VALUES

## [,1] [,2] [,3] [,4] [,5] [,6] [,7]  
## [1,] -399.5996 -411.5453 -415.3651 -416.9711 -417.8494 -418.0125 -418.0922  
## [2,] -395.3894 -400.3693 -404.3826 -408.3073 -411.9831 -415.1196 -416.7355  
## [3,] -395.3438 -403.3081 -407.9346 -411.8968 -414.1540 -414.9004 -416.1567  
## [4,] -372.1001 -402.9366 -411.0083 -414.8872 -415.4118 -416.4249 -416.6119  
## [5,] -409.8851 -413.4253 -415.3757 -416.1318 -417.2714 -417.2714 -417.2714  
## [,8] [,9] [,10] [,11] [,12] [,13] [,14]  
## [1,] -418.4511 -418.4511 -418.4511 -418.4511 -418.4511 -418.4511 -418.4511  
## [2,] -418.0000 -418.9472 -418.9472 -418.9472 -418.9472 -418.9472 -418.9472  
## [3,] -416.5907 -416.8036 -418.0818 -418.9421 -418.9472 -418.9472 -418.9472  
## [4,] -416.6119 -416.6119 -416.6119 -416.6119 -416.6119 -416.6119 -416.6119  
## [5,] -417.2714 -417.2714 -417.2714 -417.2714 -417.2714 -417.2714 -417.2714  
## [,15]  
## [1,] -418.4511  
## [2,] -418.9472  
## [3,] -418.9472  
## [4,] -416.6119  
## [5,] -417.2714

##PLOT  
plot(1:(itr\*num.starts),-c(t(runs.aic3)),xlab="Cumulative Iterations",  
 ylab="Negative AIC",ylim=c(360,420),type="n")  
for(i in 1:num.starts) {  
 lines((i-1)\*itr+(1:itr),-runs.aic[i,]) }
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* Example 3.3에서의 Plot과 거의 동일함을 알 수 있다.
* Steepest 방법을 사용했기 때문일 수 있다. 만약 steepest로 하지 않고 일정 수만큼만 살펴본다면 결과값이 다를 수 있다.

#########################################################################  
### 3.3 SIMULATED ANNEALING  
#########################################################################  
## INITIAL VALUES  
baseball.dat = read.table('baseball.dat',header=TRUE)  
baseball.dat$freeagent = factor(baseball.dat$freeagent)  
baseball.dat$arbitration = factor(baseball.dat$arbitration)  
baseball.sub = baseball.dat[,-1]  
salary.log = log(baseball.dat$salary)  
n = length(salary.log)  
m = length(baseball.sub[1,])  
cooling = c(rep(60,5),rep(120,5),rep(220,5)) #cooling schedule  
tau.start = 10 #시작 온도  
tau = rep(tau.start,15)  
aics = NULL   
  
  
# INITIALIZES STARTING RUN, TEMPERATURE SCHEDULE  
set.seed(1234)  
run = rbinom(m,1,.5)  
run.current = run  
run.vars = baseball.sub[,run.current==1]  
g = lm(salary.log~.,run.vars)  
run.aic = extractAIC(g)[2]  
best.aic = run.aic  
aics = run.aic #여기까지는 3.3과 동일  
for(j in 2:15){tau[j] = 0.9\*tau[j-1]} #온도가 이전의 0.9배로 줄어들도록 설정.  
  
  
## MAIN  
for(j in 1:15){  
  
 # Model에서 더하거나 뺄 predictor를 랜덤으로 선택하고  
 # 더 나은지 확인한다. 더 낫다면 선택.  
 for(i in 1:cooling[j]){  
 pos = sample(1:m,1) #독립변수 중 한 개를 랜덤으로 선택  
 run.step = run.current  
 run.step[pos] = !run.current[pos] #선택된 독립변수를 flip  
 run.vars = baseball.sub[,run.step==1] #flip된 변수 적용  
 g = lm(salary.log~.,run.vars)  
 run.step.aic = extractAIC(g)[2]  
 p = min(1,exp((run.aic-extractAIC(g)[2])/tau[j]))  
 if(run.step.aic < run.aic){  
 run.current = run.step  
 run.aic = run.step.aic}  
 if(rbinom(1,1,p)){ #만약 run.step.aic가 run.aic보다 크다면 p의 확률로 run.step을 채택  
 run.current = run.step  
 run.aic = run.step.aic}  
 if(run.step.aic < best.aic){   
 #지금까지 나온 aic중 제일 작다면 best aic로 선택하고 best predictor subset으로 설정  
 run = run.step  
 best.aic = run.step.aic}  
 aics = c(aics,run.aic)  
 }  
}  
  
## OUTPUT  
run # BEST LIST OF PREDICTORS FOUND

## [1] 0 0 1 0 0 1 0 1 0 1 1 1 1 1 0 0 0 0 0 1 1 1 0 0 0 0 0

best.aic # AIC VALUE

## [1] -416.214

## PLOT OF AIC VALUES  
plot(aics,ylim=c(-420,-360),type="n",ylab="AIC", xlab="Iteration")  
lines(aics)
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(1:2001)[aics==min(aics)]

## [1] 1965

##3-3(a)  
#우선 cooling schedule에서 횟수들을 올려보자.  
baseball.dat = read.table('baseball.dat',header=TRUE)  
baseball.dat$freeagent = factor(baseball.dat$freeagent)  
baseball.dat$arbitration = factor(baseball.dat$arbitration)  
baseball.sub = baseball.dat[,-1]  
salary.log = log(baseball.dat$salary)  
n = length(salary.log)  
m = length(baseball.sub[1,])  
cooling2 = c(rep(100,5),rep(160,5),rep(280,5)) #cooling schedule  
tau.start = 10 #시작 온도  
tau = rep(tau.start,15)  
aics2 = NULL   
  
set.seed(1234)  
run2 = rbinom(m,1,.5)  
run.current = run2  
run.vars = baseball.sub[,run.current==1]  
g = lm(salary.log~.,run.vars)  
run.aic = extractAIC(g)[2]  
best.aic2 = run.aic  
aics2 = run.aic  
for(j in 2:15){tau[j] = 0.9\*tau[j-1]}   
  
for(j in 1:15){  
   
 for(i in 1:cooling2[j]){  
 pos = sample(1:m,1)  
 run.step = run.current  
 run.step[pos] = !run.current[pos]  
 run.vars = baseball.sub[,run.step==1]  
 g = lm(salary.log~.,run.vars)  
 run.step.aic = extractAIC(g)[2]  
 p = min(1,exp((run.aic-extractAIC(g)[2])/tau[j]))  
 if(run.step.aic < run.aic){  
 run.current = run.step  
 run.aic = run.step.aic}  
 if(rbinom(1,1,p)){   
 run.current = run.step  
 run.aic = run.step.aic}  
 if(run.step.aic < best.aic2){   
 run2 = run.step  
 best.aic2 = run.step.aic}  
 aics2 = c(aics2,run.aic)  
 }  
}  
  
## OUTPUT  
run2 # BEST LIST OF PREDICTORS FOUND

## [1] 0 0 1 0 0 1 0 1 0 1 0 0 1 1 1 1 1 0 0 1 0 1 0 1 1 1 0

best.aic2 # AIC VALUE

## [1] -416.0132

## PLOT OF AIC VALUES  
plot(aics2,ylim=c(-420,-360),type="n",ylab="AIC", xlab="Iteration")  
lines(aics2)

![](data:image/png;base64,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)

* 진동이 훨씬 촘촘해졌음을 알 수 있다.

(1:2701)[aics2==min(aics2)]

## [1] 2287 2288

#이번에는 cooling schedule의 횟수를 낮춰보자.  
baseball.dat = read.table('baseball.dat',header=TRUE)  
baseball.dat$freeagent = factor(baseball.dat$freeagent)  
baseball.dat$arbitration = factor(baseball.dat$arbitration)  
baseball.sub = baseball.dat[,-1]  
salary.log = log(baseball.dat$salary)  
n = length(salary.log)  
m = length(baseball.sub[1,])  
cooling3 = c(rep(40,5),rep(60,5),rep(80,5)) #cooling schedule  
tau.start = 10 #시작 온도  
tau = rep(tau.start,15)  
aics3 = NULL   
  
set.seed(1234)  
run3 = rbinom(m,1,.5)  
run.current = run3  
run.vars = baseball.sub[,run.current==1]  
g = lm(salary.log~.,run.vars)  
run.aic = extractAIC(g)[2]  
best.aic3 = run.aic  
aics3 = run.aic  
for(j in 2:15){tau[j] = 0.9\*tau[j-1]}   
  
for(j in 1:15){  
   
 for(i in 1:cooling3[j]){  
 pos = sample(1:m,1)  
 run.step = run.current  
 run.step[pos] = !run.current[pos]  
 run.vars = baseball.sub[,run.step==1]  
 g = lm(salary.log~.,run.vars)  
 run.step.aic = extractAIC(g)[2]  
 p = min(1,exp((run.aic-extractAIC(g)[2])/tau[j]))  
 if(run.step.aic < run.aic){  
 run.current = run.step  
 run.aic = run.step.aic}  
 if(rbinom(1,1,p)){   
 run.current = run.step  
 run.aic = run.step.aic}  
 if(run.step.aic < best.aic3){   
 run3 = run.step  
 best.aic3 = run.step.aic}  
 aics3 = c(aics3,run.aic)  
 }  
}  
  
## OUTPUT  
run3 # BEST LIST OF PREDICTORS FOUND

## [1] 1 0 1 0 0 0 0 1 0 1 1 0 1 1 1 1 1 1 0 0 0 0 0 1 1 1 0

best.aic3 # AIC VALUE

## [1] -416.5059

## PLOT OF AIC VALUES  
plot(aics3,ylim=c(-420,-360),type="n",ylab="AIC", xlab="Iteration")  
lines(aics3)

![](data:image/png;base64,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)

* 횟수가 줄어든 만큼, 간격이 더욱 듬성듬성하다는 것을 알 수 있다.

(1:901)[aics3==min(aics3)]

## [1] 561 562

#duration을 높여보자.  
baseball.dat = read.table('baseball.dat',header=TRUE)  
baseball.dat$freeagent = factor(baseball.dat$freeagent)  
baseball.dat$arbitration = factor(baseball.dat$arbitration)  
baseball.sub = baseball.dat[,-1]  
salary.log = log(baseball.dat$salary)  
n = length(salary.log)  
m = length(baseball.sub[1,])  
cooling4 = c(rep(60,8),rep(120,8),rep(220,8)) #cooling schedule  
tau.start = 10   
tau = rep(tau.start,24)  
aics4 = NULL   
  
set.seed(1234)  
run4 = rbinom(m,1,.5)  
run.current = run4  
run.vars = baseball.sub[,run.current==1]  
g = lm(salary.log~.,run.vars)  
run.aic = extractAIC(g)[2]  
best.aic4 = run.aic  
aics4 = run.aic  
for(j in 2:24){tau[j] = 0.9\*tau[j-1]}   
  
for(j in 1:24){  
   
 for(i in 1:cooling4[j]){  
 pos = sample(1:m,1)  
 run.step = run.current  
 run.step[pos] = !run.current[pos]  
 run.vars = baseball.sub[,run.step==1]  
 g = lm(salary.log~.,run.vars)  
 run.step.aic = extractAIC(g)[2]  
 p = min(1,exp((run.aic-extractAIC(g)[2])/tau[j]))  
 if(run.step.aic < run.aic){  
 run.current = run.step  
 run.aic = run.step.aic}  
 if(rbinom(1,1,p)){   
 run.current = run.step  
 run.aic = run.step.aic}  
 if(run.step.aic < best.aic4){   
 run4 = run.step  
 best.aic4 = run.step.aic}  
 aics4 = c(aics4,run.aic)  
 }  
}  
  
## OUTPUT  
run4 # BEST LIST OF PREDICTORS FOUND

## [1] 0 1 1 0 0 0 0 1 0 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 1 1 0

best.aic4 # AIC VALUE

## [1] -416.4663

## PLOT OF AIC VALUES  
plot(aics4,ylim=c(-420,-360),type="n",ylab="AIC", xlab="Iteration")  
lines(aics4)
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* 간격은 촘촘해졌지만 진동의 폭은 비교적 크지 않다는 것을 알 수 있다.

(1:3201)[aics4==min(aics4)]

## [1] 2732 2733 2744 2745 2746 2747 2748 2760 2761

#시작 온도를 높여보자.  
baseball.dat = read.table('baseball.dat',header=TRUE)  
baseball.dat$freeagent = factor(baseball.dat$freeagent)  
baseball.dat$arbitration = factor(baseball.dat$arbitration)  
baseball.sub = baseball.dat[,-1]  
salary.log = log(baseball.dat$salary)  
n = length(salary.log)  
m = length(baseball.sub[1,])  
cooling = c(rep(60,5),rep(120,5),rep(220,5)) #cooling schedule  
tau.start = 20 #10 --> 20  
tau = rep(tau.start,15)  
aics5 = NULL   
  
set.seed(1234)  
run5 = rbinom(m,1,.5)  
run.current = run5  
run.vars = baseball.sub[,run.current==1]  
g = lm(salary.log~.,run.vars)  
run.aic = extractAIC(g)[2]  
best.aic5 = run.aic  
aics5 = run.aic  
for(j in 2:15){tau[j] = 0.9\*tau[j-1]}   
  
for(j in 1:15){  
   
 for(i in 1:cooling[j]){  
 pos = sample(1:m,1)  
 run.step = run.current  
 run.step[pos] = !run.current[pos]  
 run.vars = baseball.sub[,run.step==1]  
 g = lm(salary.log~.,run.vars)  
 run.step.aic = extractAIC(g)[2]  
 p = min(1,exp((run.aic-extractAIC(g)[2])/tau[j]))  
 if(run.step.aic < run.aic){  
 run.current = run.step  
 run.aic = run.step.aic}  
 if(rbinom(1,1,p)){   
 run.current = run.step  
 run.aic = run.step.aic}  
 if(run.step.aic < best.aic5){   
 run5 = run.step  
 best.aic5 = run.step.aic}  
 aics5 = c(aics5,run.aic)  
 }  
}  
  
## OUTPUT  
run5 # BEST LIST OF PREDICTORS FOUND

## [1] 0 1 1 0 0 0 0 1 1 1 0 1 1 1 1 1 0 1 0 0 0 0 0 0 1 1 0

best.aic5 # AIC VALUE

## [1] -415.0361

## PLOT OF AIC VALUES  
plot(aics5,ylim=c(-420,-360),type="n",ylab="AIC", xlab="Iteration")  
lines(aics5)
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* 진동의 폭이 크다는 것을 알 수 있다.

(1:2001)[aics5==min(aics5)]

## [1] 1060

#온도의 강하율을 높여보자.  
baseball.dat = read.table('baseball.dat',header=TRUE)  
baseball.dat$freeagent = factor(baseball.dat$freeagent)  
baseball.dat$arbitration = factor(baseball.dat$arbitration)  
baseball.sub = baseball.dat[,-1]  
salary.log = log(baseball.dat$salary)  
n = length(salary.log)  
m = length(baseball.sub[1,])  
cooling = c(rep(60,5),rep(120,5),rep(220,5)) #cooling schedule  
tau.start = 10   
tau = rep(tau.start,15)  
aics6 = NULL   
  
set.seed(1234)  
run6 = rbinom(m,1,.5)  
run.current = run6  
run.vars = baseball.sub[,run.current==1]  
g = lm(salary.log~.,run.vars)  
run.aic = extractAIC(g)[2]  
best.aic6 = run.aic  
aics6 = run.aic  
for(j in 2:15){tau[j] = 0.7\*tau[j-1]} #0.9에서 0.7로 변경  
  
for(j in 1:15){  
   
 for(i in 1:cooling[j]){  
 pos = sample(1:m,1)  
 run.step = run.current  
 run.step[pos] = !run.current[pos]  
 run.vars = baseball.sub[,run.step==1]  
 g = lm(salary.log~.,run.vars)  
 run.step.aic = extractAIC(g)[2]  
 p = min(1,exp((run.aic-extractAIC(g)[2])/tau[j]))  
 if(run.step.aic < run.aic){  
 run.current = run.step  
 run.aic = run.step.aic}  
 if(rbinom(1,1,p)){   
 run.current = run.step  
 run.aic = run.step.aic}  
 if(run.step.aic < best.aic6){   
 run6 = run.step  
 best.aic6 = run.step.aic}  
 aics6 = c(aics6,run.aic)  
 }  
}  
  
## OUTPUT  
run6 # BEST LIST OF PREDICTORS FOUND

## [1] 0 1 1 0 0 1 0 1 0 1 0 0 1 1 1 1 0 0 0 0 0 0 0 1 1 1 0

best.aic6 # AIC VALUE

## [1] -418.9472

## PLOT OF AIC VALUES  
plot(aics6,ylim=c(-420,-360),type="n",ylab="AIC", xlab="Iteration")  
lines(aics6)

![](data:image/png;base64,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)

* 기준 온도가 갈수록 급격하게 떨어지기 때문에 추후에는
* exp((run.aic-extractAIC(g)[2])/tau[j])가 매우 크게 나와 무조건 p=1이 선택되게 된다.

(1:2001)[aics6==min(aics6)]

## [1] 712 713 714 715 716 717 726 727

##3-3(b)  
#2-neighborhood  
baseball.dat = read.table('baseball.dat',header=TRUE)  
baseball.dat$freeagent = factor(baseball.dat$freeagent)  
baseball.dat$arbitration = factor(baseball.dat$arbitration)  
baseball.sub = baseball.dat[,-1]  
salary.log = log(baseball.dat$salary)  
n = length(salary.log)  
m = length(baseball.sub[1,])  
cooling = c(rep(60,5),rep(120,5),rep(220,5)) #cooling schedule  
tau.start = 10 #시작 온도  
tau = rep(tau.start,15)  
aics7 = NULL   
  
  
# INITIALIZES STARTING RUN, TEMPERATURE SCHEDULE(이부분은 동일)  
set.seed(1234)  
run7 = rbinom(m,1,.5)  
run.current = run7  
run.vars = baseball.sub[,run.current==1]  
g = lm(salary.log~.,run.vars)  
run.aic = extractAIC(g)[2]  
best.aic7 = run.aic  
aics7 = run.aic  
for(j in 2:15){tau[j] = 0.9\*tau[j-1]}  
  
  
## MAIN  
for(j in 1:15){  
   
 for(i in 1:cooling[j]){  
 pos = sample(1:m,2) #독립변수 중 두 개를 랜덤으로 선택  
 run.step = run.current  
 run.step[pos] = !run.current[pos] #선택된 독립변수를 flip  
 run.vars = baseball.sub[,run.step==1] #flip된 변수 적용  
 g = lm(salary.log~.,run.vars)  
 run.step.aic = extractAIC(g)[2]  
 p = min(1,exp((run.aic-extractAIC(g)[2])/tau[j]))  
 if(run.step.aic < run.aic){  
 run.current = run.step  
 run.aic = run.step.aic}  
 if(rbinom(1,1,p)){  
 run.current = run.step  
 run.aic = run.step.aic}  
 if(run.step.aic < best.aic7){   
 run7 = run.step  
 best.aic7 = run.step.aic}  
 aics7 = c(aics7,run.aic)  
 }  
}  
  
## OUTPUT  
run7 # BEST LIST OF PREDICTORS FOUND

## [1] 0 1 1 0 0 1 0 1 0 1 0 1 1 1 1 1 0 0 0 1 0 0 0 0 1 0 1

best.aic7 # AIC VALUE

## [1] -414.8066

## PLOT OF AIC VALUES  
plot(aics7,ylim=c(-420,-360),type="n",ylab="AIC", xlab="Iteration")  
lines(aics7)
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* 왼쪽이 1-neighborhood, 오른쪽이 2-neighborhood
* 2-neighborhood의 경우가 조금 더 진동이 안정적으로 나타나는 모습이다.

(1:2001)[aics7==min(aics7)]

## [1] 1852 1853 1854 1855 1856 1857 1858 1859 1860 1861 1862 1863 1864 1865 1866  
## [16] 1867 1868 1869 1870 1871 1872 1873

#3-neighborhood  
baseball.dat = read.table('baseball.dat',header=TRUE)  
baseball.dat$freeagent = factor(baseball.dat$freeagent)  
baseball.dat$arbitration = factor(baseball.dat$arbitration)  
baseball.sub = baseball.dat[,-1]  
salary.log = log(baseball.dat$salary)  
n = length(salary.log)  
m = length(baseball.sub[1,])  
cooling = c(rep(60,5),rep(120,5),rep(220,5)) #cooling schedule  
tau.start = 10 #시작 온도  
tau = rep(tau.start,15)  
aics8 = NULL   
  
  
# INITIALIZES STARTING RUN, TEMPERATURE SCHEDULE(이부분은 동일)  
set.seed(1234)  
run8 = rbinom(m,1,.5)  
run.current = run8  
run.vars = baseball.sub[,run.current==1]  
g = lm(salary.log~.,run.vars)  
run.aic = extractAIC(g)[2]  
best.aic8 = run.aic  
aics8 = run.aic  
for(j in 2:15){tau[j] = 0.9\*tau[j-1]}  
  
  
## MAIN  
for(j in 1:15){  
   
 for(i in 1:cooling[j]){  
 pos = sample(1:m,3) #독립변수 중 세 개를 랜덤으로 선택  
 run.step = run.current  
 run.step[pos] = !run.current[pos] #선택된 독립변수를 flip  
 run.vars = baseball.sub[,run.step==1] #flip된 변수 적용  
 g = lm(salary.log~.,run.vars)  
 run.step.aic = extractAIC(g)[2]  
 p = min(1,exp((run.aic-extractAIC(g)[2])/tau[j]))  
 if(run.step.aic < run.aic){  
 run.current = run.step  
 run.aic = run.step.aic}  
 if(rbinom(1,1,p)){  
 run.current = run.step  
 run.aic = run.step.aic}  
 if(run.step.aic < best.aic8){   
 run8 = run.step  
 best.aic8 = run.step.aic}  
 aics8 = c(aics8,run.aic)  
 }  
}  
  
## OUTPUT  
run8 # BEST LIST OF PREDICTORS FOUND

## [1] 0 1 1 0 0 1 0 1 1 1 0 0 1 1 1 1 1 0 0 1 0 0 0 1 1 1 0

best.aic8 # AIC VALUE

## [1] -415.3731

## PLOT OF AIC VALUES  
plot(aics8,ylim=c(-420,-360),type="n",ylab="AIC", xlab="Iteration")  
lines(aics8)
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* Best.aic가 2-neighborhood 때보다 약간 더 좋지만 매우 미미한 수준.
* 많은 차이는 모이지 않는다.

(1:2001)[aics8==min(aics8)]

## [1] 1742 1743 1744 1745 1746 1747 1748 1749 1750 1751 1752 1753 1754

#########################################################################  
### 3.4  
#########################################################################  
## INITIAL VALUES  
baseball.dat = read.table('baseball.dat',header=TRUE)  
baseball.dat$freeagent = factor(baseball.dat$freeagent)  
baseball.dat$arbitration = factor(baseball.dat$arbitration)  
baseball.sub = baseball.dat[,-1]  
salary.log = log(baseball.dat$salary)  
n = length(salary.log)  
m = length(baseball.sub[1,])  
P = 20 #각 generation의 크기  
itr = 100 #generation을 몇 번 돌릴 것인지  
m.rate = .01 #mutation rate  
r = matrix(0,P,1) #Generation의 AIC rank  
phi = matrix(0,P,1)#Generation의 fitness values  
runs = matrix(0,P,m)  
runs.next = matrix(0,P,m)  
runs.aic = matrix(0,P,1)  
aics = matrix(0,P,itr)  
run = NULL  
best.aic = 0  
best.aic.gen = rep(0,itr)  
  
#Starting generation 설정, FITNESS VALUES  
set.seed(1234)   
for(i in 1:P){  
 runs[i,] = rbinom(m,1,.5) #random으로 variable selection  
 run.vars = baseball.sub[,runs[i,]==1]  
 g = lm(salary.log~.,run.vars)  
 runs.aic[i] = extractAIC(g)[2]  
 aics[i,1] = runs.aic[i]  
 if(runs.aic[i] < best.aic){  
 run = runs[i,]  
 best.aic = runs.aic[i]  
 }  
}  
  
r = rank(-runs.aic) #starting genertation의 aic에 rank를 매겨주자.  
phi = 2\*r/(P\*(P+1)) #rank를 이용하여 fitness value 구해줌.  
best.aic.gen[1]=best.aic #starting genertation의 best.aic값.  
  
  
## MAIN  
for(j in 1:itr-1){  
  
 # Generation을 이어가자. 부모 중 첫 번째는 Fitness value를 기준으로 좋은 것을 뽑고  
 # 두 번째는 완전히 랜덤으로 뽑는다.   
 for(i in 1:10){  
 p1 = sample(1:P,1,prob=phi)  
 parent.1 = runs[p1,]   
 parent.2 = runs[sample(c(1:P)[-p1],1),] #중복이 되지 않도록 하자.  
 pos = sample(1:(m-1),1) #분리가 되는 지점을 정해주자.  
 mutate = rbinom(m,1,m.rate) #mutation rate에 기반해서 돌연변이가 일어나는 변수를 선택  
 runs.next[i,] = c(parent.1[1:pos],parent.2[(pos+1):m]) #다음 세대 앞 부분(돌연변이 적용 전)  
 runs.next[i,] = (runs.next[i,]+mutate)%%2 #다음 세대 앞 부분(돌연변이 적용)  
 mutate = rbinom(m,1,m.rate)  
 runs.next[P+1-i,] = c(parent.2[1:pos],parent.1[(pos+1):m]) #다음 세대 뒷 부분(돌연변이 적용 전)  
 runs.next[P+1-i,] = (runs.next[P+1-i,]+mutate)%%2 #다음 세대 뒷 부분(돌연변이 적용)  
 }  
 runs = runs.next  
  
 # New generation에서의 aic와 fitness value 업데이트.  
 for(i in 1:P){  
 run.vars = baseball.sub[,runs[i,]==1]  
 g = lm(salary.log~.,run.vars)  
 runs.aic[i] = extractAIC(g)[2]  
 aics[i,j+1] = runs.aic[i]  
 if(runs.aic[i] < best.aic){  
 run = runs[i,]  
 best.aic = runs.aic[i]  
 }  
 }  
 best.aic.gen[j+1]=best.aic  
 r = rank(-runs.aic)  
 phi = 2\*r/(P\*(P+1))  
}  
  
## OUTPUT  
run # BEST LIST OF PREDICTORS FOUND

## [1] 0 0 1 0 0 1 0 1 0 1 0 0 1 1 1 1 0 0 0 1 0 0 0 1 1 1 0

best.aic # AIC VALUE

## [1] -416.8813

## PLOT OF AIC VALUES  
plot(-aics,xlim=c(0,itr),ylim=c(50,425),type="n",ylab="Negative AIC",  
 xlab="Generation",main="AIC Values For Genetic Algorithm")  
for(i in 1:itr){points(rep(i,P),-aics[,i],pch=20)}
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##3-4(a)  
#mutation rates를 조금 높게 설정해보자.  
baseball.dat = read.table('baseball.dat',header=TRUE)  
baseball.dat$freeagent = factor(baseball.dat$freeagent)  
baseball.dat$arbitration = factor(baseball.dat$arbitration)  
baseball.sub = baseball.dat[,-1]  
salary.log = log(baseball.dat$salary)  
n = length(salary.log)  
m = length(baseball.sub[1,])  
P = 20   
itr = 100   
m.rate = .1 #mutation rate 0.01 --> 0.1  
r = matrix(0,P,1)   
phi = matrix(0,P,1)  
runs = matrix(0,P,m)  
runs.next = matrix(0,P,m)  
runs.aic = matrix(0,P,1)  
aics = matrix(0,P,itr)  
run = NULL  
best.aic = 0  
best.aic.gen = rep(0,itr)  
  
set.seed(1234)   
for(i in 1:P){  
 runs[i,] = rbinom(m,1,.5)   
 run.vars = baseball.sub[,runs[i,]==1]  
 g = lm(salary.log~.,run.vars)  
 runs.aic[i] = extractAIC(g)[2]  
 aics[i,1] = runs.aic[i]  
 if(runs.aic[i] < best.aic){  
 run = runs[i,]  
 best.aic = runs.aic[i]  
 }  
}  
  
r = rank(-runs.aic)   
phi = 2\*r/(P\*(P+1))   
best.aic.gen[1]=best.aic   
  
  
for(j in 1:itr-1){  
   
 for(i in 1:10){  
 p1 = sample(1:P,1,prob=phi)  
 parent.1 = runs[p1,]   
 parent.2 = runs[sample(c(1:P)[-p1],1),]  
 pos = sample(1:(m-1),1)  
 mutate = rbinom(m,1,m.rate)  
 runs.next[i,] = c(parent.1[1:pos],parent.2[(pos+1):m])  
 runs.next[i,] = (runs.next[i,]+mutate)%%2  
 mutate = rbinom(m,1,m.rate)  
 runs.next[P+1-i,] = c(parent.2[1:pos],parent.1[(pos+1):m])  
 runs.next[P+1-i,] = (runs.next[P+1-i,]+mutate)%%2  
 }  
 runs = runs.next  
   
 for(i in 1:P){  
 run.vars = baseball.sub[,runs[i,]==1]  
 g = lm(salary.log~.,run.vars)  
 runs.aic[i] = extractAIC(g)[2]  
 aics[i,j+1] = runs.aic[i]  
 if(runs.aic[i] < best.aic){  
 run = runs[i,]  
 best.aic = runs.aic[i]  
 }  
 }  
 best.aic.gen[j+1]=best.aic  
 r = rank(-runs.aic)  
 phi = 2\*r/(P\*(P+1))  
}  
  
## OUTPUT  
run

## [1] 1 1 1 0 0 0 0 1 0 1 0 1 1 1 1 1 0 0 0 1 0 0 0 0 1 1 0

best.aic

## [1] -414.2821

## PLOT OF AIC VALUES  
plot(-aics,xlim=c(0,itr),ylim=c(50,425),type="n",ylab="Negative AIC",  
 xlab="Generation",main="AIC Values Where High Mutation Rate")  
for(i in 1:itr){points(rep(i,P),-aics[,i],pch=20)}
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#이번에는 그 중간으로 설정  
baseball.dat = read.table('baseball.dat',header=TRUE)  
baseball.dat$freeagent = factor(baseball.dat$freeagent)  
baseball.dat$arbitration = factor(baseball.dat$arbitration)  
baseball.sub = baseball.dat[,-1]  
salary.log = log(baseball.dat$salary)  
n = length(salary.log)  
m = length(baseball.sub[1,])  
P = 20   
itr = 100   
m.rate = .05 #mutation rate 0.01 --> 0.05  
r = matrix(0,P,1)   
phi = matrix(0,P,1)  
runs = matrix(0,P,m)  
runs.next = matrix(0,P,m)  
runs.aic = matrix(0,P,1)  
aics = matrix(0,P,itr)  
run = NULL  
best.aic = 0  
best.aic.gen = rep(0,itr)  
  
set.seed(1234)   
for(i in 1:P){  
 runs[i,] = rbinom(m,1,.5)   
 run.vars = baseball.sub[,runs[i,]==1]  
 g = lm(salary.log~.,run.vars)  
 runs.aic[i] = extractAIC(g)[2]  
 aics[i,1] = runs.aic[i]  
 if(runs.aic[i] < best.aic){  
 run = runs[i,]  
 best.aic = runs.aic[i]  
 }  
}  
  
r = rank(-runs.aic)   
phi = 2\*r/(P\*(P+1))   
best.aic.gen[1]=best.aic   
  
  
for(j in 1:itr-1){  
   
 for(i in 1:10){  
 p1 = sample(1:P,1,prob=phi)  
 parent.1 = runs[p1,]   
 parent.2 = runs[sample(c(1:P)[-p1],1),]  
 pos = sample(1:(m-1),1)  
 mutate = rbinom(m,1,m.rate)  
 runs.next[i,] = c(parent.1[1:pos],parent.2[(pos+1):m])  
 runs.next[i,] = (runs.next[i,]+mutate)%%2  
 mutate = rbinom(m,1,m.rate)  
 runs.next[P+1-i,] = c(parent.2[1:pos],parent.1[(pos+1):m])  
 runs.next[P+1-i,] = (runs.next[P+1-i,]+mutate)%%2  
 }  
 runs = runs.next  
   
 for(i in 1:P){  
 run.vars = baseball.sub[,runs[i,]==1]  
 g = lm(salary.log~.,run.vars)  
 runs.aic[i] = extractAIC(g)[2]  
 aics[i,j+1] = runs.aic[i]  
 if(runs.aic[i] < best.aic){  
 run = runs[i,]  
 best.aic = runs.aic[i]  
 }  
 }  
 best.aic.gen[j+1]=best.aic  
 r = rank(-runs.aic)  
 phi = 2\*r/(P\*(P+1))  
}  
  
## OUTPUT  
run

## [1] 0 1 1 1 0 0 0 1 1 1 0 0 1 1 1 1 0 0 0 1 0 0 1 1 1 1 0

best.aic

## [1] -412.5183

## PLOT OF AIC VALUES  
plot(-aics,xlim=c(0,itr),ylim=c(50,425),type="n",ylab="Negative AIC",  
 xlab="Generation",main="AIC Values Where Medium Mutation Rate")  
for(i in 1:itr){points(rep(i,P),-aics[,i],pch=20)}
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* Mutation rate를 낮출수록 Converge하고 높일수록 Diverge하는 모습을 알 수 있다.
* 만약 local optimum이 걱정된다면 mutation rate를 조금 높이는 것이 방법이 될 수 있다.

##3-4(b)  
#generation size를 굉장히 크게 해보자.  
baseball.dat = read.table('baseball.dat',header=TRUE)  
baseball.dat$freeagent = factor(baseball.dat$freeagent)  
baseball.dat$arbitration = factor(baseball.dat$arbitration)  
baseball.sub = baseball.dat[,-1]  
salary.log = log(baseball.dat$salary)  
n = length(salary.log)  
m = length(baseball.sub[1,])  
P = 80   
itr = 100   
m.rate = .01  
r = matrix(0,P,1)   
phi = matrix(0,P,1)  
runs = matrix(0,P,m)  
runs.next = matrix(0,P,m)  
runs.aic = matrix(0,P,1)  
aics = matrix(0,P,itr)  
run = NULL  
best.aic = 0  
best.aic.gen = rep(0,itr)  
  
set.seed(1234)   
for(i in 1:P){  
 runs[i,] = rbinom(m,1,.5)   
 run.vars = baseball.sub[,runs[i,]==1]  
 g = lm(salary.log~.,run.vars)  
 runs.aic[i] = extractAIC(g)[2]  
 aics[i,1] = runs.aic[i]  
 if(runs.aic[i] < best.aic){  
 run = runs[i,]  
 best.aic = runs.aic[i]  
 }  
}  
  
r = rank(-runs.aic)   
phi = 2\*r/(P\*(P+1))   
best.aic.gen[1]=best.aic   
  
for(j in 1:itr-1){  
   
 for(i in 1:40){  
 p1 = sample(1:P,1,prob=phi)  
 parent.1 = runs[p1,]   
 parent.2 = runs[sample(c(1:P)[-p1],1),]  
 pos = sample(1:(m-1),1)  
 mutate = rbinom(m,1,m.rate)  
 runs.next[i,] = c(parent.1[1:pos],parent.2[(pos+1):m])  
 runs.next[i,] = (runs.next[i,]+mutate)%%2  
 mutate = rbinom(m,1,m.rate)  
 runs.next[P+1-i,] = c(parent.2[1:pos],parent.1[(pos+1):m])  
 runs.next[P+1-i,] = (runs.next[P+1-i,]+mutate)%%2  
 }  
 runs = runs.next  
   
 for(i in 1:P){  
 run.vars = baseball.sub[,runs[i,]==1]  
 g = lm(salary.log~.,run.vars)  
 runs.aic[i] = extractAIC(g)[2]  
 aics[i,j+1] = runs.aic[i]  
 if(runs.aic[i] < best.aic){  
 run = runs[i,]  
 best.aic = runs.aic[i]  
 }  
 }  
 best.aic.gen[j+1]=best.aic  
 r = rank(-runs.aic)  
 phi = 2\*r/(P\*(P+1))  
}  
  
## OUTPUT  
run

## [1] 1 0 1 0 0 1 0 1 0 1 0 0 1 1 1 1 0 0 0 0 0 0 0 1 1 1 0

best.aic

## [1] -418.9421

## PLOT OF AIC VALUES  
plot(-aics,xlim=c(0,itr),ylim=c(50,425),type="n",ylab="Negative AIC",  
 xlab="Generation",main="AIC Values Where Large generation size")  
for(i in 1:itr){points(rep(i,P),-aics[,i],pch=20)}
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* 점의 수가 많아졌지만 전체적인 추이는 비슷하다.

#generation size를 굉장히 작게 해보자.  
baseball.dat = read.table('baseball.dat',header=TRUE)  
baseball.dat$freeagent = factor(baseball.dat$freeagent)  
baseball.dat$arbitration = factor(baseball.dat$arbitration)  
baseball.sub = baseball.dat[,-1]  
salary.log = log(baseball.dat$salary)  
n = length(salary.log)  
m = length(baseball.sub[1,])  
P = 8   
itr = 100   
m.rate = .01  
r = matrix(0,P,1)   
phi = matrix(0,P,1)  
runs = matrix(0,P,m)  
runs.next = matrix(0,P,m)  
runs.aic = matrix(0,P,1)  
aics = matrix(0,P,itr)  
run = NULL  
best.aic = 0  
best.aic.gen = rep(0,itr)  
  
set.seed(1234)   
for(i in 1:P){  
 runs[i,] = rbinom(m,1,.5)   
 run.vars = baseball.sub[,runs[i,]==1]  
 g = lm(salary.log~.,run.vars)  
 runs.aic[i] = extractAIC(g)[2]  
 aics[i,1] = runs.aic[i]  
 if(runs.aic[i] < best.aic){  
 run = runs[i,]  
 best.aic = runs.aic[i]  
 }  
}  
  
r = rank(-runs.aic)   
phi = 2\*r/(P\*(P+1))   
best.aic.gen[1]=best.aic   
  
  
for(j in 1:itr-1){  
   
 for(i in 1:4){  
 p1 = sample(1:P,1,prob=phi)  
 parent.1 = runs[p1,]   
 parent.2 = runs[sample(c(1:P)[-p1],1),]  
 pos = sample(1:(m-1),1)  
 mutate = rbinom(m,1,m.rate)  
 runs.next[i,] = c(parent.1[1:pos],parent.2[(pos+1):m])  
 runs.next[i,] = (runs.next[i,]+mutate)%%2  
 mutate = rbinom(m,1,m.rate)  
 runs.next[P+1-i,] = c(parent.2[1:pos],parent.1[(pos+1):m])  
 runs.next[P+1-i,] = (runs.next[P+1-i,]+mutate)%%2  
 }  
 runs = runs.next  
   
 for(i in 1:P){  
 run.vars = baseball.sub[,runs[i,]==1]  
 g = lm(salary.log~.,run.vars)  
 runs.aic[i] = extractAIC(g)[2]  
 aics[i,j+1] = runs.aic[i]  
 if(runs.aic[i] < best.aic){  
 run = runs[i,]  
 best.aic = runs.aic[i]  
 }  
 }  
 best.aic.gen[j+1]=best.aic  
 r = rank(-runs.aic)  
 phi = 2\*r/(P\*(P+1))  
}  
  
## OUTPUT  
run

## [1] 0 1 1 0 0 0 0 1 0 1 0 0 1 1 1 1 1 0 0 0 0 0 0 1 0 0 0

best.aic

## [1] -414.7214

## PLOT OF AIC VALUES  
plot(-aics,xlim=c(0,itr),ylim=c(50,425),type="n",ylab="Negative AIC",  
 xlab="Generation",main="AIC Values Where small generation size")  
for(i in 1:itr){points(rep(i,P),-aics[,i],pch=20)}
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* 역시 수가 적어지기는 했지만, 전체적인 추이는 비슷하다는 것을 알 수 있다. 따라서 generation 수는 너무 많을 필요는 없고 신뢰성을 가질 수 있을 만큼 적절하게 조절하는 것이 좋다.

##3-4(c)  
#i는 위에서 했던 방식과 동일하다.  
#ii  
baseball.dat = read.table('baseball.dat',header=TRUE)  
baseball.dat$freeagent = factor(baseball.dat$freeagent)  
baseball.dat$arbitration = factor(baseball.dat$arbitration)  
baseball.sub = baseball.dat[,-1]  
salary.log = log(baseball.dat$salary)  
n = length(salary.log)  
m = length(baseball.sub[1,])  
P = 20   
itr = 100   
m.rate = .01   
r = matrix(0,P,1)   
phi = matrix(0,P,1)  
runs = matrix(0,P,m)  
runs.next = matrix(0,P,m)  
runs.aic = matrix(0,P,1)  
aics = matrix(0,P,itr)  
run = NULL  
best.aic = 0  
best.aic.gen = rep(0,itr)  
  
set.seed(1234)   
for(i in 1:P){  
 runs[i,] = rbinom(m,1,.5)   
 run.vars = baseball.sub[,runs[i,]==1]  
 g = lm(salary.log~.,run.vars)  
 runs.aic[i] = extractAIC(g)[2]  
 aics[i,1] = runs.aic[i]  
 if(runs.aic[i] < best.aic){  
 run = runs[i,]  
 best.aic = runs.aic[i]  
 }  
}  
  
r = rank(-runs.aic)   
phi = 2\*r/(P\*(P+1))   
best.aic.gen[1]=best.aic   
  
  
## MAIN  
for(j in 1:itr-1){  
   
 for(i in 1:10){  
 p1 = sample(1:P,1,prob=phi)  
 parent.1 = runs[p1,]   
 parent.2 = runs[sample(c(1:P)[-p1],1, prob=phi[-p1]),] #prob를 추가해주자.  
 pos = sample(1:(m-1),1)   
 mutate = rbinom(m,1,m.rate)   
 runs.next[i,] = c(parent.1[1:pos],parent.2[(pos+1):m])   
 runs.next[i,] = (runs.next[i,]+mutate)%%2   
 mutate = rbinom(m,1,m.rate)  
 runs.next[P+1-i,] = c(parent.2[1:pos],parent.1[(pos+1):m])   
 runs.next[P+1-i,] = (runs.next[P+1-i,]+mutate)%%2   
 }  
 runs = runs.next  
   
 # New generation에서의 aic와 fitness value 업데이트.  
 for(i in 1:P){  
 run.vars = baseball.sub[,runs[i,]==1]  
 g = lm(salary.log~.,run.vars)  
 runs.aic[i] = extractAIC(g)[2]  
 aics[i,j+1] = runs.aic[i]  
 if(runs.aic[i] < best.aic){  
 run = runs[i,]  
 best.aic = runs.aic[i]  
 }  
 }  
 best.aic.gen[j+1]=best.aic  
 r = rank(-runs.aic)  
 phi = 2\*r/(P\*(P+1))  
}  
  
## OUTPUT  
run # BEST LIST OF PREDICTORS FOUND

## [1] 0 1 1 0 0 1 0 1 0 1 0 1 1 1 1 1 0 0 0 0 0 0 0 0 1 1 0

best.aic # AIC VALUE

## [1] -418

## PLOT OF AIC VALUES  
plot(-aics,xlim=c(0,itr),ylim=c(50,425),type="n",ylab="Negative AIC",  
 xlab="Generation",main="AIC Values when both proportional")  
for(i in 1:itr){points(rep(i,P),-aics[,i],pch=20)}
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* 하나를 random으로 설정했을 때보다 더욱 Converge하는 모습을 보인다. 이는, local optimum에는 비교적 더 확실히 다가갈 수 있지만, 반대로 생각하면 local optimum에 빠지기 쉬울 수 있다는 것을 보여주기도 한다.