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1. **RWD**

<https://www.w3schools.com/css/css_rwd_intro.asp>

* 1. max-device-width ogarnąć

DEPRECATED!!! Nie używać!

Rzeczywista ilość pikseli wyświetlacza (są np. wyświetlacze, w których na jeden piksel w CSS składają się 2 piksele).

1. **CSS**

<https://www.w3schools.com/css/default.asp>

* 1. BEM

<http://getbem.com/>

Block - Standalone entity that is meaningful on its own. – naming: .block

Element - A part of a block that has no standalone meaning and is semantically tied to its block. – naming: .block\_\_elem

Modifier - A flag on a block or element. Use them to change appearance or behavior. – naming: .block--mod, .block\_\_elem--mod

* 1. Kaskadowość

<https://developer.mozilla.org/en-US/docs/Web/CSS/Cascade>

Najpierw autor, potem użytkownik, potem przeglądarka. CSS Animations przed nimi. Przed tym wszystkim te z flagą !important user-agent, user, author.

* 1. Dziedziczenie

Properties such as color, font-family are inherited, and border, margin are not. Check if property is inherited by default when used. Can use inherit, initial and unset to set inheritance.

* 1. Specyficzność

<https://the-awwwesomes.gitbooks.io/html-css-step-by-step/content/pl/css-basics/css-specificity/index.html>

Selektory: najpierw #identyfikator, potem .klasa/pseudoklasa, potem element/pseudoelement. Im dłuższy (bardziej dokładny selektor) tym wyżej w hierarchii.

1. **Bootstrap**

<https://getbootstrap.com/>

* 1. kiedy i dlaczego używać

Używać kiedy stylowanie nie ma znaczenia. Np. dla potrzeb własnych, na potrzeby testów, dla aplikacji na użytek własny, dla prostych single page, które prawie nie mają elementów. Przyspiesza proces stylowania, ale tworzy generycznie wyglądający layout.

1. **SASS**

<https://sass-lang.com/>

* 1. po co używać

Dostępne są frameworki takie jak Bourbon, Compass, itp. To co oferuje ponad CSS (patrz punkt 4.3).

* 1. loader do webpacka

Należy dodać task runner do webpacka aby wykonywało się preprocesorowanie SASS do CSS

<https://www.jonathan-petitcolas.com/2015/05/15/howto-setup-webpack-on-es6-react-application-with-sass.html>

<https://jonathanmh.com/webpack-sass-scss-compiling-separate-file/>

* 1. co ma ponad CSS

Oferuje: zmienne, wielostopniowe zagnieżdżanie, mixiny, dziedziczenie i importowanie, użycie operatorów +, - ,\* , %, itp.

* 1. zobaczyć LESS – co to i podstawowe różnice do SASS

<https://x-coding.pl/blog/developers/sass-vs-less/>

* 1. SCSS

Posiada składnię kompatybilną z CSS (parametry w klamrach i oddzielone średnikami) co ułatwia przerobienie CSS.
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