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课程实践实验7：二叉树的实现

## 问题描述及要求

产生一个菜单驱动的演示程序，用以说明二叉树的使用。元素由单个键组成，键为单个字符。用户能演示的二叉树基本操作至少包括：构造二叉树，按先序、中序、后序、层序遍历这棵二叉树，求二叉树的深度、宽度，统计度为0，1，2的结点数等。

二叉树采用链式存储结构。

对二叉查找树做上述工作，且增加以下操作：插入、删除给定键的元素、查找目标键。

## 二、概要设计

**（1）对实验内容的理解和二次概括。**

**该实验需要使用模板类，设计一个二叉树的类，并且实现在图中添加节点，遍历以及计算高度，删除等算法的功能。**

**（2）给出系统的功能列表**

* **添加节点构建二叉树**
* **前序中序后序遍历**
* **输出高度，尺寸**
* **删除节点**

**（3）程序运行的界面设计**
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**（4）程序结构设计，包括：对已有程序的使用，自己将设计哪些程序文件，各部分关系描述。**

将设计一个二叉树类，利用链表和的结构存放节点和节点的左子树，右子树。利用递归算法简便写出遍历和添加删除结点的算法

## 三、详细设计

开始

按序生成二叉树

进行前序中序遍历

输入需要添加的节点

根据要求删除节点

终止

## 四、实验结果

紧扣题目要求设计提供相应的测试方法和结果。可以给出具体的测试用例，每个测试用例一般可列出：

* 测试输入：
* ![](data:image/png;base64,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)
* 测试目的：检查程序是否正常运作
* 正确输出：
* 实际输出：
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* 测试结论：通过

## 五、实验分析与探讨

测试结果的分析：结果较为正常。

**实验设计、实现过程中遇到的问题：当新建指针没有指定其left和right指针所指的是NULL时，系统有可能会认为其指针指向0xCDCDCDCD，从而引发错误。**

## 六、小结

本次实验完成了二叉树的构建，以及遍历，添加，删除的基本功能。主要掌握了二叉树结构的定义，和基本功能的递归算法实现。

## 附录：源代码

#include <iostream>

using namespace std;

template <class Entry>

struct Binary\_node

{

public:

// data members:

Entry data;

Binary\_node<Entry> \*left;

Binary\_node<Entry> \*right;

// constructors:

Binary\_node();

Binary\_node(const Entry &x)

{

data = x;

left = NULL;

right = NULL;

}

};

enum Error\_code

{

success, fail, not\_present, duplicate\_error

};

template<class Entry>

void print(Entry data)

{

cout << data << endl;

}

template <class Entry>

class Binary\_tree

{

protected:

// Add auxiliary function prototypes here.

Binary\_node<Entry> \*root;

public:

Binary\_tree();

Error\_code insert(const Entry &new\_data);

Error\_code search\_and\_insert(Binary\_node<Entry> \* &sub\_root, const Entry &new\_data);

bool empty() const;

void preorder(void(\*visit)(Entry &));

void recursive\_preorder(Binary\_node<Entry> \*sub\_root, void(\*visit)(Entry &));

void inorder(void(\*visit)(Entry &));

void recursive\_inorder(Binary\_node<Entry> \*sub\_root, void(\*visit)(Entry &));

void postorder(void(\*visit)(Entry &));

void recursive\_postorder(Binary\_node<Entry> \*sub\_root, void(\*visit)(Entry &));

int size() const;

int recursive\_size(Binary\_node<Entry> \*sub\_root) const;

void clear();

void recursive\_clear(Binary\_node<Entry> \* &sub\_root);

void deleteleaf();

void recursive\_deleteleaf(Binary\_node<Entry>\* &sub\_root);

int height() const;

int recursive\_height(Binary\_node<Entry> \*sub\_root) const;

Binary\_node<Entry> \*recursive\_copy(Binary\_node<Entry> \*sub\_root);

Binary\_tree(const Binary\_tree<Entry> &original);

Binary\_tree & operator = (const Binary\_tree<Entry> &original);

void set\_root(Entry x)

{

root = new Binary\_node<Entry>(x);

}

};

template <class Entry>

Error\_code Binary\_tree<Entry> ::insert(const Entry &new\_data)

{

return search\_and\_insert(root, new\_data);

}

template <class Entry>

Error\_code Binary\_tree<Entry> ::search\_and\_insert(Binary\_node<Entry> \* &sub\_root, const Entry &new\_data)

{

if (sub\_root == NULL)

{

sub\_root = new Binary\_node<Entry>(new\_data);

return success;

}

else if (new\_data < sub\_root->data)

return search\_and\_insert(sub\_root->left, new\_data);

else if (new\_data > sub\_root->data)

return search\_and\_insert(sub\_root->right, new\_data);

else return duplicate\_error;

}

template <class Entry>

int Binary\_tree<Entry>::size() const

{

return recursive\_size(root);

}

template <class Entry>

int Binary\_tree<Entry> ::recursive\_size(Binary\_node<Entry> \*sub\_root) const

/\* Post: The number of entries in the subtree rooted at sub\_root is returned. \*/

{

if (sub\_root == NULL) return 0;

return 1 + recursive\_size(sub\_root->left) + recursive\_size(sub\_root->right);

}

template <class Entry>

int Binary\_tree<Entry>::height() const

{

return recursive\_height(root);

}

template <class Entry>

int Binary\_tree<Entry> ::recursive\_height(Binary\_node<Entry> \*sub\_root) const

/\* Post: The height of the subtree rooted at sub\_root is returned. \*/

{

if (sub\_root == NULL) return 0;

int l = recursive\_height(sub\_root->left);

int r = recursive\_height(sub\_root->right);

if (l > r) return 1 + l;

else return 1 + r;

}

template <class Entry>

Binary\_tree<Entry> ::Binary\_tree()

/\* Post: An empty binary tree has been created. \*/

{

root = nullptr;

}

template <class Entry>

bool Binary\_tree<Entry> ::empty() const

/\* Post: A result of true is returned if the binary tree is empty. Otherwise, false is returned. \*/

{

return root == NULL;

}

template <class Entry>

void Binary\_tree<Entry> ::clear()

{

recursive\_clear(root);

}

template <class Entry>

void Binary\_tree<Entry>::recursive\_clear(Binary\_node<Entry> \* &sub\_root)

{

if (sub\_root != NULL)

{

recursive\_clear(sub\_root->left);

recursive\_clear(sub\_root->right);

delete sub\_root;

sub\_root = NULL;

}

}

template <class Entry>

void Binary\_tree<Entry> ::preorder(void(\*visit)(Entry &))

/\* Post: The tree has been been traversed in inorder sequence.

Uses: The function recursive\_inorder \*/

{

recursive\_preorder(root, visit);

}

template <class Entry>

void Binary\_tree<Entry> ::recursive\_preorder(Binary\_node<Entry> \*sub\_root, void(\*visit)(Entry &))

{

if (sub\_root != NULL)

{

(\*visit)(sub\_root->data);

recursive\_inorder(sub\_root->left, visit);

recursive\_inorder(sub\_root->right, visit);

}

}

template <class Entry>

void Binary\_tree<Entry> ::inorder(void(\*visit)(Entry &))

/\* Post: The tree has been been traversed in inorder sequence.

Uses: The function recursive\_inorder \*/

{

recursive\_inorder(root, visit);

}

template <class Entry>

void Binary\_tree<Entry> ::recursive\_inorder(Binary\_node<Entry> \*sub\_root, void(\*visit)(Entry &))

{

if (sub\_root != NULL)

{

recursive\_inorder(sub\_root->left, visit);

(\*visit)(sub\_root->data);

recursive\_inorder(sub\_root->right, visit);

}

}

template <class Entry>

void Binary\_tree<Entry> ::postorder(void(\*visit)(Entry &))

/\* Post: The tree has been been traversed in inorder sequence.

Uses: The function recursive\_inorder \*/

{

recursive\_postorder(root, visit);

}

template <class Entry>

void Binary\_tree<Entry> ::recursive\_postorder(Binary\_node<Entry> \*sub\_root, void(\*visit)(Entry &))

{

if (sub\_root != NULL)

{

recursive\_inorder(sub\_root->left, visit);

recursive\_inorder(sub\_root->right, visit);

(\*visit)(sub\_root->data);

}

}

template <class Entry>

Binary\_tree<Entry>::Binary\_tree(const Binary\_tree<Entry> &original)

{

root = recursive\_copy(original.root);

}

template <class Entry>

Binary\_node<Entry> \*Binary\_tree<Entry> ::recursive\_copy(Binary\_node<Entry> \*sub\_root)

/\* Post: The subtree rooted at sub\_root is copied, and a pointer to the root of the new copy is returned. \*/

{

if (sub\_root == NULL) return NULL;

Binary\_node<Entry> \*temp = new Binary\_node<Entry>(sub\_root->data);

temp->left = recursive\_copy(sub\_root->left);

temp->right = recursive\_copy(sub\_root->right);

return temp;

}

template <class Entry>

void Binary\_tree<Entry>::recursive\_deleteleaf(Binary\_node<Entry>\* &sub\_root)

{

if (sub\_root == NULL)

return;

if (sub\_root->left == NULL && sub\_root->right == NULL)

{

delete sub\_root; sub\_root = NULL; return;

}

recursive\_deleteleaf(sub\_root->left);

recursive\_deleteleaf(sub\_root->right);

}

template <class Entry>

void Binary\_tree<Entry>::deleteleaf()

{

recursive\_deleteleaf(root);

}

template <class Record>

class Search\_tree : public Binary\_tree<Record> {

public:

int size() const;

int recursive\_size(Binary\_node<Record> \*sub\_root) const;

Error\_code insert(const Record &new\_data);

Error\_code remove(const Record &old\_data);

Error\_code tree\_search(Record &target) const;

Binary\_node<Record>\* search\_for\_node(Binary\_node<Record>\* sub\_root, const Record &target) const;

Error\_code search\_and\_insert(Binary\_node<Record> \* &sub\_root, const Record &new\_data);

Error\_code search\_and\_destroy(Binary\_node<Record>\* &sub\_root, const Record &target);

Error\_code remove\_root(Binary\_node<Record> \* &sub\_root);

private:

// Add auxiliary function prototypes here.

Binary\_node<Record> \*root;

};

template <class Record>

int Search\_tree<Record>::size() const

{

return recursive\_size(root);

}

template <class Record>

int Search\_tree<Record> ::recursive\_size(Binary\_node<Record> \*sub\_root) const

/\* Post: The number of entries in the subtree rooted at sub\_root is returned. \*/

{

if (sub\_root == NULL) return 0;

return 1 + recursive\_size(sub\_root->left) + recursive\_size(sub\_root->right);

}

template <class Record>

Binary\_node<Record> \*Search\_tree<Record> ::search\_for\_node(Binary\_node<Record>\* sub\_root, const Record &target) const

{

if (sub\_root == NULL || sub\_root->data == target)

return sub\_root;

else if (sub\_root->data < target)

return search\_for\_node(sub\_root->right, target);

else return search\_for\_node(sub\_root->left, target);

}

template <class Record>

Error\_code Search\_tree<Record> ::tree\_search(Record &target) const

{

Error\_code result = success;

Binary\_node<Record> \*found = search\_for\_node(root, target);

if (found == NULL)

result = not\_present;

else

target = found->data;

return result;

}

template <class Record>

Error\_code Search\_tree<Record> ::insert(const Record &new\_data)

{

return search\_and\_insert(root, new\_data);

}

template <class Record>

Error\_code Search\_tree<Record> ::search\_and\_insert(Binary\_node<Record> \* &sub\_root, const Record &new\_data)

{

if (sub\_root == NULL)

{

sub\_root = new Binary\_node<Record>(new\_data);

return success;

}

else if (new\_data < sub\_root->data)

return search\_and\_insert(sub\_root->left, new\_data);

else if (new\_data > sub\_root->data)

return search\_and\_insert(sub\_root->right, new\_data);

else return duplicate\_error;

}

template <class Record>

Error\_code Search\_tree<Record> ::remove(const Record &target)

/\* Post: If a Record with a key matching(符合） that of target belongs to the Search\_tree a code of success is returned and the co. rresponding node is removed from the tree. Otherwise, a code of not\_present is returned.

Uses: Function search\_and\_destroy \*/

{

return search\_and\_destroy(root, target);

}

template <class Record>

Error\_code Search\_tree<Record> ::search\_and\_destroy(Binary\_node<Record>\* &sub\_root, const Record &target)

{

if (sub\_root == NULL || sub\_root->data == target)

return remove\_root(sub\_root);

else if (target < sub\_root->data)

return search\_and\_destroy(sub\_root->left, target);

else

return search\_and\_destroy(sub\_root->right, target);

}

template <class Record>

Error\_code Search\_tree<Record> ::remove\_root(Binary\_node<Record> \* &sub\_root)

{

if (sub\_root == NULL) return not\_present;

Binary\_node<Record> \*to\_delete = sub\_root;

// Remember node to delete at end.

if (sub\_root->right == NULL) sub\_root = sub\_root->left;

else if (sub\_root->left == NULL) sub\_root = sub\_root->right;

else { // Neither subtree is empty.

to\_delete = sub\_root->left;

// Move left to find predecessor(前驱）.

Binary\_node<Record> \*parent = sub\_root; // parent of to\_delete

while (to\_delete->right != NULL)

{ // to delete is not the predecessor.

parent = to\_delete;

to\_delete = to\_delete->right;

}

sub\_root->data = to\_delete->data; // Move from to\_delete to root.

if (parent == sub\_root) sub\_root->left = to\_delete->left;

else parent->right = to\_delete->left;

}

delete to\_delete; //Remove to\_delete from tree.

return success;

}

int main()

{

Binary\_tree<int> bt;

int root\_value,n,node\_value;

cout << "现有一颗二叉树，请输入他的根节点的值(整数)："<<endl;

cin >> root\_value;

bt.set\_root(root\_value);

cout << "请输入节点数量:"<<endl;

cin >> n;

cout << "请输入更多节点值，节点将会以构建二叉查找树的顺序添加："<<endl;

for (int i = 0; i < n; i++)

{

cin >> node\_value;

int result;

result=bt.insert(node\_value);

if (result == 0) cout << "节点添加成功！" << endl;

}

cout << "二叉树构建完成。" << endl;

cout << "先序遍历这棵树，得到序列：" << endl;

bt.preorder(print);

cout << "中序遍历这棵树，得到序列：" << endl;

bt.inorder(print);

cout << "后序遍历这棵树，得到序列：" << endl;

bt.postorder(print);

cout << "二叉树高度为" << bt.height() << endl;

cout << "二叉树大小为" << bt.size() << endl;

Search\_tree<int> st;

int root\_value2, n2, node\_value2;

cout << "现有一颗二叉查找树，请输入他的根节点的值(整数)：" << endl;

cin >> root\_value2;

st.set\_root(root\_value2);

cout << "请输入需要添加的节点数量:" << endl;

cin >> n;

cout << "请输入更多节点值，构建二叉查找树：" << endl;

for (int i = 0; i < n; i++)

{

cin >> node\_value2;

int result;

result = st.insert(node\_value2);

if (result == 0) cout << "节点添加成功！" << endl;

else cout << "节点删除失败！";

}

cout << "请输入需要删除的节点数量:" << endl;

cin >> n;

cout << "请输入需要删除的节点值：" << endl;

for (int i = 0; i < n; i++)

{

cin >> node\_value2;

int result;

result = st.remove(node\_value2);

if (result == 0) cout << "节点删除成功！" << endl;

else cout << "节点删除失败！" << endl;

}

system("pause");

}