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Составление программы по условию (NASM):

* Обобщенный артефакт, используемый в задании: объемная (трехмерная) геометрическая фигура.
* Базовые альтернативы (уникальные параметры, задающие отличительные признаки альтернатив):

1. Шар (целочисленный радиус)
2. Параллелепипед (три целочисленных ребра)
3. Правильный тетраэдр (длина ребра – целое)

* Общие для всех альтернатив переменные:

1. Плотность материала фигуры (действительное число)

* Общие для всех альтернатив функции

1. Вычисление площади поверхности (действительное число)

* Расположение всех альтернатив в едином контейнере.
* Упорядочивание элементов контейнера по возрастанию используя Shaker Sort. В качестве ключей для сортировки и других действий используются результаты функции, общей для всех альтернатив.
* Формат ввода:

1. Готовые тестовые файлы (./figures\_hw2 -f <input file with data> <output file> <output sorted file>) input file:
2. Первый аргумент тип фигуры число от 1 до 3 (1 – сфера, 2 – параллелепипед, 3 – правильный тетраэдр).
3. Второй аргумент уникальный (сфера – радиус (целочисленное значение), параллелепипед – 3 стороны (целочисленные значения), правильный тетраэдр – сторона (целочисленное значение)).
4. Третий аргумент общий для всех – плотность материала фигуры – действительное число.
5. Генерация случайных значений (./figures\_hw2 -n <number of figures> <output file> <output sorted file>)

Характеристики программы

Интерфейсные модули: 0

Модули реализации: 5

Общий размер исходных тестов: 496 Кб

Общий размер результатов тестов: 4.1 Мб

Размер исполняемого кода: 18Кб

Результаты тестов (в секундах)

|  |  |  |
| --- | --- | --- |
| Количество элементов | Ввод из файла | Генерация элементов |
| 20 (test\_1\_20.txt) | 0.000983 | 0.000854 |
| 100 (test\_2\_100.txt) | 0.002859 | 0.002357 |
| 1000 (test\_3\_1000.txt) | 0.09437 | 0.09214 |
| 10000 (test\_4\_10000.txt) | 5.824293 | 5.215282 |
| 20000 (test\_5\_20000.txt) | 23.135812 | 22.814397 |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | (C++) | | (Python) | |
| Количество элементов | Ввод из файла | Генерация элементов | Ввод из файла | Генерация элементов |
| 20 (test\_1\_20.txt) | 0.000867 | 0.000766 | 0.01208 | 0.01639 |
| 100 (test\_2\_100.txt) | 0.002346 | 0.001917 | 0.02227 | 0.02146 |
| 1000 (test\_3\_1000.txt) | 0.069392 | 0.055530 | 0.64616 | 0.69038 |
| 10000 (test\_4\_10000.txt) | 3.914274 | 3.829114 | 62.01779 | 61.77551 |
| 20000 (test\_5\_20000.txt) | 12.225400 | 11.842741 | 237.04018 | 242.1274 |
| Размер исполняемого кода | 13.925 Кб | | 5.9912 Кб | |

Заключение

Разработали программный продукт на языке NASM. Код примерно в 2 раза медленнее С++, а также исполняемый код занимает больший объем памяти. Крайне трудно писать на NASM, что заставило потратить на выполнение работы много дней (в отличие от Python). Надеюсь, столь сложных и морально, и физически заданий больше не будет. Довольно долго нужно было привыкать в написанию подобного рода программы.