The Impact of Autism Spectrum Disorder On A Restless Bandit Task

Evan Knep

2024-05-04

## [1] 2

![](data:image/png;base64,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)

# **Reproducible Image and Online Resources**

An interactive web app is available by [clicking this link](https://knepx001.shinyapps.io/psy8712-final/) instead.

# **Script Settings and Resources**

setwd(dirname(rstudioapi::getActiveDocumentContext()$path))  
library(dplyr)  
library(stringr)  
library(readr)

# **Data Import and Cleaning**

file\_list <- list.files("../data") #my raw data is output as one .csv file per participant. I need to combine all ind files into a mega-file, so first I create a list of all files in the data directory  
file\_list <- paste("../data/", file\_list, sep = "") #pasting the path information onto the start of the filenames to avoid issues when reading all the files in  
spark\_detect <- str\_detect(file\_list, "SPARK") #the raw data was from two different rounds of collection, one through the psyREP program here at the U, and one through the SPARK for autism foundation. I can separate these groups by checking for the presence of the word spark in the filename.   
  
spark\_files <- file\_list[spark\_detect] #creating a list of all filenames that contain spark  
rep\_files <- file\_list[!spark\_detect] #creating a list of all filenames that do not contain spark (meaning they were collected through psyREP)  
  
spark\_master <- lapply(spark\_files, read\_csv) %>% #reading in each individual .csv in our spark files  
 bind\_rows() %>% #binding rows of each file to make one superfile  
 mutate(group = "spark") #I intend to merge the spark and rep master files, so before doing that I will label all the spark data by creating a new "group" column  
   
rep\_master <- lapply(rep\_files, read\_csv) %>% #reading in each individual .csv in our rep files  
 bind\_rows() %>% #binding rows of each file to make one superfile  
 mutate(group = "rep") #labeling this group as rep prior to merging with the spark data  
  
combined\_master <- bind\_rows(spark\_master, rep\_master) %>% #combining rep and spark datasets now that they've been labeled  
 filter(test\_part == "restless") %>% #each individual trial has a "test\_part" value associated with it, the rows that contain NA here are only saving server info in between trials so we can filter them out. In the spark sample we only used the restless bandit task, so we can filter out all the NA by only including rows that contain a restless value in the test\_part column.  
 select(-c(trial\_type, trial\_index, time\_elapsed, internal\_node\_id, participantCode, success, test\_part, generatedNum)) #removing irrelevant columns. Some of it is server info from Pavlovia.org, some it is simply redundant information that we've used for organizing files  
  
combined\_master <- combined\_master %>% #cleaning up the columns and ensuring the datatypes are correct  
 mutate(group = factor(group, ordered = FALSE)) %>% #factorizing my group variable, initially it was being treated as just a string   
 mutate(rt = as.numeric(rt)) %>% #changing my reaction time values to numeric  
 mutate(key\_press = case\_when( #for readability, changing the key\_press values from javascript keycode values to one that will make more sense to someone looking at the data. Each keypress (37,38,39) corresponds to the left,center,right arrow keys  
 key\_press == "37" ~ "left",  
 key\_press == "38" ~ "center",   
 key\_press == "39" ~ "right"  
 )) %>%  
 mutate(stimulus = sub(".\*/(.\*?)\\.jpg$", "\\1", stimulus)) %>% #pulling out specific stimulus identity from the path to the image file, grabbing the text in between the final / and the .jpg  
 mutate(chosen\_image = case\_when( # the stimulus file name grabbed in the previous mutate is named by the combination of the 3 images shown to the participant. So the first two characters refer to the left image, the middle two characters refer to the middle image, and the last two characters refer to the right image. I can look at image chosen by pulling those specific characters based on what the keypress was  
 key\_press == "left" ~ substring(stimulus, 1,2),  
 key\_press == "center" ~ substring(stimulus, 3,4),  
 key\_press == "right" ~ substring(stimulus, 5,6)  
 )) %>%  
 mutate(walkNumber = str\_remove(walkNumber, ".csv")) %>% #participants were given random "walks", that are the potential jumps in reward probability for each option. While they were generated to have the same environmental richness over the course of the task, the different walks could theoretically influence behaviors.  
 mutate(z\_score = scale(rt)) %>% #exploratory data analysis revealed some significant outliers in reaction time, because there was no limited hold on each trial. Calculating the z-score of the column and filtering out values above 3 or below -3 allows us to remove rts that are more than 3 standard deviations away from the mean  
 filter(abs(z\_score) <= 3) %>% # ^  
 rowwise() %>%  
 mutate(chance = sum(leftProb, midProb, rightProb) / 3) # looking at probability of reward of each participant can provide a skewed sense of performance, because the random component of the task means that different participants will be exposed to difference levels of chance. By calculating the chance each trial and averaging those values per participant (in analysis), we can determine each participants performance above chance