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Merging datasets

When reviewing the data, a helpful link for issues: <https://github.com/ropensci/skimr/issues/606>

# Controls for COVID outcomes  
df\_covid\_controls <- df\_all\_yr %>%  
 arrange(country\_standard, year) %>%  
 group\_by(country\_standard) %>%  
 # These variables don't have values in 2020. Filling in from most recent year  
 fill(  
 c(gdp, pub\_health\_exp\_percent\_gdp, percap\_domestic\_health\_expenditure)) %>%  
 filter(year==2020) %>%  
 select(  
 country\_standard,   
 gdp,   
 pub\_health\_exp\_percent\_gdp,   
 percap\_domestic\_health\_expenditure)  
   
df\_covid\_controls <- df\_all\_yr\_2020 %>%  
 select(  
 country\_standard, gdp\_per\_capita, gini\_2020, median\_age, aged\_65\_older) %>%  
 full\_join(df\_covid\_controls, by = "country\_standard") %>%   
 select(  
 country\_standard, gdp, gdp\_per\_capita, gini\_2020,   
 # we discussed using "public health expenditure as a proportion of GDP"  
 # as an indicator, but it seemed very similar to the next indicator  
 # below, which is "public health expenditure per capita"  
 #pub\_health\_exp\_percent\_gdp,   
 percap\_domestic\_health\_expenditure,   
 median\_age, aged\_65\_older)  
  
write\_csv(df\_covid\_controls, "data/covid-19\_controls.csv")

# Creating an index for COVID-19 health factors

Our C index comes from the country-level amounts since the start of the pandemic, used in the following equation: (1 / COVID-19 cases per million) \* (1 / COVID-19 deaths per million) \* (total COVID-19 tests per thousand)

The intuition is that countries will have a higher index score if they have fewer cases, fewer deaths, and more tests. The index is scaled from 0 (worst) to 1 (best).

We decided on this index after testing it among six considered models. We regressed each index on our list of control variables and compared the F-statistic of each model. The chosen model had the second highest F-Statistic, but was chosen because a review of the country rankings of the model with the highest F-statistic revealed it to be a poor index.

To see the code for the process above, see reference\_dode/covid\_index\_select.r

For countries that were missing data on COVID-19 tests, they are assigned a score of “1” on the scale of 1 to 10 used for countries’ testing rates.

df\_covid\_index <- df\_all\_yr %>%  
 select(  
 country\_standard,   
 cum\_total\_cases\_per\_million,   
 cum\_total\_deaths\_per\_million,  
 cum\_total\_tests\_per\_thousand) %>%  
 filter(  
 if\_any(  
 cum\_total\_cases\_per\_million:cum\_total\_deaths\_per\_million,   
 ~ !is.na(.))) %>%   
 distinct() %>%  
 mutate(  
 # Use a scale of 1 - 10 to avoid having "0" in denominator  
 stand\_total\_cases\_per\_million = rescale(cum\_total\_cases\_per\_million, to = c(1, 10)),  
 stand\_total\_deaths\_per\_million = rescale(cum\_total\_deaths\_per\_million, to = c(1, 10)),  
 stand\_total\_tests\_per\_thousand = rescale(cum\_total\_tests\_per\_thousand, to = c(1, 10)),  
 stand\_total\_tests\_per\_thousand\_no\_NA = ifelse(  
 is.na(stand\_total\_tests\_per\_thousand),   
 1,   
 stand\_total\_tests\_per\_thousand),  
 covid\_index = rescale(  
 (1/stand\_total\_cases\_per\_million) +  
 (1/stand\_total\_deaths\_per\_million) +  
 stand\_total\_tests\_per\_thousand\_no\_NA)  
 ) %>%  
 select(country\_standard, covid\_index, everything())  
  
# Reviewing distribution of the data  
histogram(df\_covid\_index$stand\_total\_cases\_per\_million)
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histogram(df\_covid\_index$stand\_total\_deaths\_per\_million)
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histogram(df\_covid\_index$stand\_total\_tests\_per\_thousand\_no\_NA)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAgVBMVEUAAAAAADoAAGYAOjoAOpAAZrYA//86AAA6ADo6AGY6OgA6ZmY6kNtmAABmADpmOpBmZjpmZmZmkJBmtrZmtv+QOgCQOmaQkGaQtpCQ27aQ2/+2ZgC2kDq225C2/7a2///bkDrbtrbb25Db/7bb/9vb////tmb/25D//7b//9v////UkDg8AAAACXBIWXMAAA7DAAAOwwHHb6hkAAAMfUlEQVR4nO2dC5ubuBlGmcRTT1u76XY9u9uw2XWbGl/+/w+shLjbMwZJxOKdc55kbsAniYMugDDZBaTJHp0BmBcEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4MQRHiJFINqRixIuE4CRjxIuE4CRjxIuE4CRjxIuE4CRjxIuE4CRjxIuE4CRjxIqUwWP4YYKDI4APCBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFebTgmDet4QYPF/yXESDYHwSLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDhRBZ9fs2xTfvv058gICJ6ZqILz1eH48vWSP9t/4yIgeGZiCj7942v97fjXYRVG8GOIKbiyar9Vru9HQPDMxBRcrH7Pst1Q8PsfR4jgmRn5aZDjBJsRVvH0lRqcEnFr8MGMoHcITonYfbARzCArJeKeJpkm2pwBc5qUENEvdOzMedKWCx3JwKVKcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBZnquDTtn0n6PUto+kJIXhmqMHiIFgcH8F1M00TvQB8BOerw/75clzvIiSE4JnxEHzabsoJlHvzPzghBM+Ml2A3uf165qRHQgieGQ/B59fNG88feSSE4Jnx6YP3dmrshiZ6EXidJuXPt6fGeiSE4JnhPFgcn0FW9dxRwXnwAggQvEfwApgsOG9vNmwiJITgmQmowVESQvDMMMgSx0vwcW0a6Kdp9RjBj8FHcFH2vvuMmw0LwPNSpYUrWUvA82aDhfPgJUANFoc+WBxG0eJwHiwOgsWZPvF9Us97NyEEzwyCxUGwOAgWh4fPxKEGi4NgcRAsDoLF4UqWOAgWB8HiIFgcj0EW86KXxHTBGwQviclN9J5LlYsi8qMr5VP/vD84ISIPsnJrlhdjJUTcSXfF5+q9hbzaLhWiTps9//Kt+vQdXi+bCh6vl3174vt+c7wWfCNC988InpeYj66cvhwQnBoxH13J2w9IQ3AqROyDq9k8vD84KSI/ulKK5TQpISKfB5eCeX9wQnA3SRwEi4NgcRAsTsDdJD6jYwkECOazKpfAZMF8VuWyiHzDf3JCCJ4ZBlni+Ag+vzInazH4CM6nva3h3YQQPDNe94Mnja7eTwjBMxNwwz9KQgieGa8b/lf3Av0TQvDM+N3w96jCCH4MXk00TzYsB86DxUGwOF6CTSO9OuTTTpYQ/Bi8BllPX/erw8TTYQQ/Bs950XZONLcLl4DnhQ4rmBv+SyCgBue8lGMB+PfBvJRjEfiOonkpx0LgPFgcBIvjJdgOr4ppc+4Q/CC8ZnSUw+fTdtJdQwQ/hoAb/pwHLwHP82ALV7KWgE8T7c6Aj2uuRS8Ar0EWL6dcDpwmiRPQB0dJCMEzw7RZcbxuNvBkw3JgVqU4DLLEQbA4zKoUh1mV4jCrUhxmVYrDrEpxmFUpDrMqxeE8WBwEizNdsH15IR/hsBgmC96bvve4nm4YwY9hqmB3t//6nVi+CSF4ZqYKdnf7Pe4II/gxRBVsJ+PteL1sUsQUbJcVpovmvUkJEVNwYXrm8ytvPkuK2H2wWc67C1NiuuD2I/1vWTbja94fnBIe7w9+D3uPmBqcEnEvVdqrIAhOiqiC3RwPBlkpEVPw8cVVW06TEiKmYPdKpR2vl00JbheKg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLswzBYwjOoSbLEEwt9wbB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDg6gpkVcBMdwaMCBRdjcSBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDgIFueDCf54swI+mOBRK40pzWKOFARfrzSmNLECzc4cguO/PzjSOhHb8VGBRu3ZmZuCOQTHfzFWpHXirRRRcKxAb8WPulrJDK+2i7TOYgUHVPMZBI9+vey4fMME3t7J8wn2iADxmL8Ge0SAeCBYnEcPsmBmHn2aBDMzh+Ap7w+GmXn0pUqYGQSLg2BxECwOgsVBsDgIFgfB4iBYHASL8+MEw2P4UYKjxEgkG1Ix4kVCcJIx4kVCcJIx4kVCcJIx4kVCcJIx4kVCcJIx4kVCcJIxYkeCJEGwOAgWB8HiIFgcBIuDYHEQLA6CxUlB8HGdZbvwKFfPPU7l/Jplm9BcrLOn4QO2U0PYgtz8vBsfEhB82u4uReheuVzy4B2Srw7Hl7B82LLswzJy2trtbz7I6UMCgovVwRywoVW4+Bxag6+fbZ/O7Wfkp7DP/l7FCG+SLAkIttgjP4jzL99C90eMHWoPVHvA+vOfg81H+IFSk4jgfdBOsQE2wX6K1e/hYwHTd4YWRVFwYLdlWoAvh3DBZoQVOhY4bTfBhREUvA8eYuW78BY2xlgghhg9wcH11362hCVcTiqCpQZZoacmdZjg/ZGbJjrwWDu/xmmipU6T8gi17xLrQkdoNmJd6Lj5eTc+JCAY5gTB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVZhODTl8B5bB+YQMF2ktp+xPMA7bTY7rS268myNye92RkB3RSKN+/K9zbvrdb9pZfszWBvp/AOZiPf2b/j5vqdX90cgNzN28xHPYYRLthOJJy2xcSl+ac/vvx33e65d/bim0fPm7/cDOblyW40t+CsnMXjBB9f/jlmzkcMwZMKNVnwcb0zTXTezjb+wII/l9PX3L7Yf/q2HpFagGDTND/9+vTbOuvNHjJ/LY+zomxXj2Ueiqd/lyV3W/QdnLY/b91UqGbp3jXJdvKaaR6cYLu6fUgt29mvpoS5m8d1Y3NHtVqdjf42u8FaVYq9FNzPbcGOL7aom7qMG/usy69t0cuNvm//VT1IV1SrbKv0mmj38t1ZUgy6pvPr897u2lKw+cX8u2/JX7B92KvIhjXYTnG2jXaRWXdVHnJT8l27RacsdiXbjZv/zVL7y3G9cTMUV4fTdvW9FFweLCZumaCdcujSGm7eDV5n4zLYZlCD6xS7KdQ/N2saRTv3h3p1k7PO4K9XmF665ksTbUy+BzEazM505bDJFtVa9/AW7OpmPhBcd8hWTpmJqho2u8xuMdgnmzJYJ165qS33pz/sFGN78D9Xf2q2cgtubN4L3mRjsM3uOgs2fDeFqwm0VunFHXHV6v3RR7cwvXTtkibymHwPYjRLbG2xz/iUgu2XMcMfb8Euy8M++Fh1C+67bV3ds6HtLht2k/1dYJa6FcoAuRtUlPPaN9VzlW0LW2TZjc17wXvZ6G/TWatJsZtC/fOgaN0M9tuubmH66Zov3Wgj8t2L0Syxgq1269YdbiMemfUWvL8tuJrE7vJlF9kZ3Pao37Vb9MpSl6dZWlQfaN5pIe0g69Of5bzlet+YnqscZFxt3gveZON6m85abYrdFKqfB0XrZvCe4Dpd15a4aOPy3YvRLCn7O3NE5NWoYdR08rlrsG1nq5JPqsGuQD9VNepL82R21SeU8Y/rSTW4v01nrf4YttvrdJvOVnD9xwk1uI42Mt9v12D7/IURXI2vel30bQL74P29Ptj85aeyG961W7yzT3rx9qv/vZYP/BnB9S6oakW5X4rsxua94L2+sL/NMAvdvzR/6C6pGkXXGl0t7Remk+6mlVT7vJ/vXoxmibN6fPnbqtkd94dZ/qNoN9C7NYq2GWmHgGVH2gxWb4yiq2O8WVpmOm+klKPo7yZUWahqp7lKUHbMw83b4JvuKHq4TXetOsVuCvXPzZrHdTWy7WXw0ovU5KZO9/xqa1u2q6ONyvcgRkNVbXNzDldfFnBH3XsEnwcPL3T0z4MvVUd6euc8uF7cOw82R3pePs757LqvOmS5b00J7cpf83aYeh28XK3JxtU2vbWqFHsp1D/XHNf1OW69+qDkeebOBk/u/Myla8eHP1f9fFW2O/k+XcWoadrlVXth7+4wi5sNY+n2hgtiEYKT4CMLLq/DZYMmLdLas2RlfBbaNX+7KThWYd6OE5gCNVgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6Cxfk/CFxFLcFincgAAAAASUVORK5CYII=)

histogram(df\_covid\_index$covid\_index)
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# RUnning a regression of control variables on COVID-19 index  
covid\_index\_mod\_test <- df\_covid\_index %>%   
 select(country\_standard, covid\_index) %>%  
 full\_join(df\_covid\_controls, by = "country\_standard") %>%  
 select(-country\_standard)  
  
 lm(covid\_index ~ ., data = covid\_index\_mod\_test) %>% summary()

##   
## Call:  
## lm(formula = covid\_index ~ ., data = covid\_index\_mod\_test)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.34923 -0.06285 0.00081 0.03053 0.61423   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 3.574e-01 1.275e-01 2.803 0.00573 \*\*  
## gdp -5.506e-15 5.367e-15 -1.026 0.30652   
## gdp\_per\_capita 3.414e-06 1.068e-06 3.197 0.00169 \*\*  
## gini\_2020 -2.266e-01 1.578e-01 -1.436 0.15316   
## percap\_domestic\_health\_expenditure 2.867e-05 1.557e-05 1.842 0.06741 .   
## median\_age -1.851e-03 3.971e-03 -0.466 0.64180   
## aged\_65\_older -3.558e-03 5.721e-03 -0.622 0.53491   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1299 on 151 degrees of freedom  
## (36 observations deleted due to missingness)  
## Multiple R-squared: 0.2895, Adjusted R-squared: 0.2613   
## F-statistic: 10.26 on 6 and 151 DF, p-value: 1.64e-09

write\_csv(df\_covid\_index, "data/covid-19\_index.csv")

You can do python code, like in example chunk below.

## Notes to self:

We don’t have 2020 GDP data

There are about 20 countries missing Gini index data

From OWID Covid, look at “stringeny\_index”

Additional ideas for controls:

* df\_covid\_owid
  + “population\_density”
  + “gdp\_per\_capita”
  + “extreme\_poverty”
  + “cardiovasc\_death\_rate”
  + “diabetes\_prevalence”
  + “female\_smokers”
  + “male\_smokers”
  + “handwashing\_facilities”
  + “hospital\_beds\_per\_thousand”
  + “life\_expectancy”
  + “human\_development\_index”

## Resources:

## Citations:

This project uses the countrycode R package

Arel-Bundock, Vincent, Nils Enevoldsen, and CJ Yetman, (2018). countrycode: An R package to convert country names and country codes. Journal of Open Source Software, 3(28), 848, <https://doi.org/10.21105/joss.00848>