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1. Le langage **Oak**, a été développé pour le projet Green chez Sun. Ce projet démarre en 1991 avec Patrick Naughton, Mike Sheridan et James Gosling. L’idée était de rechercher quelle était la «vague» suivante en informatique… et ils pensèrent que c’était la communication entre calculateurs et des systèmes implantés sur des appareils grand public : tv interactive, four mico-ondes, grille pain, réfrigérateur ; etc…  
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   C’est à ce moment que Joe Palrang inventa "Duke".  
   Projet abandonné en septembre1992
2. 1995, Java : Le projet Oak appliqué à WWW, se renomma Java. Combiné avec un navigateur spécial *Hotjava*, il apporte le concept d’*applet*.
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* [LISP](http://fr.wikipedia.org/wiki/LISP)
* [PROLOG](http://fr.wikipedia.org/wiki/Prolog)
* [FORTRAN](http://fr.wikipedia.org/wiki/Fortran)
* [COBOL](http://fr.wikipedia.org/wiki/Cobol)
* [SNOBOL](http://fr.wikipedia.org/wiki/SNOBOL)

***Types de donnée primitifs***

|  |
| --- |
| **Sommaire**   1. [Types primitifs](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/TypeDeDonneePrimitifs.html#type)    1. [booléen](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/TypeDeDonneePrimitifs.html#boolean)    2. [char](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/TypeDeDonneePrimitifs.html#char)    3. [entier](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/TypeDeDonneePrimitifs.html#entier)    4. [flottant](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/TypeDeDonneePrimitifs.html#flottant)    5. [conversions](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/TypeDeDonneePrimitifs.html#conversions) 2. [Variables et constantes](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/TypeDeDonneePrimitifs.html#variables) 3. [Expressions](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/TypeDeDonneePrimitifs.html#expressions) |

1 Types primitifs

Ce sont des types de donnée non objet qu'on retrouve dans de nombreux autres langages de programmation. A chacun de ces types correspond un type objet appelé «[type enveloppe](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/enveloppes.html)».

*1.1 Booléen* : **boolean**

C’est l’ensemble des deux valeurs **true** et **false**

*1.2 Caractère* : **char**  ([visualisation](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Applis/repCaractere.jnlp), [BabelMap](http://www.babelstone.co.uk/Software/BabelMap.html))

Ensemble des valeurs *unicode* ( valeurs de ’\u0000’ à ’\uffff’ avec 4 chiffres obligatoires après ’\u’) Les 128 premiers caractères sont les codes ASCII et se notent entre apostrophes : ’a’, ’1’, ’\’’, ’\n’.

Compléments d’information sur [Unicode](http://fr.wikipedia.org/wiki/Unicode), et aussi [ici](http://hapax.qc.ca/pdf/Propri%E9t%E9s%20et%20formats%20Unicode.pdf).

Un caractère est représenté sur 2 octets.

*1.3 Types entiers*

Les différents types entiers se distinguent par la taille de leur représentation.

|  |
| --- |
|  |

* **byte** :   (1 octet ) entiers compris entre -128 et +127 (-27 et 27-1)
* **short** :  (2 octets ) entiers compris entre -32768 et +32767 (-215 et 215-1)
* **int** :  (4 octets ) entiers compris entre -2147483648 et +2147483647 (-231 et 231-1)
* **long** : (8 octets ) entiers compris entre -9223372036854775808 et +9223372036854775807 (-263 et 263-1)

|  |  |
| --- | --- |
| Le codage des entiers se fait en binaire pour les entiers positifs et en binaire en complément à deux pour les entiers négatifs :   * 9      est codé sur un octet en  00001001 * -9     est codé sur un octet en  11110111 * -1     est codé sur un octet en  11111111 * -128 est codé sur un octet en  10000000 * 127  est codé sur un octet en  01111111 | Le codage des nombres négatifs en complément à deux s'obtient de la façon suivante :   1. on représente la valeur absolue du nombre en binaire. 2. on inverse tous les bits de la représentation. 3. on ajoute 1. |

Les littéraux peuvent être notée dans trois bases différentes :

* décimal : notation habituelle 123, 928 …
* octal : le nombre commence par 0 , 0123, 0763 …
* hexadécimal : le nombre commence par 0x : 0x213, 0xA9F … les chiffres de 10 à 15 sont notés A, B, C, D, E, F.

Les littéraux sont par défaut de type *int*. Un littéral peut être rendu de type *long* en le suffixant avec **l** ou **L**.

* 12345 est de type *int*
* 12345L est de type *long*

*1.4 Types flottants*

|  |
| --- |
|  |

Ils se distinguent par la taille de leur représentation, et par conséquent par la précision et l’étendue des valeurs.

La représentation des réels est une représentation en virgule flottante : signe, exposant et significande ( [IEEE754](http://grouper.ieee.org/groups/754/) ).

* le **signe** : 0 pour les nombres positifs, 1 pour les négatifs
* l’**exposant** : un nombre entier dont la valeur  est obtenue en soustrayant la valeur maximum/2 au nombre stocké dans la partie exposant.
* le **significande** : un nombre entier.

La valeur du nombre en représentation flottante est obtenue de la façon suivante :

* 0<exposant<max : on a alors un nombre **normalisé** f = signe\*2exposant-max/2-1 \*1.significande
* exposant = 0
  + significande !=0  nombre **dénormalisé**f = signe\*2-max/2 \*0.significande
  + significande = 0 valeur 0
* exposant = max
  + significande =0 +/- infini
  + significande !=0 NaN (Not a Number)

|  |  |
| --- | --- |
| **float** : ( 4 octets )  dans ce cas max vaut 255 : ensemble des nombres [-3.40282347E38 .. -1.40239846E-45], 0, [1.40239846E-45 .. 3.40282347E38] | float |
| **double** : ( 8 octets ) dans ce cas max vaut 2047 : ensemble des nombres [-1.79769313486231570E308 .. -4.94065645841246544E-324], 0, [4.94065645841246544E-324 .. 1.79769313486231570E308] | double |

Les littéraux sont représentés de la façon suivante :

**entier.**{entier}{E{+, -}entier} ou **.entier**{E{+, -}entier}

Ce qui est entre accolades est facultatif. Par défaut un littéral flottant est de type **double**. Un littéral peut être forcée dans le type **float** en la suffixant avec **f** ou **F** ou dans le type **double**en la suffixant avec **d** ou **D**.

A la suite d’opérations en virgule flottante, on peut obtenir POSITIVE\_INFINITY ou NEGATIVE\_INFINITY, ou NaN ( Not a Number).

Les opérations sur les nombre flottants n’ont pas les même propriétés que les opérations habituellement utilisées sur les nombres réels ( commutativité, associativité, égalité ...) Voir :

* [What Every Computer Scientist Should Know About Floating-Point Arithmetic](http://www.physics.ohio-state.edu/~dws/grouplinks/floating_point_math.pdf)
* [How Java’s Floating-Point Hurts Everyone Everywhere](http://www.cs.berkeley.edu/~wkahan/JAVAhurt.pdf)
* [LES CALCULS FLOTTANTS SONT-ILS FIABLES ? ou UN ORDINATEUR "SAIT-IL" BIEN CALCULER ?](http://www.lactamme.polytechnique.fr/Mosaic/descripteurs/FloatingPointNumbers.01.Fra.html)

Pour se rendre compte de certains des problèmes évoqués dans les articles précédents, essayer les programmes suivants :

avec des valeur initiales pour *a* et *b* qui sont des puissances de 4 + 0.1, pour d’autres valeurs, ou en changeant les *double* en *float* ...

|  |  |
| --- | --- |
| **float** A=3.1F,B=2.3F,C=1.5F;  **float** X,Y;  X=(A\*B)\*C;  Y=A\*(B\*C);  System.out.println(X);  System.out.println(Y);  System.out.println();  System.out.println(4096.1F-4095.1F);  System.out.println(4096.1-4095.1); | les sorties console sont les suivantes :  10.695  10.694999  1.0  1.0000000000004547 |
| A essayer avec des valeur initiales pour *a* et *b* qui sont des puissances de 4 + 0.1, pour d’autres valeurs, ou en changeant les *double* en *float* ...  **public** **void** xxx(){  **double** a = 64.1;  **double** b = 63.1;  *// pour d’autres valeurs de a et b*  *// la suite des  x est (1, 1, 1, ...*  **double** x = 1.0;  **for** (**int**i=1; i <= 14; i++){  System.out.println(""+i+" "+x);  x = a\*x - b;*// b = a-1  donc x = b\*(x-1)+x*  *// x initial = 1, donc x = x = 1*  }  } | 1 1.0  2 0.9999999999999929  3 0.9999999999995381  4 0.9999999999703917  5 0.9999999981021048  6 0.9999998783449158  7 0.9999922019090874  8 0.9995001423725043  9 0.967959126077524  10 -1.05382001843072  11 -130.64986318140916  12 -8437.756229928327  13 -540923.2743384057  14 -3.4673244985091805E7 |

*1.5 Conversions*

Les conversions vers un type dont la taille de la représentation est plus grande ou égale se font automatiquement sans avoir besoin d’être spécifié.

|  |  |
| --- | --- |
| Dans l'image ci-contre, les flèches pleines indiquent les conversions automatiques sans perte d'information, les flèches en pointillés, les conversions automatiques avec une possible perte d'information : | conversions automatiques |

Les autres conversions peuvent entraîner une perte d’information, et doivent être spécifiées par un opérateur de *cast*.

Exemples :

**double** d = 12345.6;

**byte** b = (**byte**)d; *// b vaut 57*

* Les conversions d’un type entier vers un autre type entier se font par troncature : on perd les bits les plus à gauche.
* Les conversions d’un flottant vers un entier commencent par une conversion de la valeur du flottant en *int* ou *long*, puis il y a une conversion du type précédent.

2 Variables, constantes

Une variable doit être déclarée. Une déclaration est un type suivi du nom de la variable. Le nom peut être suivi d’une initialisation ( = *valeur*).

Une déclaration de constante se fait comme une déclarationde variable précédée du mot **final**.

Un nom de variable ou de constante est contitué de lettres, de chiffres de '\_', et de symboles monétaires ('$', '£', '€', etc... ) et ne peut pas commencer par un chiffre. Plus généralement la méthode *Character.isJavaIdentifierStart(Char c)* retourne *true* si *c* peut commencer un identificateur, et la méthode *Character.isJavaIdentifierPart(Char c)* retourne *true* si *c* peut faire partie du reste de l'identificateur.

L'identificateur ne peut pas être un mot réservé Java :

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **abstract** | **continue** | **for** | **new** | **switch** |
| **assert** | **default** | **goto** | **package** | **synchronized** |
| **boolean** | **do** | **if** | **private** | **this** |
| **break** | **double** | **implements** | **protected** | **throw** |
| **byte** | **else** | **import** | **public** | **throws** |
| **case** | **enum** | **instanceof** | **return** | **transient** |
| **catch** | **extends** | **int** | **short** | **try** |
| **char** | **final** | **interface** | **static** | **void** |
| **class** | **finally** | **long** | **strictfp** | **volatile** |
| **const** | **float** | **native** | **super** | **while** |

|  |  |  |
| --- | --- | --- |
| On représente les variables ou constantes de type primitifs de la façon suivante : | **int** i = 12;  **double** d = 3.14; | http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/typePrimitif1.gif |

Par convention les noms de variable, attributs, paramètres commencent par une minuscule, les nom de classe, d'interface et d'énumération commencent par une majuscule. Quand un identificateur est composé de plusieurs mots, tous les mots sauf le premier commencent par une majuscule.

3 Expressions   ([visualisation](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/expressions.jnlp))

Les expressions sont construites à partir de littéraux, variables, constantes, opérateurs et parenthèses. Toute les expressions retourne une valeur. Les expressions ( sauf pour les opérateurs && et || ) sont évaluées en évaluant d’abord l’opérande de gauche, puis l’opérande de droite, puis en réalisant l’opération.

**int** i = 0 ;

t[++i]=++i ; *// affectation de 2 à t[1]*

Certaines instructions sont des instructions expressions et peuvent se trouver partout où on peut trouver une instruction :

* affectation
* pré et post incrément ou décrément

| **opérateur** | **sémantique** | **priorité** | **associativité** |
| --- | --- | --- | --- |
| [] . () *appel de méthode* | sélection dans un tableau, sélection d'un attribut ou méthode de classe, et paramètre d'un appel de méthode | 0 | gauche vers droite |
| ++ -- | Pré ou post incrémentation ou décrémentation | 1 | droite |
| + - unaire |  | 1 | droite |
| ! | négation booléenne | 1 | droite |
| ~ | Négation bit à bit | 1 | droite |
| () *cast* | Transtypage. | 1 | droite |
| \* | Multiplication | 2 | gauche |
|  | Division : division réelle si un des deux opérandes est un réel, et quotient de la division si les deux opérandes sont des entiers. Une division par 0 lève une exception. | 2 | gauche |
| % | Reste de la division. (opérandes entiers ou réels) | 2 | gauche |
| + - binaires | addition et soustraction. | 3 | gauche |
| << >> | Décalage à gauche signé, complété par des 0, décalage à droite signé, le remplissage dépend du signe. | 4 | gauche |
|  |
| 32>> 3 = 4 |
| -32 >> 3 = -4 |
|  |
| >>> | Décalage à droite, le remplissage se fait avec de 0. | 4 | gauche |
|  |
| 32 >> 3 = 4 |
| -32 >>> 3 = 536870908 |
|  |
| < <= > >= | Opérateurs de comparaison. | 5 | gauche |
| == != | Opérateurs de comparaison. | 6 | gauche |
| & | **Et** bit à bit pour les opérandes entiers. | 7 | gauche |
| **Et** évaluant les 2 opérandes pour des opérandes booléens. |
| ^ | **Ou** exclusif bit à bit pour des opérandes entiers. | 8 | gauche |
| **Ou** évaluant les 2 opérandes pour des opérandes booléens. |
| | | **Ou** inclusif bit à bit pour des opérandes entiers. | 9 | gauche |
| **Ou** inclusif évaluant les 2 opérandes pour des opérandes booléens. |
| && | **Et** logique. le premier opérande est évalué : s’il vaut *false* la valeur de l’expression est *false*, sinon c’est la valeur du second opérande. | 10 | gauche |
| || | **Ou** logique. le premier opérande est évalué : s’il vaut *true* la valeur de l’expression est *true*, sinon c’est la valeur du second opérande. | 11 | gauche |
| ? : | Opérateur ternaire a ? b : c | 12 | droite vers gauche |
|  |
| *a* est évalué |
| *a* vaut true la valeur de l’expression est la valeur de *b* |
| *a* vaut false la valeur de l’expression est la valeur de *c* |
| *b* est une expression quelconque, mais *c* ne peut être une affectation que si elle est entre parenthèses. |
| Opérateurs d’affectation : la partie gauche doit être une variable. |
| =  +=  -= &= | Les opérateurs composés ont le sens suivant : | 13 | droite vers gauche |
| \*=  /=  %= | *a op= b* est équivalent à *a = (T)(a op ( b ))* où *T* est le type de *a*. L’expression *b* est évaluée avant de d’évaluer *a op b* ; |
| <<=  >>=  >>>= | *String s; s += ’a’+’b’;* est équivalent à *s = s+(’a’+’b’)*. |
| &=  |=  ^= | a pour valeur *true* si l’opérande de gauche a pour type l’opérande de droite et *false* sinon. |
| **instanceof** |  | 14 | gauche |
| **cast** |  | 1 | gauche |
| **new** |  | 1 | gauche |

Les opérations sur les nombres réels ne lèvent pas d’exceptions, mais produisent des valeurs NaN, POSITIVE\_INFINITY ou NEGATIVE\_INFINITY

**float** a = 1000f;

System.out.println(a/0); *// affichage de Infinity*

a = a\*a\*a\*a;

System.out.println(a); *// affichage de 1.0E12*

a = a\*a\*a\*a;

System.out.println(a); *// affichage de Infinity*

System.out.println(a/a); *// affichage de NaN*

***Instructions***

|  |
| --- |
| **Sommaire**   1. [Instruction bloc](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Instructions.html#bloc) 2. [Instructions conditionnelles](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Instructions.html#if) 3. [Instruction switch](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Instructions.html#switch) 4. [Itérations](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Instructions.html#itérations)    1. [while](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Instructions.html#while)    2. [do](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Instructions.html#do)    3. [for](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Instructions.html#for) 5. [Exemples](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Instructions.html#exemples) 6. [for du jdk1.5](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Instructions.html#newFor) 7. [Etiquettes](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Instructions.html#etiq) |

1 Instruction bloc

Les accolades jouent avec les instructions le même rôle que les parenthèses avec les expressions : elles permettent de faire d’une séquence d’instructions séparées par des ; une seule instruction. On attachera un soin particulier à l’indentation des instructions mises entre accolades :

|  |  |
| --- | --- |
| {  *I1* ;  *I2* ;  . . .  *In* ;  } | La liste d’instructions peut être vide. L'exécution d'une instruction bloc, c'est l'exécution en séquence des instructions composant l'instruction bloc. Une variable déclarée dans un bloc a une **portée** qui va jusqu'à la fin du bloc : elle est connue depuis sa déclaration, jusqu'à l'accolade fermante. |

2 Instructions if

Il existe 2 formes de l’instruction conditionnelle :

|  |  |
| --- | --- |
| **if**( *expression booléenne* ) instruction I1 ; | L’exécution de l’instruction commence par l’évaluation de l’expression booléenne : si celle-ci a valeur **true**, alors il y a exécution de l’instruction *I1*. |
| **if**( *expression booléenne* ) instruction I1 ;  **else** instructionI2 ; | L’exécution de l’instruction commence par l’évaluation de l’expression booléenne : si celle-ci a valeur **true**, alors il y a exécution de l’instruction *I1* sinon il y a exécution de l’instruction *I2*. |

Les instructions *I1* ou *I2* peuvent être l’instruction vide.

3 Instruction switch

L’instruction *switch* se construit de la façon suivante :

**switch**( *expression entière ou caractère* ){

**case** *v1* : *instructions I1;*

**case** *v2* : *instructions I2;*

...

**default** : *instructions In;*

}

L’exécution de l’instruction commence par l’évaluation de l’expression entière, soit *v* cette valeur : Puis on recherche la première valeur *vi* égale à *v* : on commence alors l’exécution des instructions qui suivent la valeur *vi*. Si cette valeur n’est pas trouvée, ce sont les instructions *In* qui sont exécutées.

En général après l’exécution de *I1*, on ne désire pas exécuter *I2*, etc … Alors la structure du *switch* sera plutôt :

**switch**( *expression entière ou caractère* ){

**case** *v1* : *instructions I1;* **break**;

**case** *v2* : *instructions I2;* **break**;

...

**default** : *instructions In;*

}

Les instructions *I1*, *I2* ou *In* peuvent être l’instruction vide.

4 Itérations

Les instructions d'itération sont des instructions qui permettent de répéter l'exécution d'une (ou plusieurs) instruction(s) zéro, une ou plusieurs fois.

*4.1 while*

Le *tantque* se construit de la façon suivante :

**while**( *expression booléenne* ) Instruction ;

On évalue d’abord l’expression booléenne :

1. si celle-ci a la valeur **true**, on exécute l’instruction puis on re-exécute le *tantque*
2. si celle-ci a la valeur **false** l’exécution du *tantque* est terminée

L’instruction  peut être l’instruction vide.

*4.2 do*

Le *do* se construit de la façon suivante :

**do**{

*instructions*

}**while**( *expression booléenne*);

On exécute d’abord les instructions, puis on  évalue l’expression booléenne :

1. si celle-ci a la valeur **true**, on re-exécute le *do*
2. si celle-ci a la valeur **false** l’exécution du *do* est terminée

La liste d’instructions  peut être l’instruction vide.

*4.3 for*

Le *for* se construit de la façon suivante :

**for**(*initialisations* ; *expression booléenne* ; *mises à jour*) *instructions* ;

1. On exécute d’abord les initialisations
2. Puis on  évalue l’expression booléenne :
   * si celle-ci a la valeur **true**, on exécute les instructions de mise à jour, puis on re-exécute le *for* à partir de 2.
   * si celle-ci a la valeur **false**, l’exécution du *for* est terminée

Les initialisations et les mises à jour sont séparées par des virgules.

La liste d’instructions peut être l’instruction vide.

Les instructions dépendant des itérations *for*, *while*,ou *do* peuvent contenir des instructions :

* **break** : qui stoppe l’itération.
* **continue** : qui permet d’aller directement à l’évaluation de la condition de continuation.

Les instructions Java peuvent être étiquetées, alors les **break**, ou **continue** inclus dans une instruction étiquetée peuvent faire référence à cette étiquette :

![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Instructions_fichiers/image002.gif](data:image/gif;base64,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)

5 Exemple :

Nous nous proposons de calculer la somme des *n* premiers entiers, pour n>=0 :

|  |  |
| --- | --- |
| while | **int** n = 10;  **int** somme = 0;  **int** i;  i = 1;  **while**( i<=n){  somme = somme + i;  i = i+1;  }  System.out.println(" la somme des "+n+" premiers entiers est : "+somme); |
| for | **int** n = 10;  **int** somme = 0;  **int** i;  **for**( i=1; i<=n; ++i)  somme = somme + i;  System.out.println(" la somme des "+n+" premiers entiers est : "+somme); |  |
| do | **int** n = 10;  **int** somme = 0;  **int** i=0;  **do**{  somme = somme + i;  ++i;  }**while**(i<=n);  System.out.println(" la somme des "+n+" premiers entiers est : "+somme); |  |

6 for : le nouveau for du JDK 1.5 :

**for**(*Paramètre* *formel* : expression) *instruction*;

L'expression doit être un tableau ou  une instance de classe implémentant l'interface *Iterable* : L'interface *java.util.collection* étend depuis le JDK1.5 l'interface *Iterable*.

Exemples :

1. **int** [] t = {1, 2, 3, 4, 5, 6};
2. **for**( **int** a : t) System.out.println(a);

L'instruction suivante ne modifie pas le tableau t.

**for**( **int** a : t)++a;

1. Liste l = **new** ArrayList();
2. **for**( **int** a : l) System.out.println(a);

7 Les étiquettes

En Java toute instruction (pas les déclarations) peut être étiquettée. Une étiquette est un identificateur Java suivi de :

Exemple

**int** a = 0;

etiq1 : **if**(**true**);

etiq2 : **switch**(1){

*// ...*

}

etiq3 : a=1;

etiq4 : a++;

etiq5 : {

*// ...*

}

etiq6 : **for**(; ; ) **break**;

etiq7 : **while**( **true** ) **break**;

L'utilisation à tort et à travers des étiquettes permet d'écrire des programmes illisibles. La seule utilisation qui peut être intéressante est de pouvoir arrêter une itération englobant une autre itération depuis l'intérieur de cette dernière :

etiq1 : **while**(**true**){

**while**(...){

**if**(...) **break** etiq1; *// Arrête l'itération étiquettée par etiq1*

}

}

***Tableaux***

|  |
| --- |
| **Sommaire**   1. [Définition](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/tableaux.html#definition) 2. [Tableau à plusieurs dimensions](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/tableaux.html#dims) 3. [Tableau en paramètre](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/tableaux.html#param) 4. [Utilitaires](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/tableaux.html#util) |

1 Définition

Un tableau est une structure de données contenant un groupe d'éléments tous du même type. Le type des éléments peut être un type primitif ou une classe. Lors de la définition d’un tableau les [] spécifiant qu’il s’agit d’un tableau peuvent être placés avant ou après le nom du tableau :

*// ti est un tableau à une dimension de* ***int***

**int** ti [];

*// tc est un tableau à une dimension de* ***char***

**char**[] tc;

Un tableau peut être initialisé :

**int** ti1 [] = { 1, 2, 3 , 4};

**char**[] tc = {’a’, ’b’, ’c’};

|  |  |
| --- | --- |
| Pour allouer l’espace nécessaire au tableau il faut utiliser **new** :  *// ti est un tableau à une dimension de 10* ***int***  ti = **new** **int** [10];  *// tc est un tableau à une dimension de 15* ***char***  tc = **new** **char** [15];  L'utilisation d'un tableau pour lequel l'espace n'a pas été alloué provoque la levée d'une exception NullPointerException  Les éléments d’un tableau sont indicés à partir de 0. Chaque élément peut être accédé individuellement en donnant le nom du tableau suivi de l’indice entre [ ]  ti [0] ;*// premier élément du tableau ti*  ti [9] ;*// dernier élément du tableau ti*  L’accès à un élément du tableau en dehors des bornes provoque la levée d’une exception ArrayIndexOutOfBoundsException  Un tableau possède un attribut ***length*** qui permet de connaître le nombre d’éléments d’un tableau.   * ti.length vaut 10. * tc.length vaut 15. | un un |

2 Tableau à plusieurs dimensions

|  |  |
| --- | --- |
| Lors d’une définition de tableau le nombre de crochets indique le nombre de dimensions du tableau.  **int** t2[][] = **new** **int**[5][10] ;  définit un tableau à 2 dimensions 5 lignes sur 10 colonnes ( ou l’inverse ).  t2[i] désigne le ième tableau à une dimension d'entiers.  Un tableau à plusieurs dimensions peut être initialisé :  **int** t21[][] = {{1, 2, 3},  {4, 5, 6}};  définit un tableau dont la première dimension va de l'indice 0 à l'indice 1 et la deuxième dimension de l'indice 0 à l'indice 2. | un un |

|  |  |
| --- | --- |
| Toutes les lignes d’un tableau à 2 dimensions n’ont pas forcément le même nombre d’éléments :  **int** t22[][] ;  t22 = **new** **int**[5][];  **for**( **int** i = 0; i< t22.length; ++i){  t22[i]= **new** **int** [i+1];  }  **for**( **int** i = 0; i< t22.length; ++i){  **for**( **int** j = 0; j<t22[i].length; ++j){  *//accès à t22[i][j]*  }  } | tableau5.gif |

3 Tableaux en paramètre :

La spécification d’un paramètre tableau se fait en écrivant autant de couples de [] que de dimensions du tableau, mais sans donner la taille de chaque dimension. Cette taille peut être obtenue dans la méthode à l’aide de l’attribut *length*.

Le contenu des éléments peut être modifié, mais pas le tableau lui-même.

4 Utilitaires pour les tableaux

*System.arraycopy* : la classe *System* a une méthode de copie rapide de tableaux :

**public** **static** **void** arraycopy(Object src, **int** srcPos, Object dest, **int** destPos, **int** l)

Copie un tableau depuis *src*, et partir de la position *srcPos*, dans la destination *dest* à partir de *destPos* et sur une longueur *l*. La copie n’est pas une copie profonde : seules les références sont copiées.

* Si *src* et *dest* sont le même tableau, tout se passe comme si les éléments à copier étaient d’abord copiés dans un tableau auxiliaire.
* Si *src* ou *dest*vaut *null*, une *NullPointerException* est levée
* Une *ArrayStoreException* est levée si :
  + *src* ou *dest* n’est pas un tableau
  + *src* et *dest* sont des tableaux dont les éléments ne sont pas de même type.
* Une *IndexOutOfBoundsException* est levée si :
  + *srcPos* ou *destPos* ne sont pas « corrects »
  + *destPos+l* ou *srcPos+l* sortent du tableau

La classe *java.lang.reflect.Array* contient des méthodes statiques permettant :

* de récupérer un élément d’un tableau, en le convertissant dans un autre type
* d’affecter un tableau avec un élément
* de créer, à l’exécution, un tableau

|  |  |
| --- | --- |
| **static** Object get(Object t, **int** index) | retourne l’objet d’indice *index* dans le tableau *t*. Cet élément est convertit en un des types enveloppants s’il est de type primitif (*Integer* pour *int*, *Long* pour *long*, etc...). |
| **static** xxx getXxx(Object t, **int** index) | retourne l’objet d’indice *index* dans le tableau *t*. Cet élément est convertit en le type primitif *xxx* si c’est possible |
| **static** **void** set(Object t, **int** index, Object valeur) | affecte une nouvelle valeur à l’élément d’indice *index*du tableau *t*. La valeur est convertie en le bon type avant l’affectation |
| **static** **void** setXxx(Object t, **int** index, xxx z) | affecte une nouvelle valeur à l’élément d’indice *index*du tableau *t*. |

Les méthodes précédentes peuvent lever les exceptions suivantes :

* *NullPointerException* si l’objet au rang *index* vaut *null*.
* *IllegalArgumentException* si le premier argument n’est pas un tableau.
* *ArrayIndexOutOfBoundsException* si *index* est en dehors des bornes du tableau

|  |  |
| --- | --- |
| **static** Object newInstance(Class componentType, **int** l) | Crée un nouveau tableau dont les éléments sont de type *componentType* et la longueur est *l*. Cette méthode peut lever les exceptions :   * *NullPointerException* si le *componentType* vaut *null*. * *nullNegativeArraySizeException* si *l* est négative. |
| **static** Object newInstance(Class componentType,  **int**[] dimensions) | Crée un nouveau tableau dont les éléments sont de type *componentType* :   * Si *componentType* est une class ou une interface (pas tableau) le nouveau tableau a dimensions.length dimensions. Le nombre d’éléments dans la ièmedimension est égal à *dimensions[i].* * Si *componentType* représente une classe tableau, le nombre de dimensions du nouveau tableau est égal à la somme du nombre de dimensions de *componentType* plus *dimensions.length* . |

Exemple :

**int** dims[]={2, 3};

Integer ii = **new** Integer(1);

Object t = java.lang.reflect.Array.newInstance(ii.getClass(), dims);

Permet de créer un tableau d’*Integer* à 2 dimensions : 2 lignes et 3 colonnes.

***tableaux : Arrays***

|  |
| --- |
| **Sommaire**   1. [Tri par partition](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Arrays.html#partition) 2. [Tri par fusion](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Arrays.html#fusion) |

Cette  classe contient des méthodes statiques permettant de manipuler de tableaux  :

* Recherche, recherche dichotomique
* Tris
* Remplissage
* Egalité
* *toString()*

La méthode *static String toString(X[] a)* retourne une chaîne de caractères contenant les éléments du tableau (convertis en chaîne de caractères), séparés par des virgules, et entre crochets.

La méthode *static boolean equals(X[] a, X[] a2)*  où *X* peut être un type primitif ou un *Object* retourne *true* si les deux tableaux sont égaux et *false* sinon. Deux tableaux sont égaux s’ils contiennent le même nombre d’éléments, et si les éléments de même rang sont égaux. Si des éléments du tableau peuvent être des tableaux, il faut utiliser la méthode *deepEquals(X[] a, X[] a2)*.

La méthode *static void fill(X[] a, X val)* affecte la valeur *val* à tous les éléments du tableau *a*.

La méthode *static int binarySearch(X[] a, X cle)* effectue une recherche  de *cle* dans le tableau trié *a*. La méthode retourne l’indice de l’élément s’il existe, et *– pointDInsertion-1* si *cle* ne se trouve pas dans le tableau. La valeur *pointDInsertion* est le rang où la clé serait ajoutée, si on l’ajoutait au tableau. C'est le rang du premier élément plus grand que l'élément cherché, ou la taille du tableau.

**public** **static** **int** binarySearch(**int**[] a, **int** cle) {

**int** debut = 0;

**int** fin = a.length-1;

**while** (debut <= fin) {

**int** milieu =( debut + fin)/2;

**if** (a[milieu]< cle)  debut = milieu + 1;

**else** **if** (a[milieu]> cle) fin = milieu - 1;

**else** **return** milieu; *// trouvé*

}

**return** -(debut + 1); *// pas trouvé.*

}

La méthode *static void sort(Object[] a)* est programmée en utilisant :

* Un tri rapide si *X* est un type primitif. adapté de Jon  L. Bentley and M. Douglas McIlroy's "[Engineering a Sort Function](http://www.cs.ubc.ca/local/reading/proceedings/spe91-95/spe/vol23/issue11/spe862jb.pdf)", Software-Practice and Experience, Vol. 23(11) P. 1249-1265 (Novembre 1993). Cet algorithme n’est pas stable.
* Un tri par fusion si *X* est un *Object*. Cet algorithme est stable.

Les objets du tableau à  trier doivent être Comparable

1 Tri  rapide

**public** **static** **void** sort(**int**[] a) {

sort(a, 0, a.length);

}

**private** **static** **void** sort(**int** [] x, **int** off,  **int** len) {

*// Tri par insertion si len <7*

**if** (len < 7) {

**for** (int i=off; i<len+off; i++)

**for** (int j=i; j>off && x[j-1]>x[j]; j--)

echanger(x, j, j-1);

**return**;

}

*// Choix du pivot*

**int** m = off + len/2; *// pour les petits tableaux,*

*// c’est l’élément du milieu*

**if** (len > 7) {

**int** l = off;

**int** n = off + len - 1;

**if** (len > 40) { *// Pour les grands tableaux le médian de 9*

**int** s = len/8;

l = med3(x, l,  l+s, l+2\*s);

m = med3(x, m-s,   m,   m+s);

n = med3(x, n-2\*s, n-s, n);

}

m = med3(x, l, m, n); *// tableaux moyen médian de 3*

}

**int** pivot = x[m];

![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Arrays1.gif](data:image/gif;base64,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)

*// établir l’invariant: v\* (<v)\* (>v)\* v\**

**int** a = off, b = a, c = off + len - 1, d = c;

**while**(**true**) {

**while** (b <= c && x[b] <= pivot) {

**if** (x[b] == pivot) echanger(x, a++, b);

b++;

}

**while** (c >= b && x[c] >= pivot) {

**if** (x[c] == pivot) echanger(x, c, d--);

c--;

}

**if** (b > c) **break**;

echanger(x, b++, c--);

}

![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Arrays2.gif](data:image/gif;base64,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)

*// mettre les valeurs égales au pivot au milieu*

**int** s, n = off + len;

s = Math.min(a-off, b-a  );  echanger(x, off, b-s, s);

s = Math.min(d-c,   n-d-1);  echanger(x, b,   n-s, s);

![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Arrays3.gif](data:image/gif;base64,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)

*// Appels récursifs sur les éléments non pivot.*

**if** ((s = b-a) > 1) sort(x, off, s);

**if** ((s = d-c) > 1) sort(x, n-s, s);

}

**private** **static** **void** echanger(**int** [] x, **int** a, **int** b) {

**int** t = x[a];

x[a] = x[b];

x[b] = t;

}

**private** **static** **void** echanger(**int** x[], **int** a, **int** b, **int** n) {

**for** (**int** i=0; i<n; i++, a++, b++)

echanger(x, a, b);

}

**private** **static** **int** med3(**int** x[], **int** a, **int** b, **int** c) {

**return** (x[a] < x[b]

? (x[b] < x[c] ? b : x[a] < x[c] ? c : a)

: (x[b] > x[c] ? b : x[a] > x[c] ? c : a));

}

2 Tri  par fusion

**public** **static** **void** sort(Object[] a) {

Object [] aux =(Object[])a.clone();

mergeSort(aux, a, 0, a.length);

}

**private** **static** **void** mergeSort(Object src[], Object dest[], **int** deb, **int** fin) {<

**int** longueur = fin - deb;

*// tri par insertion pour les petits tableaux*

**if** (longueur < 7) {

**for** (**int** i=deb; i<fin; i++)

**for** (**int** j=i; j>deb && ((Comparable)dest[j-1]).compareTo ((Comparable)dest[j]) >0; j--)

swap(dest, j, j-1);

**return**;

}

*// trier les 2 moitiés de dest vers src*

**int** milieu = (deb + fin)/2;

mergeSort(dest, src, deb, milieu);

mergeSort(dest, src, milieu, fin);

*// Si src est ordonné, copier src dans dest*

**if** (((Comparable)src[milieu-1]).compareTo((Comparable) src[milieu]) <= 0) {

System.arraycopy(src, deb, dest, fin, longueur);

**return**;

}

*/// fusionner les 2 moitiés de src vers dest*

**for**(**int** i = deb, p = deb, q = milieu; i < fin; i++) {

**if** (q>=fin || p<milieu && ((Comparable)src[p]).compareTo(src[q])<=0)

dest[i] = src[p++];

**else** est[i] = src[q++];

}

}

***Chaîne de caractères***

|  |
| --- |
| **Sommaire**   1. [String](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/ChainesDeCaracteres.html#String) 2. [StringBuffer, StringBuilder](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/ChainesDeCaracteres.html#StringBuffer) 3. Quelques fonctions «avancées»    1. [Conversion](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/ChainesDeCaracteres.html#conversion) vers les types primitifs.    2. [Formatage](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/ChainesDeCaracteres.html#formatage).    3. [matches, split, replaceFirst, replaceAll](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/ChainesDeCaracteres.html#matches).    4. [StringTokenizer](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/ChainesDeCaracteres.html#StringTokenizer). |

Trois classes chaîne de caractères : *String*, *StringBuffer* et *StringBuilder*.

* La classe *String* est une classes dont les objets sont immuables : ils ne peuvent pas changer de valeur.
* Les classes *StringBuffer* et *StringBuilder* produisent des objets qui peuvent changer de valeur. Ces deux classes ont exactement les mêmes méthodes.
  + Les méthodes de la classe *StringBuffer* sont synchronisées, et peuvent être utilisées par plusieurs *thread* sur une même chaîne de caractères.
  + Les méthodes de la classe *StringBuilder* ne sont pas synchronisées, elles sont donc plus rapides que celle de la classe *StringBuffer*, mais ne sont pas «thread safe».

1 String

Les chaînes de caractères littérales de Java (par exemple "abc"), sont représentées comme des instances de cette classe.

La classe *String* est une classe spéciale :

* les chaînes de caractères peuvent se concaténer à l’aide de l’opérateur +, ou à l'aide de la méthode *concat*. Ces deux concaténations ne sont pas équivalentes lorsque l'opérande de droite vaut *null*.
* les instances peuvent ne pas être créées explicitement *String s = "abc"* ; au lieu de *String s =****new****String("abc") ;*

*1.1 Constructeurs*

<td

String(**char**[] value)</td

|  |  |
| --- | --- |
| String() | Construit la chaîne vide |
| String(**byte**[] bytes) | Construit une chaîne de caractères à partir d’un tableau d’octets |
| String(**byte**[] bytes, **int** offset, **int** length) | Construit une chaîne de caractères à partir d’une partie de tableau d’octets |
| String(**byte**[] bytes, **int** offset,  **int** length, String enc) | Construit une chaîne de caractères à partir d’une partie de tableau d’octets, et d’un encodage |
| String(**byte**[] bytes, String enc) | Construit une chaîne de caractères à partir d’un tableau d’octets, et d’un encodage |
| Construit une chaîne de caractères à partir d’un tableau de caractères |  |
| String(**char**[] value, **int** offset, **int** count) | Construit une chaîne de caractères à partir d’une partie de tableau de caractères |
| String(String value) | Construit une chaîne à partir d’une autre chaîne. |
| String(StringBuffer buffer) | Construit une chaîne à partir d’une autre chaîne de type *StringBuffer*. |

La concaténation de chaîne peut également se faire à l’aide de la méthode *concat(String s).* La méthode *length()* renvoie la longueur ( nombre de caractères) de la chaîne.

*1.2 Comparaisons*

|  |  |
| --- | --- |
| **int** compareTo(Object o) | Compare une chaîne de caractère à un autre objet. Renvoie une valeur <0 ==0 ou > 0 |
| **int** compareTo(String anotherString) | Compare une chaîne de caractère à un autre objet. Renvoie une valeur <0 ==0 ou > 0. La comparaison est une comparaison lexicographique. |
| **int** compareToIgnoreCase(String str) | Compare une chaîne de caractère à un autre objet. Renvoie une valeur <0 ==0 ou > 0. La comparaison est une comparaison lexicographique, ignorant la casse. |
| **boolean** equals(Object anObject) | Compare la chaîne a un objet et retourne *true* en cas d’égalité et *false* sinon |
| **boolean** equalsIgnoreCase(Object anObject) | Compare la chaîne a un objet et retourne *true* en cas d’égalité et *false* sinon ( on ignore la casse) |
| **boolean** regionMatches(**boolean** ignoreCase,  **int** toffset, String other,  **int** ooffset, **int** len) | Teste l’égalité de deux parties de chaînes |
| **boolean** regionMatches(**int** toffset,  String other, **int** ooffset, **int** len) | Teste l’égalité de deux parties de chaînes |

*1.3 Caractère et sous-chaîne*

|  |  |
| --- | --- |
| **char** charAt(**int** i) | Retourne le caractère à l’indice spécifié en paramètre. |
| String substring(**int** d) | Sous-chaîne depuis *d* jusqu’à la fin |
| String substring(**int** d, **int** f) | Sous-chaîne depuis *d* jusqu’au caractère d’indice *f* non inclus. |
| **boolean**  startsWith(String prefix) | Renvoie *true* si *prefix* est un préfixe de la chaîne |
| **boolean** startsWith(String prefix, **int** i) | Renvoie *true* si *prefix* est un préfixe de la chaîne à partir de *i*. |
| **boolean** endsWith(String suffix) | Retourne *true* si *suffix* est un suffixe de la chaîne |

*1.4 Conversions*

|  |  |
| --- | --- |
| String toLowerCase() | Retourne une chaîne égale à la chaîne convertie en minuscules. |
| String toLowerCase(Locale locale) | Retourne une chaîne égale à la chaîne convertie en minuscules. |
| String toString() | Retourne une chaîne égale à la chaîne |
| String toUpperCase() | Retourne une chaîne égale à la chaîne convertie en majuscules. |
| String toUpperCase(Locale locale) | Retourne une chaîne égale à la chaîne convertie en majuscules. |
| String trim() | Retourne une chaîne égale à la chaîne sans les espaces de début et de fin. |
| String replace(**char** ac, **char** nc) | Retourne une chaîne ou tous les *ac* ont été remplacé par des *nc*. S’il n’y a pas de remplacement, la chaîne elle-même est retournée. |

|  |  |
| --- | --- |
| **static** String copyValueOf(**char**[] data) | Construit une chaîne de caractères à partir d’un tableau de caractères |
| **static** String copyValueOf(**char**[] data,  **int** offset, **int** count) | Construit une chaîne de caractèresà partir d’une partie de tableau de caractères |
| **byte** []getBytes(String enc) | Convertit la chaîne en tableau de byte. |
| **byte** []getBytes() | Convertit la chaîne en tableau de byte. |
| **void** getChars(int srcBegin,  **int** srcEnd, **char**[] dst, **int** dstBegin) | Copie les caractères de la chaîne dans le tableau en paramètres. |
| **char** []toCharArray() | Convertit la chaîne de caractères en un tableau de caractères. |

|  |  |
| --- | --- |
| **static** String valueOf(**boolean** b) | Retourne la représentation en chaîne du booléen |
| **static** String valueOf(**char** c) | Retourne la représentation en chaîne du caractère |
| **static** StringvalueOf(**char**[] data) | Retourne la représentation en chaîne du tableau de caractères |
| **static** String valueOf(**char**[] data,  **int** offset, **int** count) | Retourne la représentation en chaîne du tableau de caractères (partie) |
| **static** String valueOf(**double** d) | Retourne la représentation en chaîne du double |
| **static** String valueOf(**float** f) | Retourne la représentation en chaîne du float |
| **static** String valueOf(**int** i) | Retourne la représentation en chaîne du int |
| **static** String valueOf(**long** l) | Retourne la représentation en chaîne du long |
| **static** String valueOf(Object obj) | Retourne la représentation en chaîne de l’objet |

*1.5 Recherche*

|  |  |
| --- | --- |
| **int** indexOf(**int** ch) | Retourne l’indice de la première occurrence du caractère |
| **int** indexOf(**int** ch, **int** fromIndex) | Retourne l’indice de la première occurrence du caractère à partir de *fromIndex* |
| **int** indexOf(String str) | Retourne l’indice de la première occurrence de la chaîne |
| **int** indexOf(String str, **int** fromIndex) | Retourne l’indice de la première occurrence de la chaîne à partir de *fromIndex* |
| **int** lastIndexOf(**int** ch) | Retourne l’indice de la dernière occurrence du caractère |
| **int** lastIndexOf(**int** ch, **int** fromIndex) | Retourne l’indice de la dernière occurrence du caractère à partir de *fromIndex* |
| **int** lastIndexOf(String str) | Retourne l’indice de la dernière occurrence de la chaîne |
| **int** lastIndexOf(String str, **int** fromIndex) | Retourne l’indice de la dernière occurrence de la chaîne à partir de *fromIndex* |

*1.6 Remarque*

La classe *String* maintient un pool de chaînes de caractères. Dans ce pool sont représentées :

* les chaînes littérales "..."
* les chaînes pour lesquelles on a fait un appel à le méthode native *intern()*

C'est pour celà que la comparaison avec l'opérateur == fonctionne pour les chaines de caractères du pool !

String s1 = "abcde";

String s2 = "abcde";

String s3 = **new** String (s2);

String s4 = s3.intern();

System.out.println(s1==s2);*//* ***true*** *les deux sont dans le pool*

System.out.println(s1==s3);*//* ***false***

System.out.println(s1==s4);*//* ***true*** *les deux sont dans le pool*

2 StringBuffer, StringBuilder

Les *StringBuffer* sont utilisés pour compiler l’opérateur + de la classe String. Par exemple :

x = "a" + 4 + "c"

est compilé en :

x = **new**StringBuffer().append("a").append(4).append("c").toString()

Ces deux classes ont deux attributs :

* **char** [] value : le tableau dans lequel sont représentés les caractères de la chaîne. La taille de ce tableau est la capacité de la chaîne de caractères.
* **int** count : le nombre de caractères présents dans le tableau value.

*2.1 Constructeurs*

|  |  |
| --- | --- |
| StringBuffer() | Construit une chaîne vide de capacité initiale de 16 caractères. |
| StringBuffer (**int** l) | Construit une chaîne vide de capacité initiale de *l* caractères. |
| StringBuffer (String s) | Construit une chaîne de caractères à partir de la chaîne *s* |

*2.2 Méthodes*

|  |  |
| --- | --- |
| **int** capacity() | la capacité de la chaîne de caractères |
| **int** length() | la longueur de la chaîne de caractères |
| **void** ensureCapacity (**int** n) | Cette méthode redimensionne le tableau, si nécessaire, de façon que la capacité de la chaîne soit au moins égale à *n* |
| **void** setLength (**int** n) | la longueur de la chaîne est *n* ; les caractères éventuellement ajoutés ont une valeur indéterminée. |

*2.3 Concaténation*

|  |  |
| --- | --- |
| StringBuffer append(**boolean** b) | Concatène la représentation en chaîne du booléen. |
| StringBuffer append(**char** c) | Concatène la représentation en chaîne du caractère. |
| StringBuffer append(**char**[] str) | Concatène la représentation en chaîne du du tableau de caractères. |
| StringBuffer append(**char**[] str,  **int** offset, **int** len) | Concatène la représentation en chaîne du tableau de caractères. |
| StringBuffer append(**double** d) | Concatène la représentation en chaîne du double. |
| StringBuffer append(**float** f) | Concatène la représentation en chaîne du float. |
| StringBuffer append(**int** i) | Concatène la représentation en chaîne du int. |
| StringBuffer append(**long** l) | Concatène la représentation en chaîne du long. |
| StringBuffer append(Object obj) | Concatène la représentation en chaîne de l’objet |
| StringBuffer append(String str) | Concatène la représentation en chaîne de la chaîne. |

*2.4 Caractère et sous-chaîne.*

|  |  |
| --- | --- |
| **char** charAt(**int** i) | Retourne le caractère à l’indice spécifié en paramètre. |
| String substring(**int** i) | Sous-chaîne depuis *i* jusqu’à la fin |
| String substring(**int** i, **int** l) | Sous-chaîne depuis *i* et de longueur *l*. |

*2.5 Conversions.*

|  |  |
| --- | --- |
| String toString() | Retourne une chaîne égale à la chaîne |

*2.6 Modifications.*

|  |  |
| --- | --- |
| StringBuffer delete(**int** start, **int** end) | Enlève tous les caractères compris entre *start* et *end*. |
| StringBuffer deleteCharAt(**int** index) | Enlève le caractère à l’indice *index* |

3 Fonctions avancées sur les chaînes de caractères.

*3.1 Conversions vers les types primitifs.*

Les classes *Byte*, *Short*, *Integer* et *Long* possèdent une méthode *X.parseX(String s)* et une méthode *X.parseX(String s, int b)* qui permettent de convertir une chaîne de caractères en un entier en considérent cet entier ecrit dans la base *b*. Si cette conversion n'est pas possible il y levée d'une exception NumberFormatException.

exemple :

**byte** b = Byte.parseByte("-3f", 16);

System.out.println(b);

affiche -63 à la console.

Les classes *Float* et *Double* possèdent une méthode *X.parseX(String s)* qui permet de convertir une chaîne de caractères en un flottant. Si cette conversion n'est pas possible il y levée d'une exception NumberFormatException.

La classe *Boolean* possède une méthode *Boolean.parseBoolean(String s)* qui permet de convertir une chaîne de caractères en un booléen. Le résultat est *true* si et seulement si la chaîne de caractères *s* est non *null* et si la valeur de la chaîne est *"true"*.

*3.2 Formatage.*

La classe *String* est munie de deux méthodes *format* qui permettent de construire des chaînes de caractères formatées.

public static String format(String format, Object... args)

public static String format(Locale l, String format, Object... args)

Exemple :

|  |  |
| --- | --- |
| String s = String.format("|%05d| |%4.2f| |%-4c|",  123, 3.14159, 'a');  System.out.println(s); | affiche à la console :  |00123| |3,14| |a | |

Le paramètre format est une chaîne de caractères contenant des spécificateurs de format de structure générale : **%[argument\_index$][flags][width][.precision]conversion**. Ce qui est entre [] est facultatif.

Nous allons préciser succintement le sens des différents constituants d'un spécificateur de format, pour plus de précision voir [ici](http://java.sun.com/j2se/1.5.0/docs/api/java/util/Formatter.html#syntax).

|  |  |
| --- | --- |
| **Conversion** | **Description** |
| **'b' 'B'** | Si l'argument correspondant est *null*, alors le résultat est *false*, si l'argument correspondant est un booléen, le résultat est la valeur du booléen, sinon c'est *true* |
| **'h' 'H'** | Si l'argument est *null* alors le résultat est *null*, sinon le résultat est obtenu par l'appel de *Integer.toHexString(arg.hashCode())*. Pour un entier, on a sa valeur en héxadécimal. |
| **'s' 'S'** | Si l'argument est *null* alors le résultat est *null*, sinonsi l'argument implémente *Formattable*,alors *arg.formatTo* est appelé, sinonle résultat est obtenu en appelant *toString()*. |
| **'c' 'C'** | Le résultat est le caractère unicode. |
| **'d'** | Le résultat est un entier décimal. |
| **'o'** | Le résultat est un entier octal. |
| **'x' 'X'** | Le résultat est un entier héxadécimal. |
| **'e' 'E'** | Le résultat est un nombre flottant en notation scientifique. |
| **'f'** | Le résultat est un nombre flottant en notation décimale (avec un point ou une virgule suivant la locale). |
| **'g' 'G'** | Le résultat est un nombre flottant en notation décimale, ou scienttifique suivant sa valeur. |
| **'a' 'A'** | Le résultat est un nombre flottant en héxadécimal, avec son exposant et son significande. |
| **'t' 'T'** | date et time. |
| **'%'** | le résultat est %. |
| **'n'** | Le résultat est le séparateur de lignes. |

La partie **width** est le nombre de caractères minimum utilisés pour écrire l'argument correspondant.

La partie **precision** est en général le nombre de caractères maximum utilisés pour écrire l'argument correspondant. Pour les nombres flottants ecrits en décimal, il s'agit du nombre de chiffres après la virgule. Pour les nombre entiers, les dates, le % et le séparateur delignes une exception est levée.

|  |  |
| --- | --- |
| **Flag** | **Description** |
| **'-'** | le résultat est justifié à gauche. |
| **'#'** |  |
| **'+'** | Le résultat a toujours son signe. |
| **' '** | Le résultat a toujours un espace devant les valeurs positives. |
| **'0'** | Le résultat est étendu à gauche avec des 0. |
| **','** |  |
| **'('** | Les nombres négatifs sont entre parenthèses. |

*3.3 matches, split, replaceAll, replaceFirst.*

la classe *String* contient des méthodes ayant un paramètre qui est une expression régulière.

|  |  |
| --- | --- |
| **boolean** matches(String regex) | Retourne *true* si la chaîne de caractères s'apparie avec l'[expression régulière](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/expressionsRegulieres.html) et *false* sinon. Un appel *s.matches(regexp)* a le résultat est le même qu'un appel de *Pattern.matches(regex, s)* |
| String replaceAll(String regex,  String replacement) | Retourne la chaîne dans laquelle on a remplacé tous les appariements de *regex* par *replacement* |
| String replaceFirst(String regex,  String replacement) | Retourne la chaîne dans laquelle on a remplacé le premier appariement de *regex* par *replacement*. |
| String[]split(String regex) | Les différents appariements de *regex* découpent la chaîne de caractères en plusieurs chaînes. Ces chaînes sont retournées dans un tableau de chaînes de caractères. |

Exemple : le code suivant permet de découper un texte en mots et range ces mots dans un tableau.

String s = "....";

String[] t = s.split("[.,;:?!' ]+");

**for**( **int** i = 0; i<t.length; ++i) System.out.println(t[i]);

*3.4 StringTokenizer.*

La classe *StringTokenizer* permet de découper une chaîne de caractères en jetons (*token*). Le résultat du découpage est donné comme une énumération.

Constructeurs

|  |  |
| --- | --- |
| StringTokenizer(String s) | Construit un *StringTokenizer* sur la chaîne *s* utilisant les délimiteurs par défaut :  " \t\n\r\f" |
| StringTokenizer(String s, String delim) | Construit un *StringTokenizer* sur la chaîne *s* utilisant les délimiteurs contenus dans *delim*. |
| StringTokenizer(String s, String delim,  **boolean** retourneDelim) | Construit un *StringTokenizer* sur la chaîne *s* utilisant les délimiteurs contenus dans *delim*, les délimiteurs faisant partie du jeton retourné. |

Méthodes

|  |  |
| --- | --- |
| **public** **boolean** hasMoreTokens() | Retourne *true* s'il reste des jetons dans la chaîne et *false* sinon. |
| **public** String nextToken() | Retourne le jeton suivant s'il existe et lève une exception NoSuchElementException sinon. |
| **public** String nextToken(String delim) | Retourne le jeton suivant, en utilisant les délimiteurs *delim*, s'il existe et lève une exception NoSuchElementException sinon. |
| **public** **boolean** hasMoreElements() | Retourne *true* s'il reste des jetons dans la chaîne et *false* sinon. |
| **public** **Object** nextElement() | Retourne le jeton suivant s'il existe et lève une exception NoSuchElementException sinon. |
| **public** **int** countTokens() | Retourne le nombre de jetons restant, en utilisant l'ensemble de délimiteurs courant. |

Exemple :  le code  :

StringTokenizer s = **new** StringTokenizer("Ceci est un, petit, test");

**while** (s.hasMoreTokens()) {

System.out.println(s.nextToken());

}

Affiche le résultat suivant :

Ceci

est

un

petit

test

|  |  |
| --- | --- |
|  |  |

***Classe***

|  |
| --- |
| **Sommaire**   1. [Définition](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes1.html#def) 2. [Création d'instance](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes1.html#creer) 3. [Attribut et méthode d'instance](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes1.html#attrMeth)    1. [Attribut](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes1.html#attr)    2. [Méthode](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes1.html#meth) 4. [Constructeurs, *finalize*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes1.html#const) 5. [Attribut et méthode de classe](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes1.html#attrC)    1. [Bloc statique](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes1.html#bstat) 6. [classe *Object*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes1.html#object) |

Une classe est la description de données appelées **attributs**, et d’opérations appelées **méthodes**.

Une classe est un modèle de définition pour des objets ayant le même ensemble d’attributs, et le même ensemble d’opérations.

A partir d’une classe on peut créer un ou plusieurs objets par **instanciation** ; chaque objet est une **instance** d’une seule classe.

Les caractéristiques de la programmation objet sont :

* Encapsulation des données (attributs) et des comportements( méthodes) : les attributs et les méthodes sont définies dans le même environnement (capsule).
* Masquage de l’information : l’utilisateur de la classe peut ne pas avoir accès directement aux attributs.
* Héritage : on peut définir une classe à partir d’une autre classe.
* Polymorphisme : une même méthode peut avoir un comportement différent en fonction de l’instance à la quelle est appliquée.

1 Définition d’une classe :

**class** X **extends** Y{

*// liste des attributs*

*// liste des méthodes*

}

Si *Y* est la classe de base de la hiérarchie des objets Java *Object* , alors la partie *extends* est facultative.

exemple :

|  |  |  |
| --- | --- | --- |
| **class** A **extends**  Object{  **int** a ;  **void** f(){  ...  }  } | est équivalent à | **class** A {  **int** a ;  **void** f(){  ...  }  } |

Une classe a une visibilité :

* **public** le mot *class* est alors précédé de *public*, tout utilisateur qui importe le paquetage peut utiliser la classe. Dans ce cas elle doit être définie dans un fichier qui a pour nom le nom de la classe.
* **privé** le mot *class* est alors précédé de *private*,  seules des classes définies dans le même fichier peuvent utiliser cette classe.
* **paquetage** le mot *class* n’est pas précédé de mot particulier, toutes les classes du paquetage peuvent utiliser la classe.

2 Création d’instances

Pour créer une instance de la classe *A*, on écrira :

A a ;   *// définition de la variable référence*

a = **new** A() ; *// création de l’instance*

La création d’une instance par l’opérateur **new** se déroule en trois temps :

* Réservation de l’espace mémoire suffisamment grand pour représenter l’objet.
* Appel du constructeur de l’objet. Initialisation des attributs, et d’une référence à l’objet représentant la classe de l’instance en train d’être créée.
* Renvoi d’une référence sur l’objet nouvellement créé

|  |  |
| --- | --- |
| **class** Point{  **int** x ;  **int** y ;  . . .  }  Point a, b ;  a = **new** Point(…) ;  b = a; | représentation de l'instance de Point |

La destruction des instances se fait automatiquement par un « *thread* » le *garbage collector* qui cherche tous les objets qui ne sont plus référencés et les supprime. Le *garbage* *collector* peut être appelé directement par *System.gc()*.

3 Attributs et méthodes

*3.1 Attribut :*

Un attribut se définit en donnant son type, puis son nom, ( [] pour un tableau ), et éventuellement une partie initialisation.

Un attribut a une visibilité :

* **public** sa définition est précédée de *public*, et il peut être utilisé par tout utilisateur de la classe.
* **privé**sa définition est précédée de *private*, et il ne peut être utilisé qu’à l’intérieur de la classe
* **protégé**sa définition est précédée de *protected*, et il ne peut être utilisé qu’à l’intérieur de la classe, ou des classes dérivées.
* **paquetage** l’attribut peut être utilisé dans toute classe du même paquetage.

A l’intérieur de la définition d’une méthode, l’accès à un attribut se fait soit directement, soit en préfixant l'attribut par **this** qui est une référence à l’objet pour lequel est appelé la méthode.

A l’extérieur de la définition de la classe, l’accès se fait en écrivant le nom de l’instance, un point le nom de l’attribut ou de la méthode.

|  |  |
| --- | --- |
| **class** Point{  **private** **int** x ;  **public** **int** y ;  **void** f(){  x = 0;  **this**.y = 1;  }  } | En dehors de la définition de la classe :  Point p = **new** Point();  p.x = 0; *// Erreur de compilation : la visibilité de x est privée !*  p.y = 1; |

*3.2 Méthode :*

Une méthode est définie par :

* Son type de retour : type de la valeur retournée par la méthode. Si la méthode ne retourne pas de valeur le type spécifié est alors **void**. Le type retourné peut être tableau.
* Son nom
* Ses paramètres : les paramètres sont spécifiés par leur type et leur nom ( éventuellement [] ) et sont séparés par des virgules. Tous les paramètres sont des paramètres transmis par valeur. La plupart des paramètres ( sauf ceux de type primitif ) étant des références, la transmission de paramètre est en fait une transmission par référence : la valeur référencée peut être modifié, mais pas la référence elle même. On peut avoir un paramètre *ellipse*, et dans ce cas ce paramètre doit être le dernier de la liste des paramètres. Ce paramètre est en fait un tableau. L'appel de la méthode peut alors se faire avec un nombre variable de paramètres effectifs.  
  Exemple :
* **void** m(X ... e){
* *e est un tableau à une dimension d'éléments de type X*

}

Un appel de la méthode *m* se fait alors de la façon suivante :

m(**null**);

m();

m(x1);

m(x1, x2);

m(x1, x2, x3)

...

*ce dernier appel est équivalent à :*

X[] t={x1, x2, x3};

m(t);

*ou*

m(**new** X[]{x1, x2, x3});

}

Une méthode est caractérisée par sa ***signature*** :

1. son nom.
2. la liste des types des paramètres, dans l'ordre.

Dans une classe deux méthodes différentes ne peuvent pas avoir la même signature. Deux méthodes ayant le même nom, mais des liste de types de paramètres différentes sont des surcharges l'une de l'autre.

 Dans le corps d’une méthode, on peut utiliser la référence **this**, qui référence l’objet pour lequel la méthode est appelée, cet usage étant facultatif.  
**this** ne peut pas être modifié.

Une méthode a une visibilité :

* **public** sa définition est précédée de *public*, et elle peut être utilisée par tout utilisateur de la classe.
* **privé**sa définition est précédée de *private*, et elle ne peut être utilisée qu’à l’intérieur de la classe
* **protégé**sa définition est précédée de *protected*, et elle ne peut être utilisée qu’à l’intérieur de la classe, ou des classes dérivées.
* **paquetage** la méthode peut être utilisée dans toute classe du même paquetage.

A l’extérieur de la définition de la classe, l’accès se fait en écrivant le nom de l’instance, un point le nom de l’attribut ou de la méthode.

4 Constructeurs, finalize

Certaines méthodes sont des **constructeurs** : ils ont pour nom le nom de la classe,  ils ne retournent pas de valeur, et sont appelés au moment de la création d’une instance de la classe.

Si aucun constructeur n’est défini, Java fournit un constructeur sans paramètre appelé constructeur implicite ou par défaut, qui appelle le constructeur implicite de la super classe, les attributs ne sont pas initialisés.

Une classe peut être munie de la méthode **finalize()**. Cette méthode est appelée par le ramasse miettes ( *garbage collector* ) qui permet de récupérer l’espace occupé par les différents instances d’un programme qui ne sont plus utilisées.

5 Attributs et méthodes de classe.

Les attributs ou les méthodes d’une classe peuvent être **static**, et on parle de méthode ou d’attribut de classes, alors que pour les méthodes et attributs non statiques, on parle d’attribut et de méthode d’instances.

Pour les attributs, il n’y a qu’une seule représentation des attributs **static** et non pas une représentation par instance.

Un attribut, ou une méthode *static* peut être utilisé indépendamment de l’existence d’instances, en le préfixant par le nom de la classe. Une méthode *static* ne peut donc accéder qu’à des attributs ou méthodes *static*.

Exemples :

* La classe *Math* ne contient que des attributs statiques ( *PI*, *E* ) et des méthodes statiques( *sqrt*, *exp*, *sin*, *cos*, *log*, …)
* La classe *BigInteger* contient deux attributs *static* (*ONE* et *ZERO*) et une méthode statique *BigInteger valueOf(long)*
* La classe *Font* contient plusieurs attributs *static* parmi lesquels  *BOLD*, *ITALIC*, et *PLAIN*   et des méthodes statiques parmi lesquelles *Font decode(String str)* qui fabrique une fonte à partie de son nom.
* La classe *Color* contient des couleurs prédéfinies *WHITE*, *RED*, *BLACK*, *BLUE*, ...

*5.1 Bloc Static.*

Une classe ( non imbriquée ) peut être munie de un ou plusieurs blocs *static* qui sont exécutés au chargement de la classe.

Un bloc *static* est défini par :

**static**{

. . .

}

Un bloc statique peut servir à l’initialisation des attributs *static*, ou au chargement de librairies.

6 La classe *Object*

La classe *Object* est la classe racine de toute la hiérarchie des objets Java, y compris les tableaux.

|  |  |
| --- | --- |
| **protected**  Object clone() | Création d’une copie de l’objet.   * Si l’objet n’implémente pas l’interface *Cloneable*, alors une exception  *CloneNotSupportedException* est levée. Tous les tableaux implémentent l’interface *Cloneable*. * Sinon la méthode crée une nouvelle instance de la classe et initialise tous ses attributs avec les valeur des attributs de l’objet : si l’attribut est une référence c’est la référence qui est copiée : il n’y a pas **copie en profondeur**. |
| **public** **boolean** equals(Object obj) | Retourne *true* si un objet est égal à un autre. La méthode doit être :   * Réflexive * Transitive * Symétrique |
| **protected  void** finalize() | Appelée par le ramasse-miettes, quand il n’y a plus de référence à l’objet. |
| **public** Class getClass() | Retourne la classe de l’objet. |
| **public** **int hashCode()** | Retourne une valeur de *hash-code* pour l’objet. |
| **public** **void** notify() | Réveille un seul *thread* en attente sur le moniteur de l’objet. |
| **public** **void** notifyAll() | Réveille tous les *threads* en attente sur le moniteur de l’objet. |
| **public** String toString() | Retourne une représentation en chaîne de l’objet : la définition pour *Object* est getClass().getName() + '@' + Integer.toHexString(hashCode()). |
| **public** **void** wait() | Met le *thread* courant en attente jusqu’à ce qu’il soit réveillé par un *notify()* ou un *notifyAll()* |
| **public** **void** wait(long timeout) |  |
| **public** **void** wait(long timeout, int nanos) |  |

[*haut de la page*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes1.html#haut)

***Héritage***

|  |
| --- |
| **Sommaire**   1. [Définitions](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#def) 2. [Constructeurs et héritage](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#constH) 3. [*this* et *super*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#thisSuper) 4. [Opérateur *instanceof*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#instanceof) 5. [Redéfinition des méthodes](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#redef) 6. [Classe abstraite](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#abstrait) 7. [Exemples](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#exemples)    1. [Employés](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#employe)    2. [Formes](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#formes) 8. [Construction d'une instance](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#cons) |

1 Définitions.

Une classe Java dérive toujours d’un autre classe, *Object* quand rien n’est spécifié. Pour spécifier de quelle classe hérite une classe on utilise le mot-clé *extends* :

**class** D **extends** B {

. . .

}

La classe *D* dérive de la classe *B*. On dit que le classe *B* est la super classe, la classe de base, ou la classe mère de la classe dérivée *D*, et que *D* dérive de *B*, ou que *D*est une sous-classe de *B*.

![spécialisation/généralisation](data:image/gif;base64,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)

La visibilité *protected* rend l'accès possible :

* depuis les classes dérivée.
* depuis les classes du paquetage.

Exemple :

|  |  |  |
| --- | --- | --- |
| **class** B{  **private** **int** a;  **protected** **int** b;  **int** c;  **public** **int** d;  }  **class** D **extends** B {  **int** x;  **void** f(){  b = …;  }  } | On peut alors représenter un objet de la classe D de la façon suivante : | représentation mémoire |
|  |  |

Une référence à une classe de base peut être affectée d’une référence à une classe dérivée, l’inverse doit faire l’objet d’une opération de conversion de type ou *cast* :

B b = **new** B();

D d = **new** D();

b = d;

d = b; interdit

d = (D) b ; *// OK avec cast*

Cette dernière instruction peut lever une exception *ClassCastException* si le cast est impossible.

2 Constructeurs et héritage.

* Si, dans une classe, un constructeur est défini sans commencer par un appel de constructeur, Java insère un appel du constructeur par défaut de la super classe.
* On peut commencer le code d’un constructeur par un appel d’un constructeur de la classe de base : super(…), ou d'un autre constructeur de la classe this(…) alors Java n’ajoute rien.

|  |  |
| --- | --- |
| **class** X{  **int** x;    **public** X (**int** x){  **this**.x = x;  }  } | **class** Y **extends** X{  }  provoque l'erreur de compilation : le super constructeur implicite *X()* n'est pas défini pour le constructeur par défaut. |

3 **this** et **super**.

Chaque instance est munie de deux références particulières :

* **this** réfère l’instance elle-même.
* **super** réfère la partie héritée de l’instance.

4 Opérateur **instanceof**.

L’opérateur ***instanceof*** permet de savoir à quelle classe appartient une instance :

**class** B{ …}

**class** D **extends** B{…}

**class** C {…}

B b = **new** B();

D d = **new** D();

C c = **new** C();

b **instanceof** B *// true*

b **instanceof** D *// false*

d **instanceof** B *// true*

d **instanceof** D *// true*

b = d;

b **instanceof** B *// true*

b **instanceof** D *// true*

c **instanceof** B *// erreur de compilation Erreur No. 365 :*

*// impossible de comparer C avec B en ligne …, colonne ..*

Exemple  la méthode *equals(Object o)*, pour une classe *X*, est définie, en général, de la façon suivante :

**public** **boolean** equals(Object o){

**if**(**this**==o) **return** **true**;

**if**(!(o **instanceof** X) **return** **false**;

X x = (X)o;

...

}

5 Redéfinition des méthodes

Une méthode définie dans une classe peut être redéfinie dans une classe dérivée.

|  |  |
| --- | --- |
| **Sans redéfinition de la méthode *m*** | **Avec redéfinition de la méthode *m*** |
| **class** B {  **void** m(){  System.out.println(  "méthode m de B");  }  }  **class** D **extends** B{  } | **class** B {  **void** m(){  System.out.println(  "méthode m de B");  }  }  **class** D **extends** B{  **void** m(){  System.out.println(  "méthode m de D");  }  } |
| |  |  | | --- | --- | | B b=**new** B();  D d=**new** D();  b.m();  b = d;  b.m(); | http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2_fichiers/image009.gif | | |  |  | | --- | --- | | B b=**new** B();  D d=**new** D();  b.m();  b=d; b.m(); | http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2_fichiers/image010.gif | |

Remarques :

1. Ne pas confondre la redéfinition avec la surcharge :
   * **Redéfinition** : même type de retour et mêmes paramètres.
   * **Surcharge** : type de retour et paramètres différents, les paramètres au moins doivent être différents.
2. Une classe définie avec le modificateur d’accès *final* ne peut pas être dérivée.
3. Une méthode définie avec le modificateur d’accès *final* ne peut pas être redéfinie dans les classes dérivées. Ceci peut se faire pour des raisons :
   * d’efficacité : le compilateur peur générer du code *inline*, sans faire appel à la méthode.
   * de sécurité : le mécanisme de polymorphisme dynamique fait qu’on ne sait pas quelle méthode va être appelée.

6 Classe abstraite

Une classe définie avec le modificateur *abstract* est une classe abstraite qui ne peut pas produire d’instance. Sa définition peux contenir des méthodes abstraites. En revanche une classe qui contient une méthode abstraite doit être abstraite. Une méthode abstraite est une méthode définie uniquement par son prototype. Le rôle des classes abstraites est la factorisation de fonctionnalités communes à plusieurs classes dérivées.

Exemple : Supposons que nous voulions manipuler deux formes géométriques, rectangle (donné par son point haut, gauche, sa largeur et sa longueur) et cercle (donné par son centre et son rayon). Nous désirons pouvoir déplacer ces formes géométriques, calculer leur surface et leur périmètre .

|  |  |
| --- | --- |
| **sans classe abstraite** | **avec classe abstraite : on peut factoiser *deplaceDe*** |
| http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classe22.gif | http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classe23.gif |
| **class** Rectangle{  **int** x, y, largeur, longueur;  Rectangle(**int** x, **int** y, **int** la, **int** lo){  **this**.x = x; **this**.y = y;  largeur = la; longueur = lo;  }  **void** deplaceDe( **int** dx, **int** dy){  x+=dx; y+=dy;  }  **double** perimetre(){  **return** 2\*(largeur+longueur);  }  **double** surface(){  **return** largeur\*longueur;  }  }    **class** Cercle{  **int** x, y, rayon;  Cercle(**int** x, **int** y, **int** r){  **this**.x = x; **this**.y = y;  rayon = r;  }  **void** deplaceDe( **int** dx, **int** dy){  x+=dx; y+=dy;  }  **double** perimetre(){  **return** 2\*Math.PI\*rayon;  }  **double** surface(){  **return** Math.PI\*rayon\*rayon;  }  } | **abstract class** Forme{  **int** x, y;  Forme(**int** x, **int** y){  **this**.x = x; **this**.y = y;  }  **void** deplaceDe( **int** dx, **int** dy){  x+=dx; y+=dy;  }  **abstract double** perimetre();  **abstract double** surface();  }    **class** Rectangle **extends** Forme{  **int** largeur, longueur;  Rectangle(**int** x, **int** y, **int** la, **int** lo){  **super**(x, y);  largeur = la; longueur = lo;  }  **double** perimetre(){  **return** 2\*(largeur+longueur);  }  **double** surface(){  **return** largeur\*longueur;  }  }    **class** Cercle **extends** Forme{  **int** rayon;  Cercle(**int** x, **int** y, **int** r){  **super**(x, y);  rayon = r;  }  **double** perimetre(){  **return** 2\*Math.PI\*rayon;  }  **double** surface(){  **return**Math.PI\*rayon\*rayon;  }  } |

7 Exemples

*7.1 Employé*

Supposons que nous définissions la classe suivante :

**public** **class** Employe{

**protected** String nom ;

**protected** **double** salaire ;

**public** Employe ( String nom, double salaire){

**this**.nom = nom ; **this**.salaire = salaire ;

}

**public** String getNom(){ **return** nom ;}

**public** **double** getSalaire() { **return** salaire ;}

**public**String toString() { **return** getNom()+” ”+getSalaire(); }

}

Un chef «est un» employé qui a une prime en plus du salaire :

**public** **class** Chef **extends** Employe{

**private** **double** prime;

**public** Chef ( String nom, double salaire, double prime){

**super(** nom, salaire) ;

**this**.prime = prime;

}

**public** **double** getSalaire() {**return** salaire + prime;}

}

La méthode *getSalaire* pourrait être (mieux ?) programmée de la façon suivante : cela permettrait de changer les accès de nom et salaire en *private*.

**public** **double** getSalaire() { **return** **super**.getSalaire() + prime;}

Une entreprise est un tableau d’employés :

Employe entreprise[] = **new** Employe[5] ;

entreprise[0]= **new** Chef("Cronos", 1000, 500) ;

entreprise[1]= **new** Chef("Zeus ", 1000, 600) ;

entreprise[2]= **new** Employe("Ares", 620) ;

entreprise[3]= **new** Employe ("Apollon", 700) ;

entreprise[4]= **new** Employe ("Aphrodite ", 100) ;

L’affichage des noms et salaires des différents employés se fera de la façon suivante :

**for** ( **int** i = 0 ; i< 5 ; ++i){

**if** (entreprise[i] **instanceof** Chef) System.out.print("Chef : ");

System.out.println( entreprise[i].toString());

}

Quand on fait un appel de *toString* pour une instance de la classe *Chef*, le code de la méthode *toString* héritée de *Employe* s’exécute avec des appels de *getNom* et de *getSalaire* qui se font pour un *Chef* et ce sont les méthodes *getNom* et *getSalaire* de la classe *Chef* qui sont appelées.

Le calcul de la somme des salaires des employés qui ne sont pas des chefs :

**double** sommeSalaires = 0;

**for** ( **int** i = 0 ; I < 5 ; ++i)

**if**(!(entreprise[i] **instanceof** Chef)) sommeSalaires += entreprise[i].getSalaire();

*7.2 Des formes.*

|  |  |
| --- | --- |
| Nous nous proposons de définir une hiérarchie de classes permettant  la visualisation de formes sur un écran. Les classes *FormeA,* *Forme* et *BiPoints* sont des classes abstraites. | diagramme des classes Formes |

**abstract** **public** **class** FormeA {

**protected** FormeA(){}

**abstract** **public** **void** affiche(Graphics g);

**abstract** **public** **void** cache(Graphics g);

**abstract** **public** **void** deplaceDe(**int** dx, **int** dy, Graphics g);

}

**abstract** **public** **class** Forme **extends** FormeA{

**protected** **int** x, y;

**protected**Color couleur;

**protected** Forme(int x, int y, Color c){

**this**.x = x; **this**.y = y;

couleur = c;

}

**public** **void** deplaceDe(**int** dx, **int** dy, Graphics g){

cache(g);

x+=dx; y += dy;

affiche(g);

}

}

La classe *Point* est une classe concrète pour laquelle nous définissons les fonctionnalités *cache*, *affiche* et *deplaceDe* :

**public** **class** Point **extends** Forme {

**public** Point(**int** **int** y, Color c) {

**super**(x, y, c);

}

**public** **void** affiche(Graphics g) {

g.setColor(couleur);

g.drawRect(x, y, 1, 1);

}

**publicvoid** cache( Graphics g) {

g.setColor(Color.white);

g.drawRect(x, y, 1, 1);

}

}

La classe *Cercle* est une classe concrète pour laquelle nous définissons les fonctionnalités *cache*, *affiche* :

**public** **class** Cercle **extends** Forme {

**int** rayon;

**public** Cercle(**int** x, **int** y, **int** r, Color c) {

**super**( x, y, c);

rayon = r;

}

**public** **void** affiche(Graphics g) {

g.setColor(couleur);

g.drawOval(x-rayon, y-rayon, 2\*rayon, 2\*rayon);

}

**public** **void** cache( Graphics g) {

g.setColor(Color.white);

g.drawOval(x-rayon, y-rayon, 2\*rayon, 2\*rayon);

}

}

La classe abstraite *BiPoint* met en facteur le constructeur et la méthode *deplaceDe* de *Rectangle* et *Segment* :

**abstract** **public** class BiPoint **extends** Forme {

**int** x1, y1;

**public** BiPoint( **int** x, **int** y, **int** x1, **int** y1, Color c) {

**super**(x, y, c);

**this**.x1 = x1; **this**.y1 = y1;

}

**public** **void** deplaceDe(**int** dx, **int** dy, Graphics g) {

cache(g);

x+=dx; y += dy;x1+=dx; y1+=dy;

affiche(g);

}

}

Les classes *Rectangle* et *Segment* se différentient par le tracé :

**public** **class** Rectangle **extends** BiPoint {

**public** Rectangle(int x, int y, int x1, int y1, Color c){

**super**(x, y, x1, y1, c);<

}

**public** **void** affiche(Graphics g) {

g.setColor(couleur);

g.drawRect(x, y, x1-x, y1-y);

}

**public** **void** cache(Graphics g) {

g.setColor(Color.white);

g.drawRect(x, y, x1-x, y1-y);

}

}

**publicclass** Segment **extends** BiPoint{

**public** Segment (int x, int y, int x1, int y1, Color c){

**super**(x, y, x1, y1, c);

}

**public** **void** affiche(Graphics g) {

g.setColor(couleur);

g.drawLine(x, y, x1-x, y1-y);

}

**public** **void** cache(Graphics g) {

g.setColor(Color.white);

g. drawLine (x, y, x1-x, y1-y);

}

}

8 Processus de construction d’une instance

1. Chargement de la classe si elle n’est pas déjà chargée, avec :
   * Chargement de la classe de base ( si elle n’est pas chargée )
   * Construction des attributs statiques et des blocs statiques de la classe dans l’ordre de leurs définitions( avec éventuellement chargement des classes et exécution de leurs statiques)
2. Allocation de la mémoire.
3. Validation du polymorphisme : pour toute méthode appelée par la suite il sera tenu compte du polymorphisme.
4. Appel du constructeur de la super classe
5. Initialisation des attributs ( définis avec une initialisation )
6. Exécution du corps du constructeur.

Exemple soient les 3 classes suivantes :

**public** **class** Base {

**static**{

System.out.println("bloc statique Base ");

}

**public** Base() {

System.out.println("constructeur de Base ");

}

}

**public** **class** Derivee extends Base {<

**static** {

System.out.println("bloc statique 1 de Derivee ");

}

**static** UneAutre x1 = **new** UneAutre(1);

UneAutre x2 = **new** UneAutre(2);

**static** {

System.out.println("bloc statique 2 de Derivee ");

}

**public** Derivee() {

System.out.println("constructeur de Derivee ");

}

}

**public** **class** UneAutre {

**static** {

System.out.println("statique de UneAutre ");

}

**public** UneAutre(**int** i) {

System.out.println("constructeur de UneAutre "+ i);

}

}

La création d’une instance de la classe *Derivee* produit :

|  |  |
| --- | --- |
| bloc statique de Base | Exécution de 1.a |
| bloc statique 1 de Derivee | Exécution de 1.b |
| statique de UneAutre | Exécution de 1.b |
| constructeur de UneAutre 1 | Exécution de 1.b |
| bloc statique 2 de Derivee | Exécution de 1.b |
| constructeur de Base | Exécution de 4 |
| constructeur de UneAutre 2 | Exécution de 5 |
| constructeur de Derivee | Exécution de 6 |

***Héritage***

|  |
| --- |
| **Sommaire**   1. [Définitions](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#def) 2. [Constructeurs et héritage](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#constH) 3. [*this* et *super*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#thisSuper) 4. [Opérateur *instanceof*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#instanceof) 5. [Redéfinition des méthodes](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#redef) 6. [Classe abstraite](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#abstrait) 7. [Exemples](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#exemples)    1. [Employés](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#employe)    2. [Formes](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#formes) 8. [Construction d'une instance](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2.html#cons) |

1 Définitions.

Une classe Java dérive toujours d’un autre classe, *Object* quand rien n’est spécifié. Pour spécifier de quelle classe hérite une classe on utilise le mot-clé *extends* :

**class** D **extends** B {

. . .

}

La classe *D* dérive de la classe *B*. On dit que le classe *B* est la super classe, la classe de base, ou la classe mère de la classe dérivée *D*, et que *D* dérive de *B*, ou que *D*est une sous-classe de *B*.

![spécialisation/généralisation](data:image/gif;base64,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)

La visibilité *protected* rend l'accès possible :

* depuis les classes dérivée.
* depuis les classes du paquetage.

Exemple :

|  |  |  |
| --- | --- | --- |
| **class** B{  **private** **int** a;  **protected** **int** b;  **int** c;  **public** **int** d;  }  **class** D **extends** B {  **int** x;  **void** f(){  b = …;  }  } | On peut alors représenter un objet de la classe D de la façon suivante : | représentation mémoire |
|  |  |

Une référence à une classe de base peut être affectée d’une référence à une classe dérivée, l’inverse doit faire l’objet d’une opération de conversion de type ou *cast* :

B b = **new** B();

D d = **new** D();

b = d;

d = b; interdit

d = (D) b ; *// OK avec cast*

Cette dernière instruction peut lever une exception *ClassCastException* si le cast est impossible.

2 Constructeurs et héritage.

* Si, dans une classe, un constructeur est défini sans commencer par un appel de constructeur, Java insère un appel du constructeur par défaut de la super classe.
* On peut commencer le code d’un constructeur par un appel d’un constructeur de la classe de base : super(…), ou d'un autre constructeur de la classe this(…) alors Java n’ajoute rien.

|  |  |
| --- | --- |
| **class** X{  **int** x;    **public** X (**int** x){  **this**.x = x;  }  } | **class** Y **extends** X{  }  provoque l'erreur de compilation : le super constructeur implicite *X()* n'est pas défini pour le constructeur par défaut. |

3 **this** et **super**.

Chaque instance est munie de deux références particulières :

* **this** réfère l’instance elle-même.
* **super** réfère la partie héritée de l’instance.

4 Opérateur **instanceof**.

L’opérateur ***instanceof*** permet de savoir à quelle classe appartient une instance :

**class** B{ …}

**class** D **extends** B{…}

**class** C {…}

B b = **new** B();

D d = **new** D();

C c = **new** C();

b **instanceof** B *// true*

b **instanceof** D *// false*

d **instanceof** B *// true*

d **instanceof** D *// true*

b = d;

b **instanceof** B *// true*

b **instanceof** D *// true*

c **instanceof** B *// erreur de compilation Erreur No. 365 :*

*// impossible de comparer C avec B en ligne …, colonne ..*

Exemple  la méthode *equals(Object o)*, pour une classe *X*, est définie, en général, de la façon suivante :

**public** **boolean** equals(Object o){

**if**(**this**==o) **return** **true**;

**if**(!(o **instanceof** X) **return** **false**;

X x = (X)o;

...

}

5 Redéfinition des méthodes

Une méthode définie dans une classe peut être redéfinie dans une classe dérivée.

|  |  |
| --- | --- |
| **Sans redéfinition de la méthode *m*** | **Avec redéfinition de la méthode *m*** |
| **class** B {  **void** m(){  System.out.println(  "méthode m de B");  }  }  **class** D **extends** B{  } | **class** B {  **void** m(){  System.out.println(  "méthode m de B");  }  }  **class** D **extends** B{  **void** m(){  System.out.println(  "méthode m de D");  }  } |
| |  |  | | --- | --- | | B b=**new** B();  D d=**new** D();  b.m();  b = d;  b.m(); | http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2_fichiers/image009.gif | | |  |  | | --- | --- | | B b=**new** B();  D d=**new** D();  b.m();  b=d; b.m(); | http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes2_fichiers/image010.gif | |

Remarques :

1. Ne pas confondre la redéfinition avec la surcharge :
   * **Redéfinition** : même type de retour et mêmes paramètres.
   * **Surcharge** : type de retour et paramètres différents, les paramètres au moins doivent être différents.
2. Une classe définie avec le modificateur d’accès *final* ne peut pas être dérivée.
3. Une méthode définie avec le modificateur d’accès *final* ne peut pas être redéfinie dans les classes dérivées. Ceci peut se faire pour des raisons :
   * d’efficacité : le compilateur peur générer du code *inline*, sans faire appel à la méthode.
   * de sécurité : le mécanisme de polymorphisme dynamique fait qu’on ne sait pas quelle méthode va être appelée.

6 Classe abstraite

Une classe définie avec le modificateur *abstract* est une classe abstraite qui ne peut pas produire d’instance. Sa définition peux contenir des méthodes abstraites. En revanche une classe qui contient une méthode abstraite doit être abstraite. Une méthode abstraite est une méthode définie uniquement par son prototype. Le rôle des classes abstraites est la factorisation de fonctionnalités communes à plusieurs classes dérivées.

Exemple : Supposons que nous voulions manipuler deux formes géométriques, rectangle (donné par son point haut, gauche, sa largeur et sa longueur) et cercle (donné par son centre et son rayon). Nous désirons pouvoir déplacer ces formes géométriques, calculer leur surface et leur périmètre .

|  |  |
| --- | --- |
| **sans classe abstraite** | **avec classe abstraite : on peut factoiser *deplaceDe*** |
| http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classe22.gif | http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classe23.gif |
| **class** Rectangle{  **int** x, y, largeur, longueur;  Rectangle(**int** x, **int** y, **int** la, **int** lo){  **this**.x = x; **this**.y = y;  largeur = la; longueur = lo;  }  **void** deplaceDe( **int** dx, **int** dy){  x+=dx; y+=dy;  }  **double** perimetre(){  **return** 2\*(largeur+longueur);  }  **double** surface(){  **return** largeur\*longueur;  }  }    **class** Cercle{  **int** x, y, rayon;  Cercle(**int** x, **int** y, **int** r){  **this**.x = x; **this**.y = y;  rayon = r;  }  **void** deplaceDe( **int** dx, **int** dy){  x+=dx; y+=dy;  }  **double** perimetre(){  **return** 2\*Math.PI\*rayon;  }  **double** surface(){  **return** Math.PI\*rayon\*rayon;  }  } | **abstract class** Forme{  **int** x, y;  Forme(**int** x, **int** y){  **this**.x = x; **this**.y = y;  }  **void** deplaceDe( **int** dx, **int** dy){  x+=dx; y+=dy;  }  **abstract double** perimetre();  **abstract double** surface();  }    **class** Rectangle **extends** Forme{  **int** largeur, longueur;  Rectangle(**int** x, **int** y, **int** la, **int** lo){  **super**(x, y);  largeur = la; longueur = lo;  }  **double** perimetre(){  **return** 2\*(largeur+longueur);  }  **double** surface(){  **return** largeur\*longueur;  }  }    **class** Cercle **extends** Forme{  **int** rayon;  Cercle(**int** x, **int** y, **int** r){  **super**(x, y);  rayon = r;  }  **double** perimetre(){  **return** 2\*Math.PI\*rayon;  }  **double** surface(){  **return**Math.PI\*rayon\*rayon;  }  } |

7 Exemples

*7.1 Employé*

Supposons que nous définissions la classe suivante :

**public** **class** Employe{

**protected** String nom ;

**protected** **double** salaire ;

**public** Employe ( String nom, double salaire){

**this**.nom = nom ; **this**.salaire = salaire ;

}

**public** String getNom(){ **return** nom ;}

**public** **double** getSalaire() { **return** salaire ;}

**public**String toString() { **return** getNom()+” ”+getSalaire(); }

}

Un chef «est un» employé qui a une prime en plus du salaire :

**public** **class** Chef **extends** Employe{

**private** **double** prime;

**public** Chef ( String nom, double salaire, double prime){

**super(** nom, salaire) ;

**this**.prime = prime;

}

**public** **double** getSalaire() {**return** salaire + prime;}

}

La méthode *getSalaire* pourrait être (mieux ?) programmée de la façon suivante : cela permettrait de changer les accès de nom et salaire en *private*.

**public** **double** getSalaire() { **return** **super**.getSalaire() + prime;}

Une entreprise est un tableau d’employés :

Employe entreprise[] = **new** Employe[5] ;

entreprise[0]= **new** Chef("Cronos", 1000, 500) ;

entreprise[1]= **new** Chef("Zeus ", 1000, 600) ;

entreprise[2]= **new** Employe("Ares", 620) ;

entreprise[3]= **new** Employe ("Apollon", 700) ;

entreprise[4]= **new** Employe ("Aphrodite ", 100) ;

L’affichage des noms et salaires des différents employés se fera de la façon suivante :

**for** ( **int** i = 0 ; i< 5 ; ++i){

**if** (entreprise[i] **instanceof** Chef) System.out.print("Chef : ");

System.out.println( entreprise[i].toString());

}

Quand on fait un appel de *toString* pour une instance de la classe *Chef*, le code de la méthode *toString* héritée de *Employe* s’exécute avec des appels de *getNom* et de *getSalaire* qui se font pour un *Chef* et ce sont les méthodes *getNom* et *getSalaire* de la classe *Chef* qui sont appelées.

Le calcul de la somme des salaires des employés qui ne sont pas des chefs :

**double** sommeSalaires = 0;

**for** ( **int** i = 0 ; I < 5 ; ++i)

**if**(!(entreprise[i] **instanceof** Chef)) sommeSalaires += entreprise[i].getSalaire();

*7.2 Des formes.*

|  |  |
| --- | --- |
| Nous nous proposons de définir une hiérarchie de classes permettant la  visualisation de formes sur un écran. Les classes *FormeA,* *Forme* et *BiPoints* sont des classes abstraites. | diagramme des classes Formes |

**abstract** **public** **class** FormeA {

**protected** FormeA(){}

**abstract** **public** **void** affiche(Graphics g);

**abstract** **public** **void** cache(Graphics g);

**abstract** **public** **void** deplaceDe(**int** dx, **int** dy, Graphics g);

}

**abstract** **public** **class** Forme **extends** FormeA{

**protected** **int** x, y;

**protected**Color couleur;

**protected** Forme(int x, int y, Color c){

**this**.x = x; **this**.y = y;

couleur = c;

}

**public** **void** deplaceDe(**int** dx, **int** dy, Graphics g){

cache(g);

x+=dx; y += dy;

affiche(g);

}

}

La classe *Point* est une classe concrète pour laquelle nous définissons les fonctionnalités *cache*, *affiche* et *deplaceDe* :

**public** **class** Point **extends** Forme {

**public** Point(**int** **int** y, Color c) {

**super**(x, y, c);

}

**public** **void** affiche(Graphics g) {

g.setColor(couleur);

g.drawRect(x, y, 1, 1);

}

**publicvoid** cache( Graphics g) {

g.setColor(Color.white);

g.drawRect(x, y, 1, 1);

}

}

La classe *Cercle* est une classe concrète pour laquelle nous définissons les fonctionnalités *cache*, *affiche* :

**public** **class** Cercle **extends** Forme {

**int** rayon;

**public** Cercle(**int** x, **int** y, **int** r, Color c) {

**super**( x, y, c);

rayon = r;

}

**public** **void** affiche(Graphics g) {

g.setColor(couleur);

g.drawOval(x-rayon, y-rayon, 2\*rayon, 2\*rayon);

}

**public** **void** cache( Graphics g) {

g.setColor(Color.white);

g.drawOval(x-rayon, y-rayon, 2\*rayon, 2\*rayon);

}

}

La classe abstraite *BiPoint* met en facteur le constructeur et la méthode *deplaceDe* de *Rectangle* et *Segment* :

**abstract** **public** class BiPoint **extends** Forme {

**int** x1, y1;

**public** BiPoint( **int** x, **int** y, **int** x1, **int** y1, Color c) {

**super**(x, y, c);

**this**.x1 = x1; **this**.y1 = y1;

}

**public** **void** deplaceDe(**int** dx, **int** dy, Graphics g) {

cache(g);

x+=dx; y += dy;x1+=dx; y1+=dy;

affiche(g);

}

}

Les classes *Rectangle* et *Segment* se différentient par le tracé :

**public** **class** Rectangle **extends** BiPoint {

**public** Rectangle(int x, int y, int x1, int y1, Color c){

**super**(x, y, x1, y1, c);<

}

**public** **void** affiche(Graphics g) {

g.setColor(couleur);

g.drawRect(x, y, x1-x, y1-y);

}

**public** **void** cache(Graphics g) {

g.setColor(Color.white);

g.drawRect(x, y, x1-x, y1-y);

}

}

**publicclass** Segment **extends** BiPoint{

**public** Segment (int x, int y, int x1, int y1, Color c){

**super**(x, y, x1, y1, c);

}

**public** **void** affiche(Graphics g) {

g.setColor(couleur);

g.drawLine(x, y, x1-x, y1-y);

}

**public** **void** cache(Graphics g) {

g.setColor(Color.white);

g. drawLine (x, y, x1-x, y1-y);

}

}

8 Processus de construction d’une instance

1. Chargement de la classe si elle n’est pas déjà chargée, avec :
   * Chargement de la classe de base ( si elle n’est pas chargée )
   * Construction des attributs statiques et des blocs statiques de la classe dans l’ordre de leurs définitions( avec éventuellement chargement des classes et exécution de leurs statiques)
2. Allocation de la mémoire.
3. Validation du polymorphisme : pour toute méthode appelée par la suite il sera tenu compte du polymorphisme.
4. Appel du constructeur de la super classe
5. Initialisation des attributs ( définis avec une initialisation )
6. Exécution du corps du constructeur.

Exemple soient les 3 classes suivantes :

**public** **class** Base {

**static**{

System.out.println("bloc statique Base ");

}

**public** Base() {

System.out.println("constructeur de Base ");

}

}

**public** **class** Derivee extends Base {<

**static** {

System.out.println("bloc statique 1 de Derivee ");

}

**static** UneAutre x1 = **new** UneAutre(1);

UneAutre x2 = **new** UneAutre(2);

**static** {

System.out.println("bloc statique 2 de Derivee ");

}

**public** Derivee() {

System.out.println("constructeur de Derivee ");

}

}

**public** **class** UneAutre {

**static** {

System.out.println("statique de UneAutre ");

}

**public** UneAutre(**int** i) {

System.out.println("constructeur de UneAutre "+ i);

}

}

La création d’une instance de la classe *Derivee* produit :

|  |  |
| --- | --- |
| bloc statique de Base | Exécution de 1.a |
| bloc statique 1 de Derivee | Exécution de 1.b |
| statique de UneAutre | Exécution de 1.b |
| constructeur de UneAutre 1 | Exécution de 1.b |
| bloc statique 2 de Derivee | Exécution de 1.b |
| constructeur de Base | Exécution de 4 |
| constructeur de UneAutre 2 | Exécution de 5 |
| constructeur de Derivee | Exécution de 6 |

***Classes interne, locale et anonyme***

|  |
| --- |
| **Sommaire**   1. [Classe interne](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes3.html#interne) 2. [Classe locale](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes3.html#locale) 3. [Classe anonyme](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/classes3.html#anonyme) |

1 Classe interne.

Le langage Java autorise la définition d’une classe à l’intérieur d’une autre classe :

**class** Englobante {

**int** a;

**class** Englobee{

. . .

Englobante.**this**.a = 12

}

. . .

}

Un des intérêts de cette notation est qu’une classe interne peut avoir accès aux méthodes est attributs de la classe englobante.

Comme les attributs et les méthodes les classes internes ont :

* un accès *public*, *protected*, *private* ou *paquetage*, l’accès porte sur la classe elle-même et non sur ses attributs.
* **class** A {
* **private** **class** B{
* **int** c;
* . . .
* }
* . . .
* B b = **new** B();
* }
* A a = **new**A();
* a.b.c = … ; *// b est non visible*
* a.b.getClass(); *// b est non visible*
* une qualification qui peut être *static* : alors une instance de la classe  interne a une existence  indépendante de l’existence d’une instance de la classe *Englobante*. On peut alors créer une instance de la classe englobée, sans qu'il existe d'instance de la classe englobante Dans ce cas, on ne peut évidemment pas accéder aux attributs ou méthodes autres que *static*, de la classe englobante.

Les créations d’instances se font de la façon suivante :

|  |  |
| --- | --- |
| Classe interne **static** | Class interne **non static** |
| **public** class A {  **int** a = 321;  **static** **class** B{  **int** b = 123;  }  } | **public** class A {  **int** a = 321;  **class** B{  **int** b = 123;  }  } |
| A a = **new** A();  A.B b = **new** A.B(); | A a = **new** A();  A.B b = a.**new** B(); |

Lors de la compilation, le compilateur génère un fichier constitué du nom de la classe englobante puis un ‘$’, puis le nom de la classe interne, puis “.class” : exemple : A$B.class

2 Classe locale.

Une classe interne définie dans un bloc est une classe interne dont la portée est limitée au bloc : c’est une classe *interne locale*. Une classe locale ne peut pas être static. Une classe locale peut accéder aux attributs de la classe englobante ainsi qu'aux paramètres et variable locales de la méthode où elle est définie, à condition que ceux-ci soit spécifiés ***final***.

Lors de la compilation, le compilateur génère un fichier constitué du nom de la classe englobante puis un ‘$’, puis un nombre, puis le nom de la classe interne, puis “.class” : exemple :

|  |  |
| --- | --- |
| **public** **class** A {  **public** A() {  **class** L{  …  }  }  …  } | Génère A$1L.class |

3 Classe anonyme.

Il est possible de définir une classe interne, sans lui donner de nom par dérivation d’un super classe, ou par implémentation d’une interface.

|  |  |
| --- | --- |
| **Dérivation de super classe** | **Implémentation d’interface** |
| SuperClasse c = **new** SuperClasse( ){  *// méthodes redéfinies*  }; | Interface c = **new** Interface(){  *// implementation des*  *// méthodes de Interface*  }; |

Lors de la compilation, le compilateur génère un fichier constitué du nom de la classe englobante puis un ‘$’, puis un nombre puis “.class”.

Les classes anonymes sont (surtout) utilisées pour implémenter les méthodes d’une interface *Listener*.

Exemple :

jTextArea.addKeyListener(**new** java.awt.event.KeyAdapter() {

**public** **void** keyReleased(java.awt.event.KeyEvent e) {

*...*

}

});

***Exceptions***

|  |
| --- |
| **Sommaire**   1. [Définitions](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/exceptions.html#def) 2. [Traitement d'une exception](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/exceptions.html#trait) 3. [Hierarchie des exceptions](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/exceptions.html#hierarchie) 4. [Classe *Throwable*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/exceptions.html#throwable) |

1 Définitions

|  |  |
| --- | --- |
| **Levée d’exception** | **Surveillance et traitement d’exception** |
| * **throw** : une exception est levée lorsqu’une situation exceptionnelle se produit. | * **try** : un bloc d’instructions est susceptible de provoquer une situation exceptionnelle, c'est-à-dire une levée d’exception : il est surveillé. * **catch**: une exception levée dans un bloc surveillé peut être capturée et traitée. |

Exemple :

**for**( **int** i = 0; ;++i) System.out.println(t[i]);

    est une séquence d’instructions qui va lever une exception de type *ArrayIndexOutOfBoundsException*lorsque *i* va être égal à *t.length*.

On peut donc surveiller cette instruction et capturée l’exception qui est levée pour la traiter :

**try**{

**for**( **int** i = 0; ; ++i) System.out.println(t[i]);

}**catch**( IndexOutOfBoundsException iobe){

*// traitement de l’exception*

}

Les intructions surveillées par un bloc *try* peuvent lever plusieurs types d’exceptions et donc le bloc *try* peut être suivi de plusieurs *catch*, et éventuellement d’un *finally*. Lorsque une exception est levée, les *catch* sont parcourus en séquence et le premier qui capture l’exception du type de celle qui a été levée, est celui qui traite l’exception. S’il y a un bloc *finally*, il est exécuté après toutes les instructions du bloc *try*, ou après la dernière instruction qui a traité une exception levée dans le bloc *try*.

Une méthode qui :

* Lève une exception
* Ne traite pas une exception levée par des appels à d’autres méthodes doit donner la liste des exceptions qu’elle peut déclencher. Seules les exceptions des classes *Error*, *RuntimeError* et de leurs dérivées n’ont pas à être citées.

**void** methode(…) **throws** E1, E2{

*// du code qui peut lever*

*// des exceptions de la classe E1 ou E2*

*// sans les capturer*

}

2 Traitement d’une exception

|  |  |
| --- | --- |
| **try**{  *I1 ;*  *I2 ;*  *I3 ;*  }**catch**(Exception1 e1){  *T11;*  }**catch**(Exception2 e2){  *T21;*  *T22;*  }**catch**(Exception3 e3){  . . .  }**finally**{  *F;*  }  *InstructionSuivantes ;* | Si *Exception2* dérive de *Exception1* le *catch* de *Exception2* doit se trouver avant le *catch* de *Exception1*.       La clause *finally* est **toujours** exécutée, qu'il y ait eu une levée d'exception ou non. Elle est aussi exécutée si un *catch* ou le bloc *try* se termine par un *return*, un *break* ou un *continue*. |

* *I2* ne déclenche pas d’exception : *I3* est exécuté, puis *F1*, puis *InstructionsSuivantes*.
* *I2* déclenche une exception de la classe  *Exception2* : alors il y a exécution de *T21* puis *T22*, puis *F1*, puis *InstructionsSuivantes*. *I3* n’est pas exécutée.

Pour intercepter toutes les exceptions, il suffit d’écrire *catch(Throwable t){ . . . }*.

Déroulement d'une exécution normale et d'une exécution avec levée d'exception :
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3 Hiérarchie des exceptions
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La liste des [*Error*](http://java.sun.com/javase/6/docs/api/java/lang/Error.html) existantes, la liste des [*Exceptions*](http://java.sun.com/javase/6/docs/api/java/lang/Exception.html) existantes, et la liste des exceptions [*Runtime*](http://java.sun.com/javase/6/docs/api/java/lang/RuntimeException.html) existantes.

4 La classe Throwable

La classe *Throwable* est la classe mère de toutes les exceptions et erreurs : seules des instances de *Throwable* ou de ses classes dérivées peuvent être levée par l’instruction *throw* ou être argument d’un *catch*.

Une instance de *Throwable* peut avoir une cause : une autre instance de *Throwable* qui est à l'origine de la création de cette instance («chaînage des exceptions»).

La classe *Throwable* a un constructeur par défaut et un constructeur qui a en argument une chaîne de caractères : le « message » de l’exception.

|  |  |
| --- | --- |
| Throwable() | Le constructeur par défaut. |
| Throwable(String message) | Le constructeur avec un paramètre, le message de l'exception. |
| Throwable(Throwable cause) | Le constructeur avec une cause en paramètre. |
| Throwable(String message, Throwable cause) | Le constructeur avec un message et une cause. |

|  |  |
| --- | --- |
| Throwable fillInStackTrace() |  |
| StackTraceElement[]getStackTrace() | Retourne un tableau représentant l'état de la pile, au moment où a été levée l'exception. Un élément de stack, contient les informations suivantes :   * le nom de la méthode * le numéro de ligne où a été levée l'exception * le nom de la classe * le nom du fichier |
| Throwable initCause(Throwable t) | Initialise la cause de cette instance de *Throwable* avec t. Cette méthode ne peut être appelée qu'une seule fois, sauf si le *Throwable* a déjà été créé avec une cause, auquel cas elle ne peut pas être appelée.  La méthode retourne une référence à l'objet pour lequel elle a été appelée. La méthode lève une exception :   * *IllegalArgumentException* si la cause du *Throwable* est *this*. * *IllegalStateException* si la cause a déjà été créée. |
| String getLocalizedMessage() | Si la méthode n’est pas redéfinie, identique à *getMessage().* |
| String getMessage() | Retourne le message |
| **void** printStackTrace() | Imprime le contenu de la pile dans le fichier d’erreur *err* |
| **void** printStackTrace (PrintStream s) | Imprime le contenu de la pile dans *s* |
| **void** printStackTrace(PrintWriter s) | Imprime le contenu de la pile dans *s* |
| String toString() |  |

Une *Error* est une exception qui indique des problèmes graves : une application ne résout pas ce genre de problème. Une méthode n’a pas à déclarer dans sa clause *throws* les *Error* qui ne seraient pas capturées.

Une *Exception* en revanche peut être capturée et traitée par l’application, ou apparaître dans la liste des exceptions levées par la méthode.

***Paquetages***

Java offre la possibilité de regrouper les classes en ensembles appelés *package*. Ceci permet de ranger les classes de façon hiérarchique.

Exemple : le paquetage java a la structure suivante :

|  |  |
| --- | --- |
| java  | applet  | awt  | beans  | io  | lang  | | ArithmeticException  | | ...  | | Boolean  | | Class  | | Object  | | reflect  | | | ...  | | | Method  | | | ...  | | String  | | Math  | | ...  | net  | rmi  | security  | sql  | text  | util  | ... | Le paquetage contenant les classes concernant les *applet*  L'*abstract Windowing Toolkit*  Le paquetage des classes gérant les entrées-sorties.  Le paquetage contenant les classes de base de Java.  La classe *Classe*  La classe *Object*  Le paquetage des classes pour le réflexion.  La classe *String* représentation des chaînes de caractères.  La classe *Math* contenant PI, E et les méthodes mathématiques usuelles.  Le paquetage des classes réseau.  Le paquetage des classes utilitaires. |

Sous Windows® les paquetages sont effectivement rangés dans une structure de répertoire.

|  |  |
| --- | --- |
| **package** monPaquetage;  **class** X{  ...  } | La classe *X* appartient au paquetage *monPaquetage*. |
| **package** monPaquetage.monSousPaquetage;  **class** Y{  ...  } | La classe *Y* appartient au paquetage *monPaquetage.monSousPaquetage*. |

Lorsqu’on utilise les classes X et Y en dehors de leur paquetage, on peut :

* Soit les désigner complètement *monPaquetage.X*, ou *monPaquetage.monSousPaquetage.Y*
* Soit importer les paquetages, puis désigner les classes par leur nom :
* **import** monPaquetage.\*;
* **import** monSousPaquetage.\*;

X ou Y

Il y a problème si deux paquetages différents contiennent deux classes de même nom :

Les paquetages *java.util*et *java.sql*contiennent tous les deux une classe *Date* :

**import** java.util.\*;

**import** java.sql.\*;

...

Date d; *// erreur de compilation*

La solution est alors de nommer complètement la classe :

**import** java.util.\*;

**import** java.sql.\*;

java.util.Date d; *// OK*

Une classe, un attribut ou une méthode, dont la définition n’est pas précédée de *public*, *private* ou *protected*, a une portée limitée au paquetage dans lequel il ou elle est défini.

***Interface***

|  |
| --- |
| **Sommaire**   1. [Définitions](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/interface.html#definition) 2. [Interface *Comparable*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/interface.html#comparable) 3. [Interface *Cloneable*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/interface.html#cloneable) 4. [Interface *Iterator*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/interface.html#iterator)    1. [Interface *ListIterator*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/interface.html#listIterator) 5. [Interface *Serializable*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/interface.html#serializable) 6. [Remarques](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/interface.html#remarques)    1. [Paramètre méthode](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/interface.html#paramMeth) |

1 Définition.

Une interface définit un comportement (d’une classe) qui doit être implémenté par une classe, sans implémenter ce comportement. C’est un ensemble de méthodes abstraites, et de constantes. Certaines interfaces ( *Cloneable*, *Serializable*, …) sont dites interfaces de «balisage» : elle n’imposent pas la définition d’une méthode, mais indiquent que les objets qui les implémentent ont certaines propriétés.

Les différences entre les interfaces et les classes abstraites :

* Une interface n’implémente aucune méthode.
* Une classe, ou une classe abstraite peut implémenter plusieurs interfaces, mais n’a qu’une super classe, alors qu’une interface peut dériver de plusieurs autres interfaces.
* Des classes non liées hiérarchiquement peuvent implémenter la même interface

2 L'interface *Comparable*

L’interface *Comparable*, nécessite l’implémentation de la méthode *compareTo* :

**interface** Comparable

**int** compareTo(Object o);

}

**Exemple :** ordonner les employés d’une entreprise par ordre croissant des salaires :

On peut créer une classe entreprise de la façon suivante :

**public** **class** Entreprise {

Employe [] lEntreprise;

**public** Entreprise(Employe [] e) {

lEntreprise = **new** Employe[e.length];

**for** (**int** i = 0; i<e.length; ++i)

lEntreprise[i] = e[i];

}

**public** **void** lister(){

**for** (**int** i = 0; i<lEntreprise.length; ++i)

System.out.println(lEntreprise[i]);

}

}

Pour lister  les employés de l’entreprise par ordre alphabétique,  on peut utiliser le tri de tableaux de la classe *Arrays*, mais il nécessite que les élément à trier implémentent l’interface *Comparable* :

**public** **void** listerOrdre(){

Arrays.sort(lEntreprise);

**for** (**int** i = 0; i<lEntreprise.length; ++i)

System.out.println(lEntreprise[i]);

}

Donc la classe *Employe* s’écrit :

**class** Employe **implements** Comparable{

. . .

**public** **int** compareTo( Object o ){

Employe e = (Employe)o; *// lève une exception*

*// ClassCastException si o*

*// n’est pas de la classe Employe*

**return** nom.compareTo(e.nom);*// par ordre alphabétique*

**return** (**int**)(salaire-e.salaire);*// par salaire croissant*

}

}

Si on veut pouvoir trier par salaire croissant ou par ordre alphabétique, on définira un attribut de classe booléen *triSalaire* :

**class** Employe **implements** Comparable{

**static boolean** triSalaire = **true**;

. . .

**public** **int** compareTo( Object o ){

Employe e = (Employe)o; *// lève une exception*

*//ClassCastException si o*

*// n’est pas de la classe Employe*

**if**(triSalaire)

**return** (**int**)(salaire-e.salaire);*//par salaire croissant*

**else** **return** nom.compareTo(e.nom); *//par ordre alphabétique*

}

}

La méthode *listerOrdre* de la classe *Entreprise* devient alors :

**public** **void** listerOrdre(**boolean** triSalaire){

Employe.triSalaire = trisalaire ;

Arrays.sort(lEntreprise);

**for** (**int** i = 0; i<lEntreprise.length; ++i)

System.out.println(lEntreprise[i]);

}

3 L'interface *Cloneable*.

C’est une interface de balisage : une classe qui implémente l’interface *Cloneable*, indique à *Object.clone()* qu’il est légal pour cet objet de faire une copie superficielle attribut par attribut pour les instance de cette classe. Une tentative de clonage pour des classes qui n’implémentent pas *Cloneable* se traduit par la levée d’une exception :  *CloneNotSupportedException*. La définition de *clone()* pour la classe *Object* est :

**protected** **native** Object clone() **throws** CloneNotSupportedException{

**if** ( !(**this** **instanceof** Cloneable)) **throw** **new** CloneNotSupportedException();

**else** {

*// copie superficielle des attributs*

}

}

* Une classe qui veut que ses instances puissent être clonés superficiellement devra implémenter l’interface *Cloneable* et redéfinir la méthode *clone()* :
* **class** XSurface **implements** Cloneable{
* . . .
* **public** Object clone() **throws** CloneNotSupportedException {
* **return** **super**.clone();
* }

}

* Une classe qui veut que ses instances puissent être clonés en profondeur devra implémenter l’interface *Cloneable* et redéfinir la méthode *clone()* :
* **class** XProfondeur **implements** Cloneable{
* X x;
* . . .
* **public** Object clone() **throws** CloneNotSupportedException {
* XProfondeur xp = (XProfondeur)**super**.clone() ;
* xp.x = (X)x.clone();
* **return** xp;
* }

}

4 L’interface *Iterator*.

L’interface *Iterator* nécessite l’implémentation des fonctions *hasNext()*, *next()*, *remove()*:

**interface** Iterator {

**boolean** hasNext();

Object next();

**void** remove();

}

L’opération *remove()* est dite optionnelle, c'est-à-dire que son implémentation  pourrait être dans ce cas :

**public** **void** remove() {

**throw** **new** UnsupportedOperationException();

}

*4.1 L'interface ListIterator.*

L'interface*ListIterator* est dérivée de *Iterator*, et ajoute des fonctionnalités de parcours dans le sens inverse, de calcul d’indice, et d’ajout et de modification.

|  |  |
| --- | --- |
| **boolean** hasPrevious() | Retourne vrai si l’élément courant à un élément le précédant |
| Object previous() | Retourne l’élément précédant. |
| **int** nextIndex() | Retourne l’indice de l’élément qui serait retourné par un appel de *next* |
| **int** previousIndex() | Retourne l’indice de l’élément qui serait retourné par un appel de *previous* |
| **void** add(Object o) | Ajoute un élément dans la liste (opération optionnelle) |
| **void** set(Object o) | Remplace le dernier élément retourné par *next* ou *previous* par *o* (opération optionnelle) |

5 L’interface *Serializable*.

La *sérialisation* d'un objet est le processus de sauvegarde d'un objet complet sur fichier, d'où il pourra être restauré à tout moment. Le processus inverse de la sauvegarde ( restauration ) est connu sous le nom de *désérialisation*.

Tous les attributs (qui ne sont pas spécifiés *transient* ) d’une classe implémentant l’interface *Serializable* sont sauvés et restaurés de façon simple en utilisant les classes *ObjectOutputStream* et *ObjectInputStream*.

Exemple : soit la classe suivante, permettant d’implanter une liste, dans laquelle chaque élément possède une référence vers le premier élément entré dans la liste.

**public** **class** MaClasse **implements** Serializable{

String nom;

**int** entier;

MaClasse premier ,suivant;

**public** MaClasse(String n, int e, MaClasse s, MaClasse p) {

**super**() ;

nom = n;

entier = e;

suivant = s;

premier = p ;

}

**public** MaClasse(String n, int e) {

**this**(n, e, null, null);

premier **= this;**

}

}

On peut alors définir un liste :

MaClasse liste = **null** ;

liste = **new** MaClass("un", 1) ; premier = liste ;

liste = **new** MaClass("deux", 2, liste, premier) ;

liste = **new** MaClass("trois", 3, liste, premier) ;

La sérialisation ( sauvegarde ) dans le fichier "serial.tmp" se fait alors simplement de la façon suivante :

**try**{

FileOutputStream sortie = **new** FileOutputStream("serial.tmp");

ObjectOutputStream p = **new** ObjectOutputStream(sortie);

p.writeObject(liste);

p.flush();

sortie.close();

}**catch**(IOException ioe){

System.out.println("erreur dans la sérialisation : "+ ioe);

}

L’intruction *p.writeObject(liste)* lève l’exception *NotSerializableException* si la classe *MaClasse* n’implémente pas l’interface *Serializable*.

La désérialisation est aussi simple :

**try**{

FileInputStream instream = **new** FileInputStream("serial.tmp");

ObjectInputStream p = **new** ObjectInputStream(instream);

liste = (MaClasse)p.readObject();

instream.close();

dlm.clear();

afficher(liste);

}**catch**(IOException ioe){

System.out.println("erreur dans la sérialisation : "+ ioe);

}**catch**(ClassNotFoundException cnfe){

System.out.println (" classe non trouvée : "+ cnfe);

}

Pour éviter les copies d’un objet référencé plusieurs fois, le procédé suivant est appliqué :

* Tous les objets sauvegardés reçoivent un numéro d’ordre 1, 2, 3 …
* Quand un objet est sauvegardé sur disque on commence par chercher si cet objet a déjà été sauvegardé :
  + Si c’est le cas son numéro l’identifie
  + Sinon il est sauvegardé.

|  |  |
| --- | --- |
| La liste précédente est donc stockée de la façon ci-contre : | ce qui est écrit dans le fichier |

6 Remarques

L’héritage multiple est autorisé pour les interfaces  :

**interface** MonInterfaceB {

**void** f();

}

**interface** MonInterface1 **extends** MonInterfaceB {

**void** f1();

}

**interface** MonInterface2 **extends** MonInterfaceB{

**void** f2();

}

**interface** MonInterface **extends** MonInterface1, MonInterface2 {

**void** fd();

}

Les classes implémentant *MonInterface* doivent implémenter *f(), f1(), f2(),* et *fd()*.

Une interface peut servir à définir des constantes :

**interface** Mois{

**final** **int** JANVIER = 1, FERVRIER = 2, … DECEMBRE = 12 ;

}

*6.1 Paramètres méthode*

Contrairement à de nombreux langages de programmation, Java n’autorise pas de paramètres qui soient des méthodes. Les interfaces peuvent servir à simuler ce fonctionnement :

|  |  |
| --- | --- |
| **interface** X{  **void** f(){  }  }  **class** C{  . . .  **public** **void** m(X x){  . . .  x.f() ;  }  } | **class** maClasse  **implements** X{  . . .  **public** **void** f(){  . . .  }  }  C c = **new** C() ;  maClasse mc = **new** MaClasse() ;  c.m(mc)  *// la méthode m va appeler la méthode f*  *// définie dans maClasse.* |

***Flux : généralités***

1. Les flux **séquentiels** : Ces flux peuvent être associés à des fichiers, des tableaux, ou des connexions réseau. Deux «styles» de flux séquentiels :
   * les flux d’octets  en [lecture](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/FluxOctetsLectureHierarchie.html) et en [écriture](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/FluxOctetsEcritureHierarchie.html) (*InputStream,* *OutputStream*).
   * les flux de caractères en [lecture](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/FluxCaract%E8resLectureHierarchie.html) et en [écriture](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/FluxCaract%25E8resEcritureHierarchie.html) (*Reader*, *Writer*). Les flux de caractères sont encodés. Si l'[encodage](http://fr.wikipedia.org/wiki/Codage_de_caract%C3%A8res) n'est pas spécifié, c'est l'encodage par défaut qui est utilisé. L'encodage par défaut dépend du système : cp1252 en France sous Windows, UTF-8 sous Linux, ...). Les classes *InputStreamreader*, et *OutputStreamReader* permetent de choisir l'encodage. Ceratins encodages ajoutent, en début de fichier, une marque d'ordre des octets ([BOM](http://fr.wikipedia.org/wiki/Marque_d%27ordre_des_octets)) de 2, 3, ou quatre octets, qui spécifie l'[encodage du fichier](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Applis/encodageFichier.jnlp).
2. Les flux à **accès direct**  [*RandomAccessFile*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/RandomAccessFile.html) : ces flux sont forcément associés à des fichiers.
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***Scanner***

|  |
| --- |
| **Sommaire**   1. [Délimiteur](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/Scanner.html#delimiteur) 2. [Localisation](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/Scanner.html#localisation) 3. [Constructeurs](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/Scanner.html#constructeurs) 4. [Méthodes](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/Scanner.html#méthodes) 5. [Exceptions](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/Scanner.html#exceptions) |

La classe *Scanner* permet d'annalyser dans un flux les types primitifs java et les chaînes de caractères en utilisant des expressions régulières.

Exemples :

* on peut lire une valeur entière sur *System.in* de la façon suivante :

Scanner sc = **new** Scanner(System.in);

**int** i = sc.nextInt();

* ou lire un fichier contenant des entiers longs :

Scanner = **new** Scanner(**new** FileInputStream("xxx"));

**while** (sc.hasNextLong(){

**long** l = sc.nextlong();

}

* ou décomposer une chaîne de caractères :

String s = "1 un 2 deux 3 trois";

Scanner sc = **new** Scanner(s);

System.out.println(sc.nextInt()+" "+sc.next());

System.out.println(sc.nextInt()+" "+sc.next());

sc.close();

1 Délimiteur

* Les différentes données du *Scanner* sont délimitées par des délimiteurs : le délimiteur par défaut est le [*Pattern*](http://java.sun.com/j2se/1.5.0/docs/api/java/util/regex/Pattern.html)

\p{javaWhiteSpace}+

c'est à dire un ou plusieurs javaWhiteSpace ( espace, tabulation, retour à la ligne, ...)

* Ce délimiteur peut être modifié par la méthode *useDelimiter(String s)* ou *useDelimiter(Pattern p)* :
* String s = "1/aun//a2////adeux/a3/atrois";
* Scanner sc = **new** Scanner(s);
* sc.useDelimiter( Pattern.compile("/+a")); *// un ou plusieurs / suivis de a*
* System.out.println(sc.nextInt()+" "+sc.next());
* System.out.println(sc.nextInt()+" "+sc.next());
* sc.close();

2 Localisation

* La classe *Scanner* est capable de scanner les nombres dans la forme locale :
* String s = "1,2 2,3";
* Scanner sc = **new** Scanner(s);
* System.out.println(sc.nextDouble());
* System.out.println(sc.nextDouble());

sc.close();

* On peut changer la localisation pour un Scanner par la méthode *useLocale(locale l)* :
* String s = "1.2 2.3";
* Scanner sc = **new** Scanner(s);
* sc.useLocale(Locale.ENGLISH);
* System.out.println(sc.nextDouble());
* System.out.println(sc.nextDouble());

sc.close();

3 Constructeurs

|  |  |
| --- | --- |
| Scanner(File source) | Construit un nouveau *Scanner* à partir du *File*  *f*. Les octets lus sont convertis en caractères en utilisant le *charSet* par défaut. |
| Scanner(File source, String charsetName) | Construit un nouveau *Scanner*File  *f*. Les octets lus sont convertis en caractères en utilisant le *charSet* spécifié. |
| Scanner(InputStream source) | Construit un nouveau *Scanner à partir du flux d'octets source. Les octets lus sont convertis en caractères en utilisant le charSet par défaut.* |
| Scanner(InputStream source, String charsetName) | Construit un nouveau *Scanner* à partir du flux d'octets *source*. Les octets lus sont convertis en caractères en utilisant le *charSet* spécifié. |
| Scanner(Readable source) | Construit un nouveau *Scanner* à partir du flux de caractères  *source*. |
| Scanner(String source) | Construit un nouveau *Scanner* à partir de la chaîne  *source*. |

Un *charSet* est un mapping entre le codage unicode des caractères et des codages de caractères sous forme de séquences d'octets :

|  |  |
| --- | --- |
| US-ASCII | 7-bit [ASCII](http://fr.wikipedia.org/wiki/ASCII), a.k.a. ISO646-US, a.k.a. l'ensemble des caractères latins de base. |
| [ISO-8859-1](http://fr.wikipedia.org/wiki/ISO-8859-1) | ISO Latin Alphabet No. 1, a.k.a. ISO-LATIN-1 |
| [UTF-8](http://fr.wikipedia.org/wiki/Unicode#UTF-8) | 8-bit UCS Transformation Format : chaque caractère est codé par une suite de 1 à 4 octets |
| UTF-16BE | 16-bit UCS Transformation Format, big-endian byte order |
| UTF-16LE | 16-bit UCS Transformation Format, little-endian byte order |
| [UTF-16](http://fr.wikipedia.org/wiki/Unicode#UTF-16) | 16-bit UCS Transformation Format, chaque caractère est codé par 2 ou 4 octets. |

4 Méthodes

Les principales méthodes ont la forme *boolean hasNextX()* et *X nextX()* pour *X*  qui est :

* un type primitif
* un des types *BigDecimal*, *BigInteger*

et les méthodes suivantes :

|  |  |
| --- | --- |
| **boolean** hasNext() | Retourne *true* s'il existe un autre token dans l'entrée. |
| **boolean** hasNext(Pattern p) | Retourne *true* s'il existe un autre token dans l'entrée, satifaisant le *Pattern* *p*. |
| **boolean** hasNext(String p) | Retourne *true* s'il existe un autre token dans l'entrée, satifaisant le pattern décrit par la*String* *p*. |
| **boolean** hasNextLine() | Retourne *true* s'il existe une autre ligne dans l'entrée. |
| String next() | Retourne le token suivant. |
| String next(Pattern p) | Retourne le token suivant, s'il correspond au *Pattern p*, et lève une exception *NoSuchElementException* sinon. |
| String next(String p) | Retourne le token suivant, s'il correspond au *Pattern p*, et lève une exception *NoSuchElementException*sinon. |
| String nextLine() | Retourne le reste de la ligne, et lève une exception *NoSuchElementException* sinon. |

|  |  |
| --- | --- |
| Pattern delimiter() | Retourne le *Pattern* delimiteur utilisé par le *Scanner*. |
| Scanner useDelimiter(Pattern p) | Retourne le *Scanner* après avoir changeé son *Pattern* délimiteur. |
| Scanner useDelimiter(String p p) | Retourne le *Scanner* après avoir changeé son *Pattern* délimiteur. |
| Locale locale() | Retourne la localisation du *Scanner.* |
| Scanner useLocale(Locale l) | Retourne le *Scanner après avoir changé sa localisation.* |
| **int** radix() | Retourne la base dans laquelle sont écrits les nombre pour le décodage du *Scanner*. |
| Scanner useRadix(**int** radix) | Retourne le *Scanner* après avoir cahngé la base des nombres. |

5 Exceptions

* Toutes les méthodes lèvent une exception *IllegalStateException* si elles sont appelées pour un *Scanner* qui est fermé.
* Toutes les méthodes next lèvent une exception *NoSuchElementException* si elles sont appelées alors que le *hasNext* précédent a répondu *false*.

***RandomAccessFile***

|  |
| --- |
| **Sommaire**   1. [Constructeurs](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/RandomAccessFile.html#constructeurs) 2. [Méthodes](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/RandomAccessFile.html#méthodes) 3. Exemples    1. [Exemple 1](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/RandomAccessFile.html#exemple1)    2. [Exemple 2](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/RandomAccessFile.html#exemple2) |

Permet de faire des lectures ou écritures  à une position aléatoire dans un fichier. Cette classe peut être utilisée pour des fichiers disque, mais pas pour des flux de données provenant du réseau. Le flux peut être lu ou écrit de la même façon que les flux séquentiels, avec levée d'exception *EOFException* en fin de flux. Le flux peut également être lu ou écrit en accès direct en positionnant la "tête de lecture/écriture"  par la méthode *seek*. La classe *RandomAccessFile* implémente les interfaces *DataInput*, *DataOutput* et *Closeable*.

1 Les constructeurs :

|  |  |
| --- | --- |
| RandomAccessFile(File f, String m) | Crée un nouveau flux à accès direct associé au *File f* et ouvert dans le mode *m*. |
| RandomAccessFile(String n, String m) | Crée un nouveau flux à accès direct associé au fichier de nom*n* et ouvert dans le mode *m*. |

Le mode d'ouverture d'un flux à accès direct peut être :

* "r" Ouverture en lecture seule. L'appel d'une méthode d'écriture lève une exception *IOException*.
* "rw" Ouverture en lecture/écriture. Si le fichier n'existe pas, on essaie de le créer.
* "rws" Ouverture en lecture/écriture. La mise à jour du contenu du fichier et de ses méta-données est faite de façon synchrone.
* "rwd"   Ouverture en lecture/écriture. La mise à jour du contenu du fichier est faite de façon synchrone.

2 Les méthodes :

|  |  |
| --- | --- |
| **long** getFilePointer() | Retourne la valeur du pointeur. |
| **void**seek(**long** pos) | Positionne le pointeur. |
| **long**length() | Retourne la longueur du fichier. |
| **void**setLength(**long** nl) | Change la longueur du fichier en *nl*. |

|  |  |
| --- | --- |
| **void**close() | Fermeture du fichier |
| FileDescriptor getFD() | Retourne un descripteur du fichier |
| **int**read() | Lit un octet dans le fichier |
| **int** read(byte[] b) | Lit jusqu’à taille de *b* octets dans le fichier et les range dans *b* |
| **int** read(byte[] b, **int** d, **int** l) | Lit jusqu’à *l* octets dans le fichier et les range dans *b*à partir de*d.* |
| **boolean** readBoolean() | Lit un booléen. |
| **byte** readByte() | Lit un octet. |
| **char** readChar() | Lit un caractère. |
| **double** readDouble() | Lit un flottant *double*. |
| **float** readFloat() | Lit un flottant *float*. |
| **int** readInt() | Lit un entier *int*. |
| String readLine() | Lit une suite d'octets jusq'à une marque de fin de ligne, ou la fin fu flux, et retourne ces octets sous forme de chaîne de caracères. |
| **long** readLong() | Lit un entier *long*. |
| **short** readShort() | Lit un entier *short*. |
| **int** readUnsignedByte() | Lit un octet non signé, et le retourne. |
| **int** readUnsignedShort() | Lit deux octets comme étant la représentation d'un *short* non signé, et le retourne. |
| String readUTF() | Lit une chaîne de caractères encodée UTF-8. |
| **int** skipBytes(**int** n) | Essaie d'avancer de *n* octets, et retourne le nombre réel d'octets sautés. |
| **void** write(**byte**[] b) | Ecrit le tableau d'octets*b.* |
| **void** write(**byte**[] b, **int** d, **int** l) | Ecrit *l* octets du  tableau d'octets *b*, à patir de *d*. |
| **void** write(**int** b) | Ecrit l'octet de droite contenu dans *b*. |
| **void** writeBoolean(**boolean** v) | Ecrit le booléen *v*. |
| **void** writeByte(**int** v) | Ecrit l'octet *v*. |
| **void** writeChar(**int** v) | Ecrit le caractère contenu dans *v*. |
| **void** writeDouble(**double** v) | Ecrit le flottant *v*. |
| **void** writeFloat(**float** v). | Ecrit le flottant *v*. |
| **void** writeInt(**int** v) | Ecrit l'entier *v*. |
| **void** writeLong(**long** v) | Ecrit l'entier *v*. |
| **void** writeShort(**int** v) | Ecrit l'entier *v*. |

|  |  |
| --- | --- |
| **void** writeBytes(String s) | Ecrit la chaîne de caractères sous la forme d'une suite d'octets. Seul l'octet de droite de chauqe caractères est écrit. |
| **void**writeChars(String s) | Ecrit la chaîne de caractères. |
| **void** writeUTF(String str) | Ecrit la chaîne de caractères en utilisant l'encodage UTF-8. |

3 Exemple :

*3.1 Exemple :*

Ecriture dans un fichier des lettres de ‘a’ à ‘z’, Puis remplacement d'une des lettres de façon aléatoire par "?".

**try**{

*// écriture*

RandomAccessFile out = **new** RandomAccessFile ("accesDirect","rw");

**for**(**char** i = 'z'; i>='a'; --i){

out.seek(i-'a');

out.write(i);

}

out.seek((**long**)(Math.random()\*out.length()));

out.write('?');

out.close();

}**catch**(IOException ex){ ... }

*3.2 Exemple :*

Génération d'un fichiers d'entiers aléatoires et tri de ce fichier.

**try** {

RandomAccessFile raf = **new** RandomAccessFile("x", "rw");

*// génération*

**for** (**int** i = 0; i< 100; ++i)

raf.writeInt((int)(Math.random()\*1000));

raf.close();

*// tri*

raf = **new** RandomAccessFile("x", "rw");

**for** (**int** i = 0; i < 99; ++i){

**int** iMin = i;

raf.seek(iMin\*4);

**int** min = raf.readInt();

**for**(**int** j = i+1; j<100; ++j){

raf.seek(j\*4); int courant = raf.readInt();

**if**(courant < min) {

iMin = j;

raf.seek(iMin\*4);  min = raf.readInt();

}

}

raf.seek(i\*4);

**int** a = raf.readInt();

raf.seek(iMin\*4); raf.writeInt(a);

raf.seek(i\*4);    raf.writeInt(min);

}

raf.close();

*// affichage*

raf = **new** RandomAccessFile("x", "r");

**for** (**int** i = 0; i< 100; ++i)

System.out.print("  "+raf.readInt());

System.out.println();

raf.close();

} **catch** (FileNotFoundException e) { ... }

**catch** (IOException e) { ... }

***File***

|  |
| --- |
| **Sommaire**   1. [Attributs et méthodes de classe](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/File.html#attrConsC) 2. [Constructeurs](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/File.html#constructeurs) 3. [Méthodes](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/File.html#méthodes) 4. Exemples    1. [*dir*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/File.html#exemple1)    2. [gestionnaire de fichiers](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Flux/File.html#exemple2) |

La classe *File* encapsule les fonctionnalités de gestion de fichier : Suppression, renommage, date de la dernière modification, etc …

1 Attributs et méthodes de classe :

|  |  |
| --- | --- |
| **static** String pathSeparator | Le séparateur de chemins sous forme de chaîne, sous Windows le ";"  et ":" sous Unix; |
| **static** **char** pathSeparatorChar | Le séparateur de chemins sous forme de *char* |
| **static** String separator | Le séparateur sous forme de chaîne, sous Windows le "\"  et "/" sous Unix. |
| **static** **char** separatorChar | Le séparateur sous forme de *char* |
| **static** File createTempFile(String prefix,  String suffix) | Crée un fichier vide temporaire dans le répertoire temporaire. Equivalent à *createTempFile(prefix, suffix, null)* |
| **static** File createTempFile(String prefix,  String suffix, File directory) | Crée un fichier vide temporaire   * Le préfixe doit avoir au moins 3 caractères. * Si le suffixe est *null* le suffixe utilisé est "tmp". * Le fichier est créé dans le répertoire *directory*. Si celui-ci vat *null* il est créé dans le réperoire temporaire du système. |
| **static** File[] listRoots() | Liste les lecteurs. Un pour chaque lecteur sous Windows (X:) et "/" sous Unix. |

2 Constructeurs

|  |  |
| --- | --- |
| File(File parent, String child) |  |
| File(String chemin) | Crée un nouveau *File* associé au nom *chemin.* |
| File(String parent, String child) |  |

3 Méthodes

|  |  |
| --- | --- |
| **boolean** canRead() | Renvoie vrai si le fichier peut être lu, et faux sinon. |
| **boolean** canWrite() | Renvoie vrai si le fichier peut être écrit, et faux sinon. |
| **int** compareTo(File pathname) | Comparaison des 2 chemins |
| **int** compareTo(Object o) |  |
| **boolean** createNewFile() | Création d’un nouveau fichier vide, et renvoie vrai si le nouveau fichier n’existait pas avant sa création. |
| **boolean** delete() | Supprime le fichier |
| **void** deleteOnExit() | Supprime le fichier à la fin de l’exécution de la machine virtuelle. |
| **boolean** equals(Object obj) |  |
| **boolean** exists() | Renvoie vrai si et seulement si le fichier existe. |
| File getAbsoluteFile() |  |
| String getAbsolutePath() | Retourne le chemin absolu |
| File getCanonicalFile() |  |
| String getCanonicalPath() | Retourne le chemin absolu |
| String getName() | Retourne le nom du fichier. |
| String getParent() |  |
| File getParentFile() |  |
| String getPath() | Retourne le chemin du fichier. |
| **int** hashCode() |  |
| **boolean** isAbsolute() |  |
| **boolean** isDirectory() | Retourne vrai s’il s’agit d’un répertoire et faux sinon. |
| **boolean** isFile() | Retourne vrai s’il s’agit d’un fichier "normal" et faux sinon. |
| **boolean** isHidden() | Retourne *true* si le fichier est caché.   * Sous Windows le fichier est marqué "caché". * Sous Unix le nom du fichier commence par un point. |
| **long** lastModified() | Retourne la date de la dernière modification sous forma de *long*. *Date d = new Date(f .lastModified()) ;* |
| **long** length() | La longueur du fichier, en octets. |
| String[] list() | Retourne la liste des fichiers contenus dans le répertoire spécifié par le File. Si le File n'est pas un répertoire le tableau retourné vaut **null**. |
| String[] list(FilenameFilter filter) | Retourne la liste des fichiers contenus dans le répertoire spécifié, en utilisant un filtre. exemple :  **class** FiltreImage **implements** FilenameFilter {  **public** **boolean** accept(File dir, String name) {  **return** (name.endsWith(".gif")||name.endsWith(".GIF") ||  name.endsWith(".jpeg")||name.endsWith(".JPEG") ||  name.endsWith(".jpg")||name.endsWith(".JPG")  );  }  }  FiltreImage fImage = **new** FiltreImage();  File [] tf = **new** File(repertoire).listFiles(fImage);  Si le File n'est pas un répertoire le tableau retourné vaut **null**. |
| File[] listFiles() | Retourne la liste des fichiers contenus dans le répertoire spécifié par le File. Si le File n'est pas un répertoire le tableau retourné vaut **null**. |
| File[] listFiles(FileNameFilter filter) |  |
| **boolean** mkdir() | Crée un répertoire. |
| **boolean** mkdirs() | Crée un répertoire, et tous ses parents nécessaires. L'appel de *mkdir* avec un *File* constitué de "\\" retourne *false*. |
| **boolean** renameTo(File dest) | Renomme un fichier. retourne *false* si le file *dest* existe déjà, et le renommage n'est pas effectué. |
| **boolean** setLastModified(long time) |  |
| **boolean** setReadOnly() | Marque le fichier en lecture seule |
| String toString() |  |
| URL toURL() | *C:\toto* est transformé en *file:/C:/toto* |

4 Exemples.

*4.1 Exemple : liste des fichiers du répertoire courant.*

File rep = **new** File(System.getProperty("user.dir"));

File [] lesFichiers = rep.listFiles();

**for**(**int** i = 0; i < lesFichiers.length; ++i){

File f = lesFichiers[i];

**if**(!f.isDirectory())

System.out.println(lesFichiers[i].getAbsolutePath());

**else** System.out.println("REP : "+ lesFichiers[i].getAbsolutePath());

}

Liste récursive des fichiers du répertoire courant :

System.out.println("liste récursive des fichiers du répertoire courant");

File repR = **new** File(System.getProperty("user.dir"));

listeRecursive(repR);

Avec :

**void** listeRecursive(File rep){

File [] lesFichiers = rep.listFiles();

**for**(**int** i = 0; i < lesFichiers.length; ++i){

File f = lesFichiers[i];

**if**(!f.isDirectory())

System.out.println(lesFichiers[i].getAbsolutePath());

**else** listeRecursive( lesFichiers[i] );

}

}

*4.2 Exemple :*

un [gestionnaire de fichier](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Applis/listeFichiers.jnlp) « léger »

**public** **void** listeLecteurs() {

*// Liste des disques dans une JList dont le modèle est dlm*

dlm.clear();

File[] fs = File.listRoots();

**for** (**int** i = 0; i < fs.length; ++i)

dlm.addElement(fs[i].getAbsolutePath());

}

**public** **void** listeRepertoire(String nomFichier) {

*// Liste les fichier de nomFichier si c'est un répertoire*

*// ou un lecteur*

*// nomFichier peut être .. on liste alors le répertoire parent*

File rep;

**if** (nomFichier.equals("..")) { // répertoire parent

String repCourant = System.getProperty("user.dir");

**if** (repCourant.endsWith(":"+File.separatorChar)) {

*// le parent d'un lecteur c'est la liste des lecteurs*

listeLecteurs();

getJFrame().setTitle("");

**return**;

}**else** {

repCourant = repCourant.substring(0, repCourant.lastIndexOf(File.separatorChar));

**if** (repCourant.length() == 2) repCourant = repCourant + File.separatorChar;

rep = **new** File(repCourant);

System.setProperty("user.dir", repCourant);

getJFrame().setTitle(System.getProperty("user.dir"));

}

}**else**{

**if** (nomFichier.endsWith(":"+File.separatorChar)){*// nomFichier est un lecteur*

System.setProperty("user.dir", nomFichier);

rep = **new** File(System.getProperty("user.dir"));

}**else**

rep = **new** File(System.getProperty("user.dir") + File.separatorChar

+ nomFichier);

}

**if** (rep.isDirectory()) {

*// on change de répertoire courant*

System.setProperty("user.dir", rep.getAbsolutePath());

}

rep = **new** File(System.getProperty("user.dir"));

dlm.clear();

dlm.addElement("..");

File[] fss = rep.listFiles();

**if**(fss==**null**){ *// pas de lecteur ...*

listeLecteurs();

**return**;

}

**for** (**int** i = 0; i < fss.length; ++i)

dlm.addElement(fss[i].getName());

getJFrame().setTitle(System.getProperty("user.dir"));

}

***généricité***

|  |
| --- |
| **Sommaire**   1. [Pourquoi la généricité ?](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/genericite.html#pourquoi) 2. [Méthode générique](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/genericite.html#methode) 3. [Limite pour les type paramètre](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/genericite.html#limite) 4. [Effacement](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/genericite.html#effacement) 5. [Généricité et héritage](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/genericite.html#genHerit) 6. [Joker](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/genericite.html#joker) 7. [Capture du joker](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/genericite.html#capture) 8. [Généricité et reflexion](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/genericite.html#genReflex) 9. [Méthodes *pont*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/genericite.html#pont) |

La généricité permet de définir des classes, et des méthodes paramétrées par une ou plusieurs classes.

1 Pourquoi la généricité ?

Exemple : Soit la classe suivante :

**public** **class** Paire {

Object premier ;

Object second;

**public** Paire (Object a, Object b){

premier= a; second = b;

}

**public** object getPremier(){

**return** premier;

}

**public** object getSecond(){

**return** second;

}

Les deux inconvénients sont :

Paire  p = **new** Paire ("abc", "xyz");

String x =  (String)p.getPremier(); *// le casting est obligatoire*

Double y =  (Double)p.getSecond(); *// Il faut attendre l'exécution pour avoir*

*// une levée d'exception(****ClassCastException****)*

On définit alors une classe paramétrée :

**public** **class** Paire<T> {

T premier ;

T second;

**public** Paire (T a, T b){

premier a; second = b;

}

**public** T getPremier(){

**return** premier;

}

**public** getSecond(){

**return** second;

}

}

Le programme est alors plus simple et plus sur :

Paire<String>  p = **new** Paire<String>  ("abc", "xyz");

String x =  p.getPremier(); *// pas de cast*

Double y =  p.getSecond(); *// erreur de compilation (****type mismatch****)*

2 Méthode générique

On peut définir une méthode générique dans une classe de la façon suivante :

**public** **class** X {

**public** <T> **void** affiche(Paire<T> p){

    System.out.println(p);

}

**public** <T> T choix(T a, T b){

**return** (**int**)(Math.random()\*2)==1?a:b;

}

**public** **static** **void** main(String []a){

     Paire<String> ps = **new** Paire<String>("un", "deux");

     Paire<Integer> pi = **new** Paire<Integer>(1, 2);

     X x = **new** X();

     x.affiche(ps);

x.affiche(pi);

Number n = x.choix(**new** Integer(2), **new** Double(3.14159));

}

}

Dans la dernière ligne, le compilateur fait une **inférence de type**, et calcule la première super classe commune aux deux classes *Integer* et *Double*, soit *Number*.

3 Limite pour les types paramètre

Supposons que nous voulions ajouter à la classe *Paire<T>* la méthode suivante :

**public** T min(){

**if**(premier.compareTo(second)<=0) **return** premier;

**else** **return** second;

}

Le compilateur signale alors que la méthode *compareTo* n'est pas définie pour le type *T*. Il faut restreindre *T* à une classe qui a cette méthode, et définir la classe *Paire* de la façon suivante :

**public** **class** Paire<T **extends** Comparable> {

T premier ;

T second;

**public** Paire (T a, T b){

premier a; second = b;

}

**public** T getPremier(){

**return** premier;

}

**public** getSecond(){

**return** second;

}

**public** T min(){

**if**(premier.compareTo(second)<=0) **return** premier;

**else** **return** second;

}

}

Le type limitant peut être une classe ou une interface. On définira :

**public** **class** Paire<T **extends** Number> { ... }

pour définir une paire de nombres... et

**public** **class** Paire<T **extends** A & Comparable> {  ... }

pour définir une paire d'élément de la classe *A* ou de classes dérivées de *A* et qui sont *Comparable*.

4 Effacement

Les classes paramétrées sont compilées vers une classe représentant le type *brut* : le type équivalent débarrassé des paramètres de la classe. On dit que les paramètres de type sont *effacés*. Ceci a des conséquences :

* On ne peut pas avoir une classe *Paire* et une classe *Paire<T>*
* Paire<String, Integer> p1 = **new** Paire<String>("abc");
* **if**(p1 **instanceof** Paire) ; *// OK*
* **if**(p1 **instanceof** Paire<String>) ;*// NON OK*

La dernière ligne provoque l'erreur de compilation suivante : Impossible d'effectuer une vérification instanceof sur le type paramétré Paire. A la place, utilisez sa forme brute Paire car les informations du type générique seront effacées lors de l'exécution.

* Lors de l'effacement la classe générique *Paire<T>* est générée en la classe brute *Paire* définie comme suit :
* **public** **class** Paire {
* Object premier ;
* Object second;
* **public** Paire (Object a, Object b){
* premier= a; second = b;
* }
* **public** object getPremier(){
* **return** premier;
* }
* **public** object getSecond(){
* **return** second;

}

* Lors de l'effacement la classe générique *Paire<T****extends****A>* est générée en la classe brute *Paire* définie comme suit :
* **public** **class** Paire {
* A premier ;
* A second;
* **public** Paire (A,A b){
* premier= a; second = b;
* }
* **public** A getPremier(){
* **return** premier;
* }
* **public** A getSecond(){
* **return** second;

}

* Paire<String> p1 = **new** Paire<String>("abc", "1");
* Paire p2 = **new** Paire("abc", "def");
* p2 = p1;  *// OK*
* p1 = p2;  *//* ***avertissement****, sécurité de type :*
* *// l'expression du type Paire requiert une conversion non controlée en Paire<String>*

5 Généricité et héritage

Soient les deux classes suivantes :

|  |  |
| --- | --- |
| **public** **class** Super {     ...  } | **public** **class** Sous **extends** Super {     ...  } |

Il n'existe pas de relation d'héritage entre *Paire<Super>* et *Paire<Sous>*.

Paire<Super> pSup = **new** Paire<Super>(**new** Super(), **new** Super());

Paire<Sous>  pSous = **new** Paire<Sous>(**new** Sous(), **new** Sous());

pSup = pSous ; *// INTERDIT*

Supposons que celà soit possible,nous pourrions alors écrire :

  pSup.setPremier(**new** Super());

Or *pSup* et *pSous* désigne le même objet et l'objet désigné par *pSous* aurait son attribut premier de type *Super* !!!

6 Joker

Supposons que nous définissions dans la classe *X* une autre méthode pour afficher des paires de *Super*, de la façon suivante :

|  |
| --- |
| **public** **void** afficheS(Paire<Super>p){   System.out.println(p);  } |
| Paire <Super> ps = **new** Paire<Super>();  Paire <Sous> pso = **new** Paire< Sous>();     |  |  | | --- | --- | | x.afficheS(ps); | **OK**, pas de problème. | | x.afficheS(pso); | **NON**, *pso* n’est pas une *Paire* de *Super* | |

Pour que la dernière instruction soit possible il faudrait définir la méthode *affiche*S de la façon suivante :

**public** **void** afficheS(Paire<?> p){

    System.out.println(p);

}

Mais dans ce cas tout est possible, et si on veut se limiter aux classes qui dérivent de *Super* :

**public** **void** afficheS(Paire<? **extends** Super>p){

    System.out.println(p);

}

Les jokers peuvent être limités vers le haut (*extends*) ou vers le bas (*super*).

On a les relations d'héritage suivantes :

|  |  |
| --- | --- |
| généricité1.gif | généricité 2 .gif |

La relation d'héritage entre *Paire*et *Paire<?>* est là pour assurer la compatibilité avec les codes existants avant la version 5 de Java.

7 Capture du Joker

Soit la classe :

**public** **class** Paire<T> {

T premier ;

T second;

**public** Paire (T a, T b){

premier a; second = b;

}

**public** T getPremier(){

**return** premier;

}

**public** getSecond(){

**return** second;

}

**public void** setPremier(T t){

premier = t;

}

}

On a alors :

Paire<?> p1 = **new** Paire<Integer>( 1, 2);

Paire<? **extends** Number> p2 = **new** Paire<Integer>( 1, 2);

Object o = p1.getPremier(); *// OK*

Number n = p1.getPremier(); *// ERREUR non concordance de types :*

*// impossible de convertir de capture-of ? en Number*

Integer i = p1.getPremier(); *// ERREUR non concordance de types :*

*// impossible de convertir de capture-of ? en Integer*

o = p2.getPremier(); *// OK*

n = p2.getPremier(); *// OK*

i = p2.getPremier(); *// ERREUR non concordance de types :*

*// impossible de convertir de capture-of ?* ***extends*** *Number en Integer*

Le compilateur désigne par **capture-of ?** le type inconnu qui paramètre la paire *p1*, le compilateur désigne par **capture-of ? extends Number** le type inconnu qui paramètre la paire *p2*.

8 Généricité et réflexion

On peut savoir si une classe est une classe générique (informations conservées à la compilation), mais on ne peut évidemment pas connaître l'instanciation précise d'un type.  
exemple :

**public** String toString(Class c){

StringBuffer res = **new** StringBuffer("");

TypeVariable[] tv = c.getTypeParameters();

res.append(c.getName());

**if**(tv.length!=0){

res.append("<");

**for** (**int** i = 0; i < tv.length-1; ++i)

res.append(tv[i]+", ");

res.append(tv[tv.length-1]);

res.append(">");

}

**return** res.toString();

}

L'usage de cette méthode pour une classe *c* permet d'obtenir le nom de la classe suivi de ses paramètres si la classe est générique.

9 Méthodes **Pont**

Soit les définitions suivantes :

**public** **interface** Comparable <T>{

**public** **int** compareTo(T t);

}

**public** **class** X **implements** Comparable<X> {

**public int** compareTo(X t) {

**return** 0;

}

}

L'effacement dans l'interface Comparable génère une méthode ***int****compareTo(Object t)*, et la classe *X* définit la méthode ***int****compareTo(X t)*. La classe *X* ne redéfinit donc pas ***int****compareTo(Object t)* : le compilateur ajoute la méthode pont :

**public** **class** X **implements** Comparable<X> {

**public int** compareTo(Object t) {

**return** compareTo((X)t);

}

**public int** compareTo(X t) {

**return** 0;

}

}

# *Hiérarchie des Collection*
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***Méthode optionnelle***

Il peut exister de nombreux cas particuliers de collections, par exemple :

* collections composées d’objets non modifiables
* collections de taille fixe,
* collections dont on ne peut enlever des objets

Plutôt que de fournir une interface pour chaque cas particulier, l'API sur les collections comporte la notion de méthode optionnelle.

Une méthode optionnelle est une méthode qui lève une exception*UnsupportedOperationException* (sous-classe de *RuntimeException*) quand elle est utilisée pour une instance de classe pour laquelle la méthode n'est pas définie.

* Les méthodes optionnelles renvoient cette exception dans les classes abstraites du paquetage.
* Exemple d’utilisation : si on veut écrire une classe pour des listes non modifiables, il suffit de ne pas redéfinir dans cette classe,  les méthodes *set*, *add* et *remove* de la classe abstraite *AbstractList.*

# *Hiérarchie des Map*

![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/ConteneursIntroMap.gif](data:image/gif;base64,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)

# *Iterable*

Cette interface contient une seule méthode :

|  |  |
| --- | --- |
| Iterator<E> iterator() | Retourne un [itérateur](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/Iterator.html) sur le conteneur |

Toute collection qui implémente cette interface ( Y compris les tableaux Java) permet l'écriture de*for* simplifié :

**for**( E e : Iterable<E>) ... ;

LesTableaux Java sont également Iterables et par conséquent nous pouvons écrire un parcours de tableau de la façon suivante :

Object[] t;

...

**for**( Object e : t) ... ;

# *Collection*

L'interface Collection dérive de l'interface [*Iterable*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/Iterable.html).

Une collection est un groupe d’objets appelés éléments. Certaines collections admettent des éléments ayant plusieurs occurrences ( [*ArrayList*,](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/ArrayList.html) [*LinkedList*,](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/LinkedList.html) *Vector*, *Stack*), d’autres non ([*HashSet*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/HashSet.html)*,* [*TreeSet*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/TreeSet.html)).

|  |  |
| --- | --- |
| **boolean** add(E o) | Ajoute *o* à la collection (opération optionnelle) retourne *true* si l’ajout a été fait, et *false* si l’ajout n’est pas fait ( parce que la collection n’autorise pas les doublons : cas des [*Set*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/Set.html) ). |
| **boolean** addAll(Collection<? **extends** E> c) | Ajoute tous les éléments de la collection *c* à la collection (opération optionnelle) |
| **void** clear() | Supprime tous les éléments de la collection (opération optionnelle) |
| **boolean** contains(Object o) | Retourne *true* si la collection contient l’élément *o* |
| **boolean** containsAll( Collection<?> c) | Retourne *true* si la collection contient tous les éléments de la collection *c* |
| **boolean** equals(Object o) | Compare *o* avec la collection |
| **int** hashCode() | Retourne le *hash code* pour cette collection |
| **boolean** isEmpty() | Retourne *true* si la collection est vide |
| **boolean** remove(Object o) | Enlève une seule occurrence de *o* de la collection (opération optionnelle). Retourne *true* si l’élément a été enlevé. |
| **boolean** removeAll( Collection<?> c) | Enlève toutes les occurrences de la collection qui appartiennent à *c* (opération optionnelle). Retourne *true* si un élément a été enlevé. |
| **boolean** retainAll( Collection<?> c) | Enlève de la collection tous les éléments qui n’appartiennent pas à *c*(opération optionnelle). Retourne *true* si l’élément a été enlevé. Retourne *true* si la collection a changé. |
| **int** size() | Retourne le nombre d’éléments de la collection |
| Object[] toArray() | Retourne un tableau contenant tous les éléments de la collection |
| <T> T[] toArray(T[] t) | Retourne un tableau contenant tous les éléments de la collection qui sont d’un type dérivé du type des éléments du tableau *t* Si tous ces éléments tiennent dans le tableau *t*, alors ils sont rangés dedans et c’est le tableau *t*qui est retourné ( *null* est rangé dans le premier élément « vide »), sinon un nouveau tableau est créé Une exception *ArrayStoreException* est levée si un des éléments de la collection n’est pas d’un type dérivé du type des éléments du tableau *t* |

# *List*

L’interface *List* ajoute à l'interface *Collection* de nouvelles fonctionnalités d’accès à partir d’un indice : Les éléments ont un indice dans la collection.

|  |  |
| --- | --- |
| **void** add(**int** ind, E o) | Insère *o* à l’indice *ind* (opération optionnelle) |
| **boolean** addAll(**int** ind,  Collection<? **extends** E> c) | Insère tous les éléments de la collection *c* à partir de l’indice *ind*.(opération optionnelle) |
| get(**int** ind) | Retourne l’élément à la position *ind*. Peut lever une exception *IndexOutOfBoundsException* si *ind* n'est pas correct. |
| **int** indexOf(Object o) | Retourne l’indice de la première occurrence de *o*, ou -1 si la *list* ne contient pas *o*. |
| **int** lastIndexOf(Object o) | Retourne l’indice de la dernière occurrence de *o*, ou -1 si la *list* ne contient pas *o*. |
| ListIterator<E> listIterator() | Retourne un *ListIterator* sur la liste |
| ListIterator<E> listIterator(**int** ind) | Retourne un *ListIterator* sur la liste, démarrant à l’indice *ind*. Peut lever une exception *IndexOutOfBoundsException* si *ind* n'est pas correct. |
| E set(**int** ind>, E o) | Remplace l’élément à l’indice *ind* par *o* et retourne l'ancienne valeur. Peut lever une exception *IndexOutOfBoundsException* si *ind* n'est pas correct. (opération optionnelle) |
| E remove(**int ind)** | Enlève l'élément à l'indice ind, et retourne cet élément. Peut lever une exception *IndexOutOfBoundsException* si *ind* n'est pas correct. |
| List<E> subList(**int** d, **int** f) | Retourne la sous liste comprise entre les indices *d* (inclus) et *f* ( exclu) .Peut lever une exception *IndexOutOfBoundsException* si *ind* n'est pas correct. |

***Set***

Un *Set* est une collection qui ne contient pas d'éléments dupliqués. Plus formellement :

* il n'y a pas dans un *Set* deux éléments *e1* et *e2* tels que *e1.equals(e2)*.
* il peut n'y avoir qu'un seul élément qui vaut *null*.

Remarque : le comportement d'un *Set*, n'est pas spécifié pour des objets mutables. Si on stocke un objet *o* dans le *Set*, et que en changeant de valeur cet objet devient égal à un autre objet du *Set*, l'état du *Set* n'est plus correct !  
La liste des méthodes est identique à la liste des méthodes de l'interface [*Collection*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/Collection.html).

***SortedSet***

Un *SortedSet* est un *Set* qui garantit que le parcours des éléments, du premier au dernier, se fera dans l'«ordre» des éléments. Les éléments ajoutés dans un *SortedSet* doivent implémenter l'interface *Comparable*.  
L'ordre sur les éléments peut être déterminé de deux façons :

1. Le SortedSet est construit sans [*Comparator*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/SortedSet.html#Comparator), les élements ajoutés implémentent l'interface *Comparable*, alors la méthode *compareTo* des éléments est utilisée pour comparer deux éléments du *SortedSet.*
2. Un [*Comparator*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/SortedSet.html#Comparator) est fournit au *SortedSet* au moment de sa création : alors les méthodes *compare* ou *equals* du *Comparator* sont utilisées pour comparer deux éléments.

De nouvelles méthodes sont définies dans un *SortedSet* :

|  |  |
| --- | --- |
| Comparator<? **super** E> comparator(); | Retourne le *Comparator* associé au *SortedSet* , ou *null* si le *SortedSet* n'est pas muni d'un *Comparator*. |
| SortedSet<E> subSet(E depuis, E jusqua); | Retourne le sous ensembles des valeurs comprises entre *depuis* (inclus) et *jusqua* (exclu). Le *SortedSet* retourné est de même type que le *SortedSet* pour lequel est appelé la méthode. Une exception *IllegalArgumentException* est levée si :   * *depuis* est plus grand que *jusqua* * *depuis* ou *jusqua* ne sont pas dans le *SortedSet*. |
| SortedSet<E> headSet(E jusqua); | Retourne le sous ensembles des valeurs comprises entre le premier élément (inclus) et *jusqua* (exclu).Le *SortedSet* retourné est de même type que le *SortedSet* pour lequel est appelé la méthode. |
| SortedSet<E> tailSet(E depuis); | Retourne le sous ensembles des valeurs à partir de l'élément *depuis* (inclus) jusqu'à la fin.Le *SortedSet* retourné est de même type que le *SortedSet* pour lequel est appelé la méthode. |
| E first(); | Retourne le premier élément. Une exception *NoSuchElementException* est levée si le *SortedSet* est vide. |
| E last(); | Retourne le dernier élément. Une exception *NoSuchElementException* est levée si le *SortedSet* est vide. |

Un *Comparator* est un objet qui implémente les deux méthodes suivante :

|  |  |
| --- | --- |
| **int** compare(T o1, T o2); | Compare les deux arguments et retourne :   * une valeur négative si *o1* est plus petit que *o2*. * une valeur nulle si *o1* est égal à *o2*. * une valeur positive si *o1* est plus grand que *o2*. |
| **boolean** equals(Object obj) | Retourne true si l'objet *obj* est égal au *Comparator.* peut être utilisé pour savoir si deux *Comparator* imposent le même ordre. |

# *Iterator*

L'interface *Iterator* est utilisée par l'interface [*Iterable*.](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/Iterable.html)

De nombreuses classes conteneurs implémentent les méthodes de l’interface *Collection* : *Vector*, *Stack*, *ArrayList*, *LinkedList*, *HashSet*, *TreeSet*, Chacune de ces classes doit implémenter la méthode *Iterator iterator()* qui retourne un itérateur sur l’ensembles des éléments : un itérateur est un objet qui implémente l’interface *Iterator*, et qui a pour but de permettre le parcours des éléments d’un conteneur, sans avoir besoin de savoir de quelle nature est ce conteneur.

L’interface *Iterator* contient les méthodes suivantes :

|  |  |
| --- | --- |
| **boolean** hasNext() | Retourne *true* si l’itérateur n’est pas arrivé en fin de l’ensemble et *false* sinon. |
| E next() | Permet d’avancer l’itérateur, et qui retourne l’élément qui a été sauté. Lève une exception *NoSuchElementException* si l'itérateur n'a pas d'objet qui le suit. |
| **void** remove() | Supprime l’objet qui vient d’être obtenu par *next*. Cette méthode est facultative |

Quelque soit la collection *c*, on peut parcourir tous ses éléments de la façon suivante :

Iterable <E> c;

...

Iterator<E> it = c.iterator() ;

**while**(it.hasNext()){

E o = it.next();  *// o a pour valeur un objet de la collection*

. . .

}

|  |  |
| --- | --- |
| On peut représenter les itérateurs de la façon suivante : | http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/Conteneurs_fichiers/image004.gif |

# *ListIterator*

L'interface *ListIterator* dérive de l'interface *Iterator* ; elle est utilisée par l'interface *List*. Elle introduit notamment des méthodes qui permettent de parcourir une collection en sens inverse.

|  |  |
| --- | --- |
| **boolean** hasPrevious () | Retourne *true* s'il existe un élément avant. |
| E previous() | Retourn l'élément précédent s'il existe, et lève une exception *NoSuchElementException*, s'il n'existe pas. |
| **int**  nextIndex() | Retourne l'indice de l'élément qui serait retourné par un appel de *next()*. |
| **int** previousIndex() | Retourne l'indice de l'élément qui serait retourné par un appel de *previous()*. Retourne -1 si l'itérateur est au début de la liste. |
| **void** set(E o) | Remplace le dernier élément  retourné par *next()*, ou par *previous()*, par l'objet *o*. |
| **void** add(E o) | Remplace le dernier élément  retourné par *next()*, ou par *previous()*, par l'objet *o*. |

***AbstractCollection***

|  |
| --- |
| **Sommaire**   1. [Le constructeur par défaut](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/AbstractCollection.html#consDef) 2. [Méthodes abstraites et non supportées](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/AbstractCollection.html#methodeANS) 3. [Méthodes définies](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/AbstractCollection.html#methode) |

Cette classe abstraite fournit une implémentation minimale de l’interface *Collection* en utilisant essentiellement les itérateurs.

**public** **abstract** **class** AbstractCollection<E> **implements** Collection<E> {

...

}

1 Le constructeur par défaut :

**protected** AbstractCollection(){

}

2 Les méthodes qui sont abstraites, ou non supportées :

**public abstract** Iterator<E> iterator();

**public** **abstract** **int** size();

La méthode optionnelle *add* est définie dans la classe *AbstractCollection* et lèvent une exception *UnsupportedOperationException* :

**public** **boolean** add(E o) {

**throw** **new** UnsupportedOperationException();

}

3 Les méthodes définies :

La méthode *isEmpty()* peut être définie en utilisant la méthode *size()* :

**public** **boolean** isEmpty() {

**return** size() == 0;

}

La méthode *contains(Object o)* retourne *true* si l’objet *o* appartient à la collection et *false* sinon :

**public** **boolean** contains(Object o){

Iterator<E> e = iterator();

**if**(o==**null**) {

**while**(e.hasNext())

**if** (e.next()==**null**) **return** **true**;

}**else** {

**while** (e.hasNext())

**if** (o.equals(e.next())) **return** **true**;

}

**return** **false**;

}

Les deux méthodes suivantes convertissent un vecteur en un tableau d’*Object*:

|  |  |
| --- | --- |
| **public** Object[] toArray() {  Object[] result = **new**Object[size()];  Iterator<E> e = iterator();  **for** (**int** i=0; e.hasNext(); i++)  result[i] = e.next();  **return** result;  } | **public** Object[] toArray() {  Object[] result = **new** Object[size()];  **int** i = 0;  **for** (E x : **this**)  result[i++] = x;  **return** result;  } |

La méthode suivante, copie tous les éléments du vecteur dans le tableau *t* et retourne ce tableau si celui-ci est assez grand, sinon elle copie les éléments dans un tableau qui est créé et le retourne.

* Si le tableau *t* est plus grand que le nombre d’éléments du vecteur, alors l’élément qui suit le dernier copié est affecté de la valeur **null**.
* Le type du tableau retourné est le même que le type du tableau *t*. Une exception *ArrayStoreException* est levée si le vecteur contient un élément qui n’est pas de la classe (ou d’une classe dérivée ) des éléments du tableau *t*.

**public** <T> T[] toArray(T[] a ) {

**if** (a.length < size())

a = (T[])java.lang.reflect.Array.newInstance(

a.getClass().getComponentType(), size());

Iterator<E> it = iterator();

**for** (**int** i = 0; i < size(); i++)

a[i] = it.next();

**if** (a.length > size())

a[size()] = **null**;

**return** a;

}

Les méthodes  ayant en paramètre une *collection*  sont définies de la façon suivante:

|  |  |
| --- | --- |
| **public** **boolean**containsAll(Collection<?> c) {  Iterator<E> e = c.iterator();  **while** (e.hasNext())  **if**(!contains(e.next()))  **return** **false**;  **return** **true**;  } | **public** **boolean** containsAll(Collection<?> c) {  **for**(E x : c) **if**(!contains(x)) **return** **false**;  **return** **true**;  } |
| **public** **boolean** addAll(Collection<? **extends** E> c ){  **boolean** modifie = **false**;  Iterator<E> e = c.iterator();  **while** (e.hasNext()) {  **if**(add(e.next())) modifie = **true**;  }  **return** modifie;  } | **public** **boolean** addAll(Collection<? **extends** E> c){  **boolean** modifie = **false**  **for**(E e : c)  **if**(add(e)) modifie = **true**;  **return** modifie;  } |
| **public** **boolean** removeAll(Collection<?> c) {  **boolean** modifie = **false**;  Iterator<E> e = iterator();  **while** (e.hasNext()) {  **if**(c.contains(e.next())){  e.remove();  modifie = **true**;  }  }  **return** modifie;  } | Pas d'équivalent aussi performant avec *for*. |
| **public** **boolean** retainAll(Collection<?> c) {  **boolean** modifie = **false**;  Iterator<E> e = iterator();  **while** (e.hasNext()) {  **if**(!c.contains(e.next())) {  e.remove();  modifie = **true**;  }  }  **return** modifie;  } | Pas d'équivalent aussi performant avec *for*. |

Les méthodes suivantes sont optionnelles parce que la méthode *remove* de *Iterator* est optionnelle, elles peuvent être définies en utilisant *remove* :

**public** **void** clear() {

Iterator<E> e = iterator();

**while** (e.hasNext()) {

e.next();

e.remove();

}

}

**public** **boolean** remove(Object o) {

Iterator<E> e = iterator();

**if** (o==**null**) {

**while** (e.hasNext()) {

**if** (e.next()==**null**){

e.remove();

**return** **true**;

}

}

}**else**{

**while**(e.hasNext()) {

**if**(o.equals(e.next())) {

e.remove();

**return** **true**;

}

}

}

**return** **false**;

}

La méthode *toString* peut aussi être définie dans la classe *AbstractCollection* :

**public** String toString() {

StringBuffer buf = **new** StringBuffer();

Iterator<E> e = iterator();

buf.append("[");

**if**( nbElements!=0 ){

buf.append(String.valueOf(e.next()));

**for** (**int** i = 1; i < size(); i++)

buf.append(","+String.valueOf(e.next()));

}

buf.append("]");

**return** buf.toString();

}

***AbstractList***

|  |
| --- |
| **Sommaire**   1. [Les méthodes abstraites](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/AbstractList.html#methodeA) 2. [Les méthodes optionnelles](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/AbstractList.html#methodeO) 3. [Les autres méthodes](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/AbstractList.html#methode) 4. [Implémentation des itérateurs](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/AbstractList.html#iterateur) 5. [La méthode *subList*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/AbstractList.html#subList) 6. [La méthode *equals*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/AbstractList.html#equals) |

La classe abstraite *AbstractList* implémente certaines des nouvelles fonctionnalités de l’interface *List*. Ces nouvelles fonctionnalités sont des méthodes avec indice. Elles supposent que la structure sous-jacente servant à représenter la liste est une structure à accès direct par indice (tableau). Pour implanter un conteneur avec une liste chaînée, on utilisera plutôt la classe abstraite *AbstractSequentialList*

**public** **abstract** **class** AbstractList<E>

**extends** AbstractCollection<E>

**implements** List<E>

1 Les méthodes abstraites :

**abstract** **public** E get(**int** index);

2 Les méthodes optionnelles (à définir dans les sous-classes qui le souhaitent):

**public** **void** add(**int** index, E element) {

**throw** **new** UnsupportedOperationException();

}

**public** E set(**int** index, E element) {

**throw new** UnsupportedOperationException();

}

**public** E remove(**int** index) {

**throw** **new** UnsupportedOperationException();

}

3 Les autres méthodes :

**public** **boolean** add(E o) {

add(size(), o);

**return** **true**;

}

Les méthodes *indexOf* :

**public** **int** indexOf(Object o) {

ListIterator<E> e = listIterator();

**if** (o==null) {

**while** (e.hasNext())

**if** (e.next()==null)

**return** e.previousIndex();

} **else** {

**while** (e.hasNext())

**if** (o.equals(e.next()))

**return** e.previousIndex();

}

**return** -1;

}

**public** **int** lastIndexOf(Object o) {

ListIterator<E> e = listIterator(size());

**if** (o==null) {

**while** (e.hasPrevious())

**if** (e.previous()==null)

**return** e.nextIndex();

} **else** {

**while** (e.hasPrevious())

**if** (o.equals(e.previous()))

**return** e.nextIndex();

}

**return** -1;

}

Les opérations ensemblistes : 

**public** **void** clear() {

**for** (Iterator<E> it = Iterator(); it.hasNext(); ){

it.next();

it.remove();

}

}

**public** **boolean** addAll(**int** ind, Collection<? **extends** E> c) {

**boolean** modifie = **false**;

Iterator<? **extends** E> e = c.iterator();

**while** (e.hasNext()) {

add(index++, e.next());

modifie = **true**;

}

**return** modifie;

}

4 Implémentation des itérateurs :

**public** Iterator<E> iterator() {

**return** Itr();

}

La classe imbriquée *Itr* implémente l’interface *Iterator,*et est définie de la façon suivante :

**private** **class** Itr **implements** Iterator {

*// indice du prochain élément à retourner par next*

**int** curseur =0;

*// indice du dernier élément retourné par next*

**int** derRet = -1;

***modCompte*** est un attribut de la classe *AbstractList*qui représente le nombre de fois que la liste a été structurellement modifiée : une modification structurelle est un (ou plusieurs) ajout(s), un (ou plusieurs) retrait(s) qui risquent de rendre incohérents les parcours à l'aide d'itérateurs. Un itérateur stocke la valeur de *modCompte* quand il est créé, et lève une exception si, lors d'une utilisation de l'itérateur, le *modCompte* de l'objet collection ne correspond pas au *modCompte* de l'itérateur.

**int**modCompteAttendu = modCompte;

**public** **boolean** hasNext() {

**return** curseur != size();

}

|  |  |
| --- | --- |
| **public** E next() {  testModification();  **try** {  E next = get(curseur);  derRet = curseur++;  **return** next;  } **catch**(IndexOutOfBoundsException e) {  testModification();  **throw** **new** NoSuchElementException();  }  } | **final** **void** testModification() {  **if** (modCompte != modCompteAttendu)  **throw** **new** ConcurrentModificationException();  } |

**public** **void** remove() {

**if** (derRet == -1) *// l'opération précédente n'est pas un next*

**throw** **new** IllegalStateException();

testModification();

**try** {

AbstractList.this.remove(derRet);*// appel du remove de la classe englobante*

**if**(derRet < curseur) curseur--;

derRet = -1;

modCompteAttendu= modCompte; *// on remet à jour modCompteAttendu : modCompte a été modifié.*

} **catch**(IndexOutOfBoundsException e) {

**throw** **new** ConcurrentModificationException();

}

}

Les méthodes suivantes retournent un *ListIterator* :

ListIterator listIterator() {

**return** listIterator(0);

}

ListIterator listIterator(**final int** index) {

**if** (index<0 || index>nbElements)

**throw** **new** IndexOutOfBoundsException("Index: "+index);

**return** **new** ListItr(index);

}

La classe imbriquée *ListItr* implémente l’interface *ListIterator* :

**private** **class** ListItr **extends** Itr **implements** ListIterator<E>

ListItr(**int** index) {

curseur = index;

}

**public** **boolean** hasPrevious() {

**return** curseur != 0;

}

**public** E previous() {

testModification();

**try** {

**int** i = curseur - 1;

E previous = get(i);

derRet = curseur = i;

**return** previous;

} **catch**(IndexOutOfBoundsException e) {

testModification();

**throw** **new** NoSuchElementException();

}

}

**public** **int** nextIndex() {

**return** curseur;

}

**public** **int** previousIndex() {

**return** curseur-1;

}

**void** set(Object o) {

**if** (derRet == -1)

**throw** **new** IllegalStateException();

testModification();

**try**{

AbstractList.this.set(derRet, o);

modCompteAttendu= modCompte;

}**catch**(IndexOutOfBoundsException e) {

**throw** **new** ConcurrentModificationException();

}

}

**public** **void** add(Object o) {

testModification();

**try** {

AbstractList.this.add(curseur++, o);

derRet = -1;

modCompteAttendu= modCompte;

}**catch**(IndexOutOfBoundsException e) {

**throw** **new** ConcurrentModificationException();

}

}

5 La méthode *subList( int depuis, int jusqua)*

**public** List<E> subList(**int** fromIndex, **int** toIndex) {

**return** (this **instanceof** RandomAccess )

**new** RandomAccessSubList<E>(**this**, fromIndex, toIndex) :

**new** SubList<E>(**this**, fromIndex, toIndex));

}

Les classes *SubList* (sous classe de *AbstractList*) et sa dérivée *RandomAccessSubList* sont des classes privées du paquetage *java.util*.

6 La méthode *equals*

La méthode *equals* est définie de la façon suivante :

**public** **boolean** equals(Object o) {

**if** (o == **this**)

**return** **true**;

**if** (!(o **instanceof** List))

**return** **false**;

ListIterator<E> e1 = listIterator();

ListIterator e2 = ((List) o).listIterator();

**while**(e1.hasNext() && e2.hasNext()) {

E o1 = e1.next();

Object o2 = e2.next();

**if** (!(o1==**null** ? o2==**null** : o1.equals(o2)))

**return** **false**;

}

**return** !(e1.hasNext() || e2.hasNext());

}

# *AbstractSet*

Cette classe fournit  une implémentation minimale de quelques méthodes de l'interface [*Set*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/Set.html). Elle redéfinit uniquement les méthodes *equals* et la méthode *removeAll*de la classe*AbstractCollection.*

**public** **boolean** equals(Object o) {

**if** (o == **this**) **return** **true**;

**if** (!(o **instanceof** Set)) **return** **false**;

Collection c = (Collection) o;<

**if** (c.size() != size()) **return** **false**;

**try** {

**return** containsAll(c);

} **catch**(ClassCastException unused) {

**return** **false**;

} **catch**(NullPointerException unused) {

**return** **false**;

}

}

L'algorithme de *removeAll* parcourt la *Collection* la plus petite en nombre d'éléments :

**public** **boolean** removeAll(Collection<?> c) {

**boolean** modifie = **false**;

**if** (size() > c.size()) {

**for** (Iterator<?> i = c.iterator(); i.hasNext(); )

modifie |= remove(i.next());

} **else** {

**for** (Iterator<?> i = iterator(); i.hasNext(); ) {

**if**(c.contains(i.next())) {

i.remove();

modifie = **true**;

}

}

}

**return** modifie;

}

# *AbstractSequentialList*

**public** **abstract** **class** AbstractSequentialList<E> **extends** AbstractList<E> {

. . .

}

Définition du *get*

**public** E get(**int** index) {

ListIterator<E> e = listIterator(index);

**try** {

**return**(e.next());

} **catch**(NoSuchElementException exc) {

**throw** **new** IndexOutOfBoundsException("Index: "+index);

}

}

Affectation de *element* à l’objet en position index dans le conteneur :

**public** E set(**int** index, E element) {

ListIterator<E> e = listIterator(index);

**try** {

Object oldVal = e.next();

e.set(element);

**return** oldVal;

} **catch**(NoSuchElementException exc) {

**throw** **new** IndexOutOfBoundsException("Index: "+index);

}

}

Insertion d’un élément à un indice donné :

**public** **void** add(**int** index, E element) {

ListIterator<E> e = listIterator(index);

e.add(element);

}

Oter un élément à un indice donné :

**public** E remove(**int** index) {

ListIterator<E> e = listIterator(index);

E ote;

**try** {

ote = e.next();

} **catch**(NoSuchElementException exc) {

**throw** **new** IndexOutOfBoundsException("Index : "+index);

}

e.remove();

**return** ote;

}

Ajout des éléments d’une collection :

**public** **boolean** addAll(int index, Collection<? **extends** E> c) {

**boolean** modifie = **false**;

ListIterator<E> e1 = listIterator<E>(index);

Iterator<? **extends** E>r e2 = c.iterator();

**while** (e2.hasNext()) {

e1.add(e2.next());

modifie = **true**;

}

**return** modifie;

}

La méthode *Iterator* renvoie un *ListIterator*, et *listIterator* est abstrait :

**public** Iterator<E> iterator() {

**return** listIterator();

}

**public** **abstract** ListIterator listIterator(**int** index);

***ArrayList***

|  |
| --- |
| **Sommaire**   1. [Constructeurs](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/ArrayList.html#constructeur) 2. [Les méthodes de l'interface *Collection*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/ArrayList.html#methodeC) 3. [Les méthodes de l'interface *List*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/ArrayList.html#methodeL) 4. [Les méthodes propres à *ArrayList*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/ArrayList.html#methodeAL) |

La classe *ArrayList* implémente un tableau d’objets qui peut grandir ou rétrécir à la demande, ce qui débarrasse le programmeur de la gestion de la taille du tableau. Comme pour un tableau on peut accéder à un élément du *ArrayList*, par un indice.  
Les éléments de la liste tableau sont représentés dans un tableau d'objets de type *E* : *elementData*, qui sont tous tassés en tête du tableau dans les élément d’indice 0 à *size*nombre d’éléments présents dans le *ArrayList.*

|  |  |
| --- | --- |
| Une instance de *ArrayList* contenant quatre objets peut être représentée de la façon suivante : | représentation d'une instance de ArrayLIst |

Lorsque le tableau est plein (*size* == taille du tableau), et qu’on veut ajouter un élément dans le tableau, le tableau est agrandi  :  la nouvelle taille est l’ancienne taille \*3/2 plus 1.

|  |  |
| --- | --- |
| Insertion d'un élément, dans un *ArrayList* qui contient 4 éléments et qui est déjà plein : le tableau *elementData* est agrandi. | ArrayList avant insertion |
| Après ajout, la taille de *elementData* est 4\*3/2+1 = 7 | ArrayList après ajout (animation) |

**public** **class** ArrayList<E> **extends** [AbstractList](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/AbstractList.html)<E>

**implements**List<E>, RandomAccess, Cloneable, java.io.Serializable{

**private** **transient** E[] elementData;>

**private** **int** size;

**. . .**

1 Constructeurs

Le constructeur suivant construit un *ListeTableau* avec sa capacité initiale :

**public** ArrayList(**int** capacityInitial) {

**super**();

**if**(capacityInitial<0) **throw** **new** IllegalArgumentException("capacityInitial : "

+capacityInitial)

elementData = (E[])**new** Object[capacityInitial];

size = 0;

}

Le constructeur par défaut construit un *ListeTableau* de 10 emplacements.

**public** ArrayList() {

**this**(10);

}

Le constructeur suivant permet de construire un *ArrayList* à partir d'une collection d'objets qui sont de la classe *E* ou d'une sous-classe de *E* :

**public** ArrayList(Collection<? **extends** E> c) {

size = c.size();

*// On se donne 10% de plus pour grandir dans le futur*

elementData = (E[])**new** Object[

(**int**)Math.min((size\*110L)/100,Integer.MAX\_VALUE)];

c.toArray(elementData);

}

2 Les méthodes de l'interface *Collection* :

La méthode *add* ajoute un élément au *ArrayList*la méthode appelle  la méthode *ensureCapacity*, qui vérifie qu’il y a de la place pour réaliser l’ajout, et s’il n’y a pas de place agrandit le tableau. La méthode *ensureCapacity* pouvant servir à un utilisateur de la classe, elle est publique.

**public** **void** ensureCapacity(capaciteMin){

*// assure que la capacité du tableau représentant les éléments*

*// est au moins de capaciteMin*

**int** ancienneCapacite = elementData.length;

**if** (capaciteMin > ancienneCapacite) {

E [] ad = elementData;

**int** nouvelleCapacity = ancienneCapacite \* 3 / 2 + 1;

**if**(nouvelleCapacity < capaciteMin)

nouvelleCapacity = capaciteMin;

elementData = (E[])**new** Object[nouvelleCapacity];

System.arraycopy(ad, 0, elementData, 0, size);

}

}

La méthode *add*ajoute un élément en fin de tableau :

**public** **boolean** add(E o){

ensureCapacity(size+1);

elementData[size++] = o;

**return** **true**;

}

La méthode *clear* enlève tous les éléments du vecteur, *size* retourne le nombre d’éléments du ArrayList et *isEmpty* retourne vrai si et seulement si le ArrayListest vide :

**public** **void** clear(){

**for**( **int** i = 0; i< nbElements; ++i)

elementData = **null**;

size = 0;

}

**public** **int** size(){**return** size;}

**public** **boolean** isEmpty(){

**return** size ==0;

}

La méthode *contains* retourne *true* si *o* appartient au *ArrayList* et *false* sinon :

**public** **boolean** contains(Object o){

**return** indexOf(o)!=-1;

}

La méthode *remove*enlève la première occurrence de *o* du *ArrayList*, si elle existe et dans ce cas retourne *true*, sinon la méthode retourne *false*: dans le cas où l’élément est enlevé, il faut « retasser » le *ArrayList* :

**public** **boolean** remove(Object o){

**if**(o == **null**){

**for** (int index = 0; index < size; index++)

**if** (elementData[index] == **null**) {

fastRemove(index);

**return true**;

}

}**else**{

**for** (**int** index = 0; index < size; index++)

**if** (o.equals(elementData[index])){

fastRemove(index);

**return true;**

}

}

**return false**;

}

**private** **void** fastRemove(**int** index) {

**int** numMoved = size - index - 1;

**if** (numMoved > 0)

System.arraycopy(elementData, index+1, elementData, index, numMoved);

elementData[--size] = **null**; *// le Garbage Collector peut éventuellement récupérer l'espace*

}

Les deux méthodes suivantes convertissent un *ArrayList* en un tableau d’*Object*:

**public** Object [] toArray(){

Object [] resultat = **new** Object[size];

System.arraycopy(elementData, 0, resultat, 0, size);

**return** resultat;

}

La méthode suivante, copie tous les éléments du *ArrayList* dans le tableau *t* et retourne ce tableau si celui ci estassez grand,  sinon ellecopie les éléments dans un tableau qui est créé et le retourne.

* Si le tableau *t* est plus grand que le nombre d’éléments du vecteur, alors l’élément qui suit le dernier copié est affecté de la valeur **null**.
* Le type du tableau retourné est le même que le type du tableau *t*. Une exception *ArrayStoreException* est levée si le *ArrayList* contient un élément qui n’est pas de la classe (ou d’une sous classe ) des éléments du tableau *t*.>

**public** <T> T[] toArray(T[] t) {

**if** (t.length < size)

t = (T[])java.lang.reflect.Array.newInstance(t.getClass().getComponentType(),size);

System.arraycopy(elementData, 0, t, 0, size);

**if** (t.length > size) t[size] = **null**;

**return** t;

}

Parmi les opérations de masse, seule la méthode *addAll* est redéfinie, pour profiter de l'optimisation due au *arraycopy* :

**public** **boolean** addAll(Collection<? **extends** E> c) {

Object[] a = c.toArray();

**int** numNew = a.length;

ensureCapacity(size + numNew);

System.arraycopy(a, 0, elementData, size, numNew);

size += numNew;

**return** numNew != 0;

}

3 Les méthodes de l'interface *List* :

La méthode suivante permet d’ajouter un élément à un indice donné dans le *ArrayList* :

* Lève une exception si l’indice n’est pas « correct ».
* Déplace tous les éléments d’indice supérieur ou égal à index pour faire la place avant l’insertion.

**public** **void** add(**int** index, Object o){

**if**( index < 0 || index > size) **throw** **new** IndexOutOfBoundsException();

ensureCapacity( size + 1);

*// déplacement des elements d’indice >= index*

System.arraycopy(elementData, index, elementData, index+1,size - index );

elementData[index] = o;

++size;

}

La méthode *get* retourne l’élément se trouvant à un indice, ou lève une exception :

**public** Object get(**int** index){

**if**(index < 0 || index >= nbElements) **throw** **new** IndexOutOfBoundsException();

**return** elementData[index];

}

Les deux méthodes suivantes retournent l’indice d’un objet dans le *ArrayList*s’il est présent, -1 sinon. *indexOf* commence au début du *ArrayList*et *lastIndexOf* commence à la fin du vecteur :

|  |  |
| --- | --- |
| **public** **int** indexOf(Object elem) {  **if** (elem == **null**) {  **for** (**int** i = 0; i < size; i++)  **if**(elementData[i]==**null**)  **return** i;  }**else** {  **for** (**int** i = 0; i < size; i++)  **if** (elem.equals(elementData[i]))  **return** i;  }  **return** -1;  } | **public** **int** lastIndexOf(Object elem) {  **if** (elem == **null**){  **for** (**int** i = size-1; i >= 0; i--)  **if**(elementData[i]==**null**)  **return** i;  }**else**{  **for** (**int** i = size-1; i >= 0; i--)  **if** (elem.equals(elementData[i]))  **return** i;  }  **return** -1;  } |

La méthode *Object remove(int index)* permet d’enlever du *ArrayList*l’élément se trouvant à l’indice *index* si celuici est correct, et retourne l’objet enlevé du *ArrayList* :

**public** E remove(**int** index){

**if**( index < 0 || index >= size) **throw** **new** IndexOutOfBoundsException();

E o = elementData[index];

System.arraycopy(elementData, index+1, elementData, index, size - index - 1);

elementData[ size - 1]=**null**;

--size;

**return** o;

}

La méthode *Object set(int index, Object o)* modifie l’objet se trouvant en position *index* dans le vecteur, en lui affectant o, et retourne l’objet qui occupait cette place avant.

**public** e set(**int** index, e o){

**if**( index < 0 || index >= size)>**throw** **new** IndexOutOfBoundsException();

E x = elementData[index];

elementData[index] = o;

**return** x;

}

4 Méthode propres à *ArrayList*

*TrimToSize* ajuste la capacité du *ArrayList* à son nombre d'éléments.

**public** **void** trimToSize(){

**int** ancienneCapacity = elementData.length;

**if**(nbElements < ancienneCapacity) {

E[] oldData = elementData;

elementData = (E[])**new**Object[size];

System.arraycopy(oldData, 0, elementData,0, nbElements);

}

}

***LinkedList***

|  |
| --- |
| **Sommaire**   1. [Constructeurs](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/LinkedList.html#constructeur) 2. [Quelques outils](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/LinkedList.html#outils) 3. [Les méthodes de l'interface *Collection*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/LinkedList.html#methodeC) 4. [Redéfinition des méthodes de *Object*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/LinkedList.html#object) 5. [Les méthodes de l'interface *List*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/LinkedList.html#methodeL) 6. [Les méthodes de propes à *LinkedList*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/LinkedList.html#methodeLL) 7. [Implémentation des itérateurs](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/LinkedList.html#iterateur) |

La classe *LinkedList*implémente une liste d’objets représentée de la façon suivante :

![Représentation des listes liées.](data:image/gif;base64,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)

Le premier élément de la liste est un élément factice (en jaune sur le dessin) qui facilite l’écriture des algorithmes.

La classe *LinkedList* implémente l’interface *List* .

La classe *Entry* peut être définie comme une classe interne privée : elle est simplement munie d’un constructeur.

**private** **static class** Entry<E> {

E element;

Entry<E> next;

Entry<E> previous;

Entry(E element, Entry<E> next, Entry<E> previous) {

**this**.element = element;

**this**.next = next;

**this**.previous = previous;

}

}

*LinkedList* est définie :

**public** **class** LinkedList<E> **extends** AbstractSequentialList<E>

**implements** List<E>, Cloneable, Serializable{

**private** **transient** Entry<E>head ;

**private transient int** size ;

**private transient int** modCount = 0;*// pour qu'un itérateur sur une liste puisse savoir*

*// si la liste a été modifiée par ailleurs (ajout ou retrait)*

...

}

1 Les constructeurs

Les constructeurs de la classe *LinkedList* sont  définis comme suit :

**public** LinkedList() {

header = **new** Entry<E>(**null**, **null**, **null**);

size = 0;

header.next = header.previous = header;

}

**public** LinkedList(Collection<? **extends** E> c) {

**this**();

addAll(c);

}

2 Quelques outils

Avant de définir les méthodes de l’interface *Collection*, puis de l’interface *List*, définissons quelques outils :

La première méthode permet d’enlever de la liste des chaînons, le chaînon *c* :

**private** E remove(Entry<E> e) {

*// enlève le chaînon e de la liste, et retourne l'élément retiré*

**if** (e == header) **throw new** NoSuchElementException();

E result = e.element;

e.previous.next = e.next;

e.next.previous = e.previous;

e.next = e.previous = **null**;

e.element = **null**;

size--;

**return** result;

}

Les deux méthodes suivantes permettent d’ajouter un chaînon contenant *o* dans son champ élément, avant, ou après le chaînon *e* :

**private** Entry<E> addBefore(E o, Entry<E> e) {

*// ajoute un nouveau chaînon contenant o avant e*

*// et retourne la référence au nouveau chaînon*

Entry<E> newEntry = **new** Entry<E>(o, e, e.previous);

newEntry.previous.next = newEntry;

newEntry.next.previous = newEntry;

size++;

modCount++;

**return** newEntry;

}

**private** Entry<E> addAfter(E o, Entry<E> e) {

*// ajoute un nouveau chaînon contenant o après e*

*// et retourne la référence au nouveau chaînon*

Entry<E> newEntry = **new** Entry<E>(o, e.next, e);

e.next = newEntry;

newEntry.next.previous = newEntry;

size++;

modCount++;

**return** newEntry;

}

La méthode suivante permet d’obtenir la référence au chaînon d’indice *index*, s’il existe :

**private** Entry<E> entry(**int** index) {

**if** (index < 0 || index >= size) **throw** **new** IndexOutOfBoundsException("Index: "+index+", Size: "+size);

Entry<E> e = header;

**if** (index < (size >> 1))

**for** (**int** i = 0; i <= index; i++) e = e.next;

**else**

**for** (**int** i = size; i > index; i--) e = e.previous;

**return** e;

}

3 Méthodes de l’interface *Collection*

La méthode *add* ajoute un élément en fin de liste :

**public** **boolean** add(E o){

*// ajout à la fin de la liste*

addBefore(o, header);

**return** **true**;

}

**public** **boolean** addAll(Collection<? **extends** E> c){

*// ajout des éléments de c à la fin de la liste*

**for**(E e : c) addBefore(e, header);

**return** c.size()!=0;

}

**public** **void** clear(){

*// le for est là pour aider gc*

**for** (Entry<E> e = header.next, next = e.next; e != header; e = next, next = e.next) {

e.next = e.previous = **null**;

e.element = **null**;

}

header.next = previous = header;

size = 0;

}

**public** **boolean** isEmpty(){

**return** size == 0;

}

**public** **int** size(){

**return** size;

}

**public**< **boolean** contains(Object o){

Entry<E> p;

**if**(o==b>null){

**for**( p = header.next; p != header; p = p.next)

**if**(p.element==**null**) **return** **true**;

}**else**{

**for**(p = header.next; p != header; p = p.next)

**if**(o.equals(p.element)) **return** **true**;

}

**return** **false**;

}

La méthode *containsAll* n'est pas redéfinie.

**public** **boolean** remove(Object o){

**if**(o == **null**){

**for**(Entry<E> p = header.next; p != header; p = p.next)

**if**(p.element==**null**){ remove(p); **return** **true**;}

}**else**{

**for**(Entry<E> p = header.next; p != header; p = p.next)

**if**(o.equals(p.element)){ remove(p); **return** **true**;}

}

**return** **false**;

}

Les méthodes *removeAll* et *retainAll* ne sont pas redéfinies.

**public** Object [] toArray(){

Object [] resultat = **new** Object[size];

Entry<E> p = header.next;

**for**( **int** i = 0; i < size; ++i, p = p.next)

resultat[i] = p.element;

**return** resultat;

**public** <T> T [] toArray(T [] t){

**if** (t.length < size)

t = (T[])java.lang.reflect.Array.newInstance(a.getClass().getComponentType(), size);

**int** i = 0;

Object[] result = t;

**for** (Entry<E> e = header.next; e != header; e = e.next)

result[i++] = e.element;

**if** (t.length > size) t[size] = **null**;

**return** t;

}

4 Redéfinition des méthodes de *Object*

*equals* et *toString* ne sont pas redéfinies.

**public** Object clone(){

**try** {

LinkedList<E> l = (LinkedList<E>)**super**.clone();

*// attention ne pas faire*

*// l.tete =* ***new*** *Chainon(null, l.tete, l.tete);*

l.header = **new** Entry<E>(**null**, **null**, **null**);

l.header.next = l.header.previous = l.header;

l.size = 0;

**for**( Entry<E> p = header.next; p!=header; p = p.next) l.add(p.element);

**return** l;

} **catch** (CloneNotSupportedException e) {

*// ne doit pas se produire :*

*// ListeLiee implémente Cloneable*

**throw** **new** InternalError();

}

}

5 Méthodes de l’interface *List*

**public** **boolean** add(**int** index, E o){

*// ajout de o au rang index*

**if** (index == size) add(o);

**else** addBefore(o, entry(index));

**return** **true**;

}

**public** **boolean** addAll(**int** index, Collection<? **extends** E> c){

*// ajout des éléments de c à partir de l'index*

e = entry(index);

**for**(E o : c) e.addBefore(o);

**return** c.size()!=0;

}

**public** E get(**int** index){

**return** entry(index).element;

}

**public** **int** indexOf(Object o){

Entry<E> p;

**int** index=0;

**if**(o==**null**){

**for**( p = header.next; p != header; ++index, p = p.next)

**if**(p.element==**null**) **return** index;

}**else**{

**for**( p = header.next; p != header; ++index, p = p.next)

**if**(o.equals(p.element)) **return** index;

}

**return** -1;

}

**public** **int** lastIndexOf(Object o){

Entry<E> p;

**int** index=size-1;

**if**(o==**null**){

**for**( p = header.previous; p != header; --index, p = p.previous)

**if**(p.element==**null**) **return** index;

}**else**{

**for**(p = header.previous; p != header; --index, p = p.previous)

**if**(o.equals(p.element)) **return** index;

}

**return** -1;

}

**public** E remove(**int** index){

**return** remove(entry(index));

}

**public** E set(**int** index, E o){

Entry<E> p = entry(index);

E ancienElement = p.element;

p.element = o;

**return** ancienElement;

}

6 Méthodes propres à *LinkedList*

**public** Object getFirst(){

**if**(size == 0) **throw** **new** NoSuchElementException();

**return** header.next.element;

}

**public** Object getLast(){

**if**(size == 0) **throw** **new** NoSuchElementException();

**return** header.previous.element;

}

**public** E removeFirst(){

remove(header.next);

}

**public** Object removeLast(){

**return** remove(header.previous);

}

**public** **void** addFirst(Object o){

addBefore(o, header.next);

}

**public** **void** addLast(Object o){

addBefore (o, header);

}

7 Itérateurs

 Les méthodes *iterator()* et *listIterator()* définies dans *AbstractList*, ne sont pas redéfinies. Seule la méthode *listIterator(int index )* est définie.

**public** ListIterator<E> listIterator(**int** index) {

**return** **new** ListItr(index);

}

**private** **class** ListItr **implements** ListIterator<E> {

**private** Entry<E> lastReturned = header;

**private** Entry<E> next;

**private** **int** nextIndex;

**private** **int** expectedModCount = modCount;

ListItr(**int** index) {

*// index est l'indice du prochain élément obtenu par next*

*// positionner next sur l'élément d'indice index*

*// et nextIndex à la valeur index*

**if** (index < 0 || index > size)

**throw new** IndexOutOfBoundsException("Index: "+index+ ", Size: "+size);

**if** (index < (size >> 1)) {

next = header.next;

**for** (nextIndex=0; nextIndex<index; nextIndex++)

next = next.next;

}**else**{

next = header;

**for** (nextIndex=size; nextIndex>index; nextIndex--)

next = next.previous;

}

}

**public** **boolean** hasNext() {

**return** nextIndex != size;

}

**public** E next() {

checkForComodification();

**if** (nextIndex == size)**throw** **new** NoSuchElementException();

lastReturned = next;

next = next.next;

nextIndex++;

**return** lastReturned.element;

}

**public** **boolean** hasPrevious() {

**return** nextIndex != 0;

}

**public** E previous() {

**if** (nextIndex == 0)**throw** **new** NoSuchElementException();

lastReturned = next = next.previous;

nextIndex--;

checkForComodification();

**return** lastReturned.element;

}

**public** **int** nextIndex() {

**return** nextIndex;

}

**public** **int** previousIndex() {

**return** nextIndex-1;

}

**public** **void** remove() {

checkForComodification();

Entry<E> lastNext = lastReturned.next;

**try** {

LinkedList.this.remove(lastReturned);

}**catch** (NoSuchElementException e) {

**thrownew** IllegalStateException();

}

**if** (next==lastReturned) next = lastNext;

**else**nextIndex--;

lastReturned = header;

expectedModCount++;

}

**public** **void** set(E o) {

**if** (lastReturned == header)**throw** **new** IllegalStateException();

checkForComodification();

lastReturned.element = o;

}

**public** **void** add(E o) {

checkForComodification();

lastReturned = header;

addBefore(o, next);

nextIndex++;

expectedModCount++;

}

**final** **void** checkForComodification() {

**if** (modCount != expectedModCount) **throw** **new** ConcurrentModificationException();

}

}

***Structure d'arbre***

|  |
| --- |
| **Sommaire**   1. [Définitions](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbres.html#definition) 2. [Propriétés](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbres.html#propriete) 3. [Représentation des arbres N-aires](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbres.html#representationN) 4. [Représentation des arbres binaires](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbres.html#representationB) |

1 Définitions.

      Graphe orienté.

Un graphe orienté est défini par le couple *(N, A)* :

* *N* : ensemble des noeuds ou sommets du graphe
* *A* : ensemble des arêtes du graphe. L'ensemble des arêtes est un sous-ensemble du produit cartésien *N*×*N*. Une arête est une ligne joignant un noeud de départ *d* à un noeud d'arrivée *a*. L'arête da si elle existe est différente de l'arête *ad*.

Un graphe orienté peut être considéré comme une représentation d'une relation binaire *R* sur l'ensemble*N* :

Soient *a* et *b* appartenant à *N* alors : *aRb ⇔  ∃x ∈ A et x = ab*

      Graphe non orienté

Un graphe est non orienté, si on ne distingue pas le sommet de départ et le sommet d'arrivée.

      Successeur, prédécesseur

La relation successeur est une application de *N* dans l'ensemble ℘*(N)*, ensembles des parties de *N*, qui à tout*n* appartenant à *N* associe l'ensembles des *a* appartenant à *N* tels que *na* appartient à *A*.

La relation prédécesseur est une application de *N* dans l'ensemble ℘*(N)*, ensemble des parties de *N*, qui à tout *n* appartenant à *N* associe l'ensembles des *a* appartenant à *N* tels que *da* appartient à *A*.

      Chaîne, cycle, chemin, circuit

Une chaîne est une séquence d'arêtes *{a1, ... ak}* telle que pour tout *i*de *1* à *k-1* les arêtes *ai* et *ai+1* ont une extrémité commune. Un cycle est une chaîne telle que *a*1 et *ak*ont une extrémité commune.

Un chemin est une séquence d'arêtes *{a1, ... ak}* telle que pour tout *i* de *1* à *k-1* les arêtes *ai* et *ai+1* ont une extrémité commune, cette extrémité étant de type arrivée pour *ai* et départ pour *ai+1*. Un circuit est un chemin tel que a1 et ak ont une extrémité commune, cette extrémité étant de type arrivée pour *ak* et départ pour *a1*.

La longueur du chemin, chaîne, circuit ou cycle est le nombre d'arêtes formant ce chemin, chaîne, circuit ou cycle.

      Racine

Un graphe admet une racine *r* si pour tout *n* appartenant à *N* il existe un chemin de *r* à *n*. Un graphe sans circuit qui admet une racine, en admet une seule.

      Connexe

Un graphe est connexe si et seulement si ∀*( n1, n2)∈N×N*, ∃ une chaîne de *n1* à *n2*.

      Arbre

Un arbre est un graphe connexe sans cycle et muni d'une racine.

Une structure d'arbre induit une partition sur l'ensemble des noeuds de l'arbre :

1. Il y a dans *N* un noeud r appelé la racine. La racine est le point d'arrivée d'aucune arête.
2. Les autres noeuds, s'il y en a, sont partitionnés en *m* sous ensembles *N1, N2, ... Nm* disjoints, qui sont eux mêmes des arbres de racines *r1, r2, ..., rm*. Ces *m*arbres sont appelés sous-arbres de la racine.

Cette définition peut s'écrire de la façon suivante :  
      *A→∅*  
      *A→ <r , A1, A2, ... An>*

exemple :

|  |  |
| --- | --- |
| N=(A,B,C,D,E,F,G,H,I,J,K).   * La racine de l'arbre est A. * m=4 * r1=B, r2=C, r3=D, r4=E. * N1=(B,H) N2=(C,F,G) N3=(D,I,J,K) N4=(E). | arbre |

Cet arbre peut être représenté sous forme indentée :

A  
    B  
         F  
   C  
         G  
   D  
         I  
                 K  
        J  
   E

Il peut être aussi représenté sous forme parenthésée : (A (B (F), C( G ), D(I(K), J),E ))

      Ascendance, Descendance

Soit *n1,n2, ... nk k* noeuds d'un arbre tels que : ∀*i, 1* ≤*i* ≤*k* on a *ni*  = prédécesseur(*ni+1*).

Une telle suite est appelée **chemin** entre le noeud *n1* et le noeud *nk*. La longueur du chemin est égale au nombre d'arêtes, c'est à dire au nombre de noeuds - 1.

S'il existe un chemin du noeud a vers le noeud b on dit que a est un ascendant de b, ou que b est un descendant de a.

      Hauteur, profondeur, niveau

La **hauteur** d'un noeud est la longueur du plus long chemin de ce noeud aux feuilles qui en dépendent plus 1 : c'est le nombre de nœuds du chemin. La **hauteur** d'un arbre est la hauteur de sa racine. L'arbre vide a une hauteur 0, et l'arbre réduit à une racine a une hauteur 1.  
La **profondeur** d'un noeud dans un arbre est le nombre de noeuds du chemin qui va de la racine à ce noeud. La racine d'un arbre est à une profondeur 1, et la profondeur d'un noeud est égale à la profondeur de son prédécesseur plus 1. Si un noeud est à une profondeur p, tous ses successeurs sont à une profondeur p+1.

Tous les noeuds d'un arbre de même profondeur sont au même niveau.

      Feuille, Noeud interne

Une feuille ou noeud terminal est un noeud qui n'a pas de successeur.

Tout noeud d'un arbre qui n'est pas une feuille est un noeud interne.

      Forêt

Nous appellerons forêt un ensemble ordonné d'arbres.

Remarque : les sous-arbres d'un noeud dans un arbre ordonné, forment une forêt.

      Arbre n-aire

Un arbre est un arbre n-aire si tous les noeuds de l'arbre ont au plus *n* successeurs.

      Arbre binaire

Un arbre est un arbre binaire, si tout noeud de l'arbre a 0, 1, ou 2 successeurs. Ses successeurs sont alors appelés respectivement successeur gauche et successeur droit. Lorsque tous les noeuds d'un arbre binaire ont deux ou zéro successeurs nous dirons que l'arbre binaire est **homogène**. Un arbre binaire est **arbre binaire dégénéré** si tous ses noeuds n'ont qu'un seul descendant.

Un **arbre binair**e **complet** est un arbre binaire tel que chaque niveau de l'arbre est complètement rempli. Un arbre binaire complet de hauteur *h* contient donc 2*h-1* nœuds, et son nombre de feuilles est : *Fh = 2h-1.*

On commence par calculer le nombre de feuilles d'un arbre binaire complet. La démonstration se fait par récurrence :

1. *F1 = 1 = 21-1.*
2. Supposons que *Fh = 2h-1* jusqu'au rang *h*. Alors *Fh+1 = 2*×*Fh =2*×*2h-1* = *2h* .

On peut alors calculer le nombre de noeuds d'un arbre binaire complet :

1. *N0 = 0*
2. *Nh = Nh-1 + Fh pour h≥1*

Soit *Nh = F1 + F2 + ...+ Fh  = 1+2+ ...+2h-1~~=~~Σi=0 h-12i= 2h-1*

Un **arbre binaire parfait** est tel que tous les niveaux sauf éventuellement le dernier sont remplis, et dans ce cas les feuilles du dernier niveau sont groupées à gauche.  
Un**arbre binaire parfaitement équilibré** est un arbre binaire complet dont les noeuds de l'avant dernier niveau peuvent n'avoir qu'un seul descendant.  
Un arbre binaire est l**ocalement complet** si tous les noeuds qui ne sont pas des feuilles ont deux fils.  
Un arbre **binaire étendu** est un arbre binaire dans lequel nous remplaçons tout descendant vide par un noeud spécial noté ![Noeud étendu](data:image/gif;base64,R0lGODlhEgAQAMIDAAAAABAQEDAwMP///////////////////yH+FUNyZWF0ZWQgd2l0aCBUaGUgR0lNUAAh+QQBCgAEACwAAAAAEgAQAAADOiiw3A5qyAFknZdNe/ei1beBo0Z5ltedbAquZBnOY4yJa6aiLWvetY8QZuPoMC4OL2eUBUOBh5QRSAAAOw==).

Exemple :

|  |  |  |
| --- | --- | --- |
| Arbre sans noeud étendu | Est étendu en : | arbre avec naouds étendus |

On démontre facilement par récurrence sur le nombre *n* de noeuds de l'arbre initial que le nombre *C* de noeuds étendus est tel que :*C = n + 1*

1. La propriété est vraie pour *n=1*.
2. Supposons la vraie jusqu'au rang *n-1* et soit *A=<x, A1, A2>* alors *A1*et *A2*sont deux arbres ayant au plus *n-1* noeuds. Donc*C1=n1+1* et *C2=n2+1*. Nous avons alors : *C = C1+C2 = n1+1+n2+1 =n+1*

Le **cheminement interne** d'un arbre binaire est la somme, pour tous les noeuds de l'arbre, des profondeurs des noeuds. C'est la somme des profondeurs de tous les noeuds de l'arbre. Dans l'exemple précédent le cheminement interne est égal à 8.  
Le **cheminement externe** d'un arbre binaire est la somme, pour tous les noeuds de l'arbre binaire étendu, des longueurs des chemins de la racine à ce noeud. C'est la somme des profondeurs des noeuds . Dans l'exemple précédent le cheminement externe est égal à 17.

Ces deux quantités sont liées respectivement au coût de la recherche avec succès et sans succès d'un noeud dans un arbre binaire. Le cheminement interne divisé par *n* (le nombre de recherches) est le coût moyen de recherche d'un noeud présent dans un arbre binaire ordonné. Le cheminement externe divisé par *n* est le coût moyen de recherche pour un noeud non présent dans un arbre binaire ordonné.

On démontre par récurrence sur le nombre de noeuds que si *E* est le cheminement externe et *I* le cheminement interne :*E = I + 2×n + 1*

1. pour *N=1, I1=1* et*E1=4=I1+2+1*
2. Supposons la propriété vraie jusqu'à l'ordre *n* :*En = In + 2*×*n + 1*  
   Lorsque nous ajoutons un noeud à l'arbre initial, le nombre de noeuds est augmenté de 1, le nombre de noeuds ![Noeud étendu](data:image/gif;base64,R0lGODlhEgAQAMIDAAAAABAQEDAwMP///////////////////yH+FUNyZWF0ZWQgd2l0aCBUaGUgR0lNUAAh+QQBCgAEACwAAAAAEgAQAAADOiiw3A5qyAFknZdNe/ei1beBo0Z5ltedbAquZBnOY4yJa6aiLWvetY8QZuPoMC4OL2eUBUOBh5QRSAAAOw==) augmente de 1 également.  
   Soit *C* la longueur du chemin de la racine au noeud que nous venons d'ajouter à l'arbre ;   
   nous avons les relations :
   * *In+1 = In + C*
   * *En+1 = En - C + 2×(C + 1)*

D'où nous tirons : *En+1 - In+1 = En - In + 2*  
Soit*En+1 = In+1 + 2×(n + 1) + 1*

2 Propriétés.

**Propriété 0.**

Soit un arbre binaire de *n* noeuds et de *f* feuilles. On a :*f≤(n+1) /2*

1. la propriété est vraie pour *n=1*;
2. supposons la propriété vraie jusqu'au rang *n-1* : Un arbre de *n* noeuds est constitué de la façon suivante *<a, B1, B2>* et *B1* et *B2*ont au maximum *n-1* noeuds. Nous avons donc pour chacun de ces arbres : *f1≤(n1+1)/2* et *f2≤(n2+1)/2*  
   *n=n1+n2+1* et *f=f1+f2≤(n1+n2+2)/2=(n+1)/2.*

**Propriété 1.**

Un arbre binaire ayant *n* noeuds a une hauteur *h* telle que :*log2(n+1) ≤ h ≤ n*

* Un arbre ayant *n* noeuds de plus grande hauteur est l'arbre dégénéré, et sa hauteur est *n*.
* Un arbre ayant *n* noeuds de plus faible hauteur est un arbre parfait et sa hauteur est *log2(n+1)*

**Propriété 2.**

Tout arbre binaire ayant *f* feuilles a une hauteur supérieure ou égale à*log2(f)*. La fonction logarithme est croissante donc *log2(f) ≤ log2((n+1)/2)*

soit *1+ log2(f) ≤ log2(n+1)*

*1 + log2(f) ≤  log2(n+1) = 1 + log2(n)*

**Propriété 3.**

Le cheminement interne *I*d'un arbre binaire de *n* noeuds est :*(n+1) × (log2(n+1) - 1) +1 ≤  I ≤ n(n-1)/2*

* La deuxième inégalité est obtenue pour un arbre dégénéré.
* La première inégalité est obtenue pour un arbre binaire complet.
* Le cheminement interne dans un arbre parfait de hauteur *h* est *(h-1)×2k+1*

3 Représentation des arbres N-aires.

Les arbres N-aires sont représentés en utilisant deux liens : un lien horizontal et un lien vertical.

Exemple : ![arbre n-aire](data:image/gif;base64,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)

Un arbre N-aire est donc représenté comme un arbre binaire.

4 Représentation des arbres binaires.

*4.1 Représentation contigüe.*

Les noeuds de l'arbre sont rangés dans un tableau à une dimension ; les successeurs gauche et droit du noeud de l'arbre représenté à l'indice I dans le tableau, sont représentés respectivement dans les élément d'indice **2\*I +1** et **2\*(I + 1)** , et la racine est à l’indice 0.

L'arbre :

![arbre binaire](data:image/gif;base64,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)  
Est représenté par :

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 |
| a | b | c |  | e | f | g |  | h | i |  | j |  |  |  |

Un arbre binaire parfait  a une représentation compacte sans trous dans le tableau:

![arbre binaire parfait](data:image/gif;base64,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)

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 |
| a | b | c | d | e | f | g | h | i |  |  |  |  |  |  |

*4.2 Représentation chaînée.*

Pour représenter les arbres de façon chaînée nous utilisons une classe *Nœud* qui contient 3 champs : un champ pour représenter l’information liée au nœud, et deux champs pointeurs vers les sous-arbres droit et gauche.

***Arbre binaire, Arbre binaire ordonné.***

|  |
| --- |
| **Sommaire**   1. [Introduction](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires.html#introduction) 2. [Noeud](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires.html#noeud) 3. [Arbre Binaire](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires.html#arbreBinaire)    1. [Affichage](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires.html#affichage)    2. [Nombre d'éléments, hauteur, feuilles](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires.html#nbElement)    3. [Forme parenthésée](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires.html#formeP) 4. [Arbre binaire ordonné](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires.html#arbreBinaireO)    1. [Ajout](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires.html#ajout)    2. [Suppression](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires.html#suppression)    3. [Recherche](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires.html#recherche)    4. [Clonage](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires.html#clonage) 5. [Evaluation](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires.html#evaluation) |

1 Introduction.

Nous nous proposons d'implanter une classe *ArbreBinaire* permettant de stocker une collections d'objets.

Les opérations que nous voulons pouvoir faire sur un objet instance de la classe *ArbreBinaire*, sont les suivantes:

* Création.
* Nombre d'éléments de l'arbre binaire.
* Affichage de l'arbre binaire en infixé, préfixé, postfixé et indenté.

2 Noeud.

Chacun des élément de l'*ArbreBinaire* est représenté à l'aide d'un objet instance de la classe *Noeud*définie de la façon suivante:

|  |  |
| --- | --- |
| **class** Noeud <E> **implements** Cloneable{  **private** E element;  **private** Noeud<E> gauche, droit;  **public** Noeud (){  element = **null**;  gauche = **null**;  droit = **null**;  }  **public** Noeud ( Object valeur, Noeud<E> g,  Noeud<E> droit){  element = valeur;  gauche = g;  droit = d;  }    **public** Object clone() **throws** CloneNotSupportedException{  *// copie en profondeur d’un noeud*  Noeud<E> g = **null**;  **if**( gauche != **null** ) g = (Noeud<E>)gauche.clone();  Noeud<E> d = **null**;  **if**( droit != **null** ) d = (Noeud<E>)droit.clone();  **return** **new** Noeud<E>(element, g, d);  }  }; | Un *Noeud* peut être représenté par:  http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires_fichiers/image027.gif |

3 ArbreBinaire.

Nous nous intéresserons d’abord à la classe *ArbreBinaire* qui peut être définie de la façon suivante:

**public** **class** ArbreBinaire<E> {

**private** Noeud<E> racine;

**private** **void** infixe(Noeud<E> r){...}

**private** **void** indente( Noeud<E> r, **int** n){...}

**public** ArbreBinaire(){...}

**public** **int** nombreElement(){...}

**public** **int** hauteur(){...}

**public** **int** nombreFeuilles(){...}

**public** **void** infixe (){...}

**public** **void** indente(){...}

**public** **String** parenthesee(){...}

**public** **Object** clone(){...}

}

Une instance de *ArbreBinaire* peut être représentée de la façon suivante:

![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires_fichiers/image028.gif](data:image/gif;base64,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)

*3.1 Affichage.*

L'affichage en infixé d'un *ArbreBinaire* non vide consiste en l'affichage en infixé du sous-arbre gauche, puis l'affichage de la racine, puis l'affichage en infixé du sous-arbre droit.

**void** infixe(){

infixe (racine);

}

**void** infixe(Noeud<E> r){

**if** (r!=**null**) {

infixe(r.gauche);

System.out.print(r.element.toString()+" ");

infixe(r.droit);

}

}

L'affichage en indenté d'un *ArbreBinaire* non vide consiste en l'affichage en indenté du sous-arbre gauche décalé vers la droite, puis l'affichage de la racine, puis l'affichage en indenté du sous-arbre droit, décalé vers la droite.

**void** indente(){

indente (racine, 0);

}

**void** (Noeud<E> r, **int** n){

**if** (r!=**null**){

indente(r.gauche, n+3);

**for**( **int** I = 0; i< n; ++i) System.out.print(" ");

System.out.print(r.element)

indente(r.droit, n+3);

}

}

*3.21 nombre d’éléments, hauteur, nombre de feuilles.*

**int** nombreElement(){

**return** nombreElement(racine);

}

**int** nombreElement(Noeud<E> r){

**if** (r==**null**)**return** 0;

**else** **return** nombreElement(r.gauche) + 1 + nombreElement(r.droite);

}

**int** hauteur(){

**return** hauteur(racine);

}

**int** hauteur(Noeud<E> r){

**if** (r==**null**) **return** 0;

**else** **return** max( hauteur(r.gauche), hauteur(r.droite)) + 1;

}

**int** nombreFeuilles(){

**return** nombreFeuilles(racine);

}

**int** nombreFeuilles(Noeud<E> r){

**if** (r==**null**)**return** 0;

**else**

**if**(r.gauche==**null** && r.droite==**null**) **return** 1;

**else** **return** nombreFeuilles(r.gauche) + nombreFeuilles(r.droite));

}

*3.3 Forme parenthésée.*

La forme parenthésée d’un arbre binaire est obtenue en construisant une chaîne de caractère contenant: l’élément, puis entre parenthèses et séparés par une virgule, les formes parenthésées de ses deux fils. *null* est représenté par la chaîne de caractères vide.

String parenthesee(){

**return** parenthesee(racine);

}

String parenthesee(Noeud<E> r){

**if** (r==**null**) **return** "";

**else** **return** r.element.toString()+"("+ parenthesee(r.gauche)+", "+parenthesee(r.droit)+")";

}

<4 Arbre binaire ordonné.

Pour la suite, nous appellerons **Arbre Binaire Ordonné** un arbre binaire tel que l’attribut *element* ***e*** possède les propriétés suivantes :

1. ***e*** a une valeur supérieure aux valeurs des attributs *element* de tous les noeuds du sous-arbre gauche.
2. ***e*** a une valeur inférieure aux valeurs des attributs *element* de tous les noeuds du sous-arbre droit.

Les objets rangés dans un arbre binaire ordonné devrons implémenter l’interface *Comparable*.

**class** ArbreBinaireOrdonne <E  **extends** Comparable<E>> **extends** ArbreBinaire<E>{

**public** **void** ajout(E o){...}

**public** **void** suppression(E o){...}

**public** Noeud<E> chercher(E o){...}

**private** **void** ajout ( Noeud<E> r, E o){...}

**private** **void** suppression (Noeud<E> racine, E o){...}

**private** Noeud chercher(Noeud<E> r, E o){...}

**private** **void** supp (Noeud<E> r){...}

};

*4.1 Ajout.*

**void** ajout(E o){

*// o n'est pas ajouté s'il est déjà présent*

racine = ajout(racine, o);

}

Noeud ajout ( Noeud<E> r, E o){

**if**(r==**null**)

**return** **new** Noeud<E> (o, **null**, **null**);

**else**

**if** (r.element.compareTo(o)<0) r.droit = ajout(r.droit, o);

**else** **if** (r.element.compareTo(o)>0) r.gauche = ajout(r.gauche, o);

**return** r;

}

*4.2 Suppression.*

**void** suppression(E o){

racine = suppression(racine, o);

}

Noeud suppression(Noeud<E> r, E o){

**if** (r==**null**) **return** r;*// l’objet o n’est pas trouvé*

**else**{

**if** (r.element.compareTo(o)==0) **return** supp(r);

**else** **if**(r.element.compareTo(o)>0) r.gauche = suppression(r.gauche, a);

**else** r.droite = suppression(r.droite, a);

**return** r;

}

}

La fonction *supp* est définie comme suit : Il faut distinguer 3 cas:

1. Le champ *gauche* est *null* : *r* devient égal au champ *droit.*
2. Le champ *droit* est *null* : *r* devient égal au champ *gauche*
3. Les champs *gauche* et *droit* sont différents de *null* : on remplace la racine de l'arbre binaire par le plus grand élément du sous-arbre gauche.

Noeud<E> supp (Noeud<E> r){

**if**(r.gauche==**null**) **return** r = r.droite;

**else**

**if**(r.droite==**null**) **return** r = r.gauche;

**else**{

Noeud<E> r1 = r.gauche;

Noeud<E> pere = r;

**while**(r1.droite!=**null**) {

pere = r1;

r1 = r1.droite;

}

r.element = r1.element;

**if**(pere == r) pere.gauche = r1.gauche;

**else** pere.droite = r1.gauche;

**return** r;

}

}

*4.3 Recherche.*

La méthode de recherche associative dans un arbre binaire ordonné, si l'élément cherché n'est pas à la racine, effectue la recherche que dans un des sous-arbres:

Noeud<E> chercher(Noeud<E> r, Comparable o){

**if** (r==**null**) **return** **null**;

**else** **if** (r.element.compareTo(o)==0) **return** r;

**else**

**if**(r.element.compareTo(o)>0) **return** chercher(r.gauche, e);

**else** **return** chercher(r.droite, e);

}

*4.4 Clonage.*

Object clone() **throws** CloneNotSupportedException{

ArbreBinaireOrdonne abo = **new** ArbreBinaireOrdonne<E> ();

**if**(racine != **null**) abo.racine = (Noeud<E>) (racine.clone());

**return** abo;

}

5 Evaluation.

Nous nous proposons de calculer *C'n* coût moyen de la recherche d'un Noeud non présent dans un arbre binaire ordonné de *n* éléments. Cette moyenne nous la calculons sur l'ensemble des *n!* arbres binaires obtenus à partir des ***n!*** permutations de <b*n attributs element, ces permutations étant équiprobables.</b*

*Soit E(an) le cheminement externe d'un arbre binaire de n éléments, et An l'ensemble des arbres binaires ordonnés de n éléments. Le coût C'n peut alors s'écrire de la façon suivante :*

*![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires_fichiers/image004.gif](data:image/gif;base64,R0lGODlhxABrAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAMADwC9AFkAgAAAAAAAAAL/hI+py+0PX5i02oiz3piaAExcBCqlc45farKHJSLuMr+ySn9JHMY17jFBfppgjpFKZn4nYpHXFIZwEmmV+uLtGkpd8TjlMG9hMhZlRbOcXLZ5vZlFxdybO7sCpnv58FyldVU2mDe2RehjCNa3NOUCE+hlIwRSEnWHcncxORnJKfnoWIe0g9lneviJ52eG5fYnWWZZ2SrbEtsDmcpIYkkFVwpqg7qIhgvbpAWM6DtaHKkop7sXKmz725H6BzW47G383O1MC1hr26X6RbI7J0K7LM5JXlw76ylPnAULuu/aMd3JnS9u9fCBK9XvjMKF6xiicpKvEcOJFEkdzIZREMWI/xU7NnSmTqNIhRw9mrTY5qTKlSw9QgLYMqbMmb1ebqKJM6fOnTx7+vwJNKjQoUSLGj2KNKnSpT5LMn3a8h7UqTznUb3a8WYdp1iVuhtpjGvXo7MuDsE1Nq28QggrZPLwVe1YdEbQgrQnd+4qUebu6hCbV2fZd/TCWQ08Fe5AaXVXJFKMOLLkyZQrW76MObPmzZw7e/4MOrTo0aRLmz6NOrXq1axbu34NO7bs2bRr276NOzdTmzCQBqkEeNen4M36xiFyD6amX8mKL2xs7YwReECkKrqWMY6U4MKxS0QZT3pyv4Q+hky30Qox5K0OR5QKBt33+UPKlju0xv4e4e3QL/vBtA0NhxkH0joDvhQOWoQVpkqAXMEng1sK8tIdWJnYlZ13p0QI0zHDPfeRfNfEhWGBEjhHxxvBlOefh8I8mJF8dCmjXYXRcahVgzqWyJ6KGqZ4FhkzDkMgefGxmJ2MRDLo4o4jLOejF1+59yR0b3A0nTZ77afPhw790xs+wP2VUGIncVdkjed1hWaL/phlIXhptdmmm0jCyaRu5gmo51C8SdgnUH8CGmihhh6KaKKKLsqojY32BOGjOA0oaVaE5lBnoSTKGValT1Lo6BGZ6tmOe2EK+BulnnqZS6jtdbkqStxQZ6SqsQ7Gl6uI/BVrG2M6wlggErr1a0sFAAA7)*

*Or pour obtenir un arbre binaire an de n éléments, une feuille (nœud étendu) est remplacée par un noeud interne, et il y a création de 2 nœuds étendus Nous pouvons donc écrire:*

*![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires_fichiers/image006.gif](data:image/gif;base64,R0lGODlh9wArAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIAAgDyACYAgAAAAAAAAAL/hIMZduy/npxHIReppnn7P11AN5JbwoXgepkiy5gjFsOr1GXyrfK+uiAFd5BaLFgy/oCuGQiljEaIvV+usfRQsycszRt1gktXLk78bVbBuq/N1w6b3fNnuEw/Y17o+VTfFziGF7cneNjl5YLEw7dVMXSUBHnUsudYpKGDZEn50rIZykdWOCYnWuo0WmMBFaJwV2GVd/InG8lmKpS5JgVhm4SLxsjbt6NWShhMq+WrFPmYSworiYX5HFvU6opI9ynrrArYsH2dFl7GHe2mbMSdaJrinle4Wyy4jieevU9/fzpIUTViM8rJm6foTw5q4ZoJbJhKDcA3YpJ503Xv2Bl7/xVvEew2rqM1aDf0acLGzqIcY8W21OP3LWDGg5VapQFVMJWWbTdJrnoFbKe5SjMxZrTwYYo6HKP0cVy5NGmjOszq5DPDUSJVa1gvVrUDVurWlV3DTg3U6aufdZmQ/St5Ft7YeFny/RQKNOTcd09+vmOrd67gwYQLGz6MOLHixYwbO34MObLkyZQrW76MObPmzZw7e/4MOrTo0aRLmz6NOrXq1axbu369FilZtUIZgozbWIQQwHxhS7tN16xOP445absa3HU63LiDjpUB+KxErb99i0weWOwwwtC580Pr0Pr1RYeij2cK3NDES5OChao5LOps7Kpls2x/3CYHhvbuyqKlPpAkwixX1HzmjaaSQGmlh9JvJAkHiX7tKeXVdRiV85R1CaYzVFjtjIScUS1Vdx4tGc7XWn/PKESDQb0Aswk5lzRlYhUJbieTP9m9lpU7D6JYYBw4sWUSeA+tCNGL4xz4mYsgLhMTCzz56FM0UHT3S4dkBKnXIraJ10t4VDEpplyzsLMjmFyE+JxgbMKF1kcMqslcmFuRmSZ7cPi1Cp6+FQAAOw==)*

*De plus pour un arbre binaire an :*

*![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires_fichiers/image008.gif](data:image/gif;base64,R0lGODlhcAAsAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAEABABsACUAgAAAAAAAAAL/jI8Jy+0Po5y0WmZmvhyH9TVbByYhWJ2l6rCkBnys/GKibc1jW+coH+upQi5Yq9hL4ZZIymnYKe4kh9hTds3SPKMmlfnIIKVeEdET7N6CwJ9pylWv4b9w7lla1/H6+oXvxye21GfkVgg40/ZHCMhm5Uho6AgFhriiYDfHhBf56GTJ2Vj4qaQnSLPlV6pRJQm5+KjI8VZZtYG1WhZLMlu6GxX8ugis6TJImjQM4RuR9eJ61KysabgaVkytvc1cm8kNHt7qjSBufo6err7O3u7+Dh8vP09fT5ttT6+az8/c/+8PoEBI+Aa2K2hwHcKE6hYyROfwobiIEsNRrMjtIkYhCNc2HqTjMV0BADs=)*

*et le nombre de feuilles (nœud étendu) est égal à n+1*

*Nous pouvons alors écrire :*

*![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires_fichiers/image010.gif](data:image/gif;base64,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)*

*Nous obtenons enfin la récurrence cherchée sur C'n:*

*![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires_fichiers/image012.gif](data:image/gif;base64,R0lGODlhEAFrAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAMADwAJAVkAgAAAAAAAAAL/hI+py+0Po5Sh2oun3rz731hGAFRguJCHeo5uwn5mGCPY/E51y/c6Kyr5RjjbqhcUGltJxe4IVW6ew2p1p6IynVGdIwZGFpeppRZytqpl3HUumi6juqRanDF+AMmcu/uvpzGT5wXzVpJFdWYHtSfjJ+UIU4cGaNkB6UI5eSMHx7XZhmeYE/pIcdH1Qkh66RqRiXgo2IqVZXOTx/gWOxfIWwv7OvyLOktLZnc76lt61CtaHEYnTGwdfezslOup/ckMri3p4bc7LVt5rU4NbjrFd+6u2nq4i0kR3CiPvW6d6ssKFg57QLQYHMhni8BOcEwMdAetn8Q/EfGpqcgvxRiM/xM7DuHY7GMxi1+kmPSIUh3IjEhGkixzLqXMmSnTBCSHjqbOnRJzceMJNKhQPT4ZDj2KNKnSpUybOn0KNarUqVSrWr2KNavWrSe5ev26YiXYsUP3kT0bNENJsWjbnrJZiK3buXEXIZNLNy9AIid/agziUK/glg3tjSyId7Dbgs/olfyUWDHaREL2xTHXVbLmhejqPFEbdpAIz5tLmz6NOrXq1axbu34NO7bs2bRr276NO7fu3bx7+/6dle0y4ExuZkMpNknk3OO6zexldx5xZMczI+/zuPp06s5rTuLbPeHy3ZQ778RSORy28cyNbGJ/whYvn+u3g1C26vx36/z72v/HiYs3z+UTnirw0YaegDLFY1100g1TlFFjhbHHgTxIEtBBzam0yGcS9sddH8bhkQFj2vVEkUdNOMbOiSEWAuJWy1n4gyLhbKhQgSbRqFNiDrp4ISTN+RhSkcDh6MaIAnoYo5FNPpmWXwtC6YOSoHVV3j06JmQfjyyKYlgk9+EiJZdcRYhmmmiC4k81/rWoJUvzqElnnUqi8qGKDybp5pJhGfNlf14qFmaK6cBJWTksGWTmf67cQV8yDjFmY6P85enoJcJx5tygVSU3i6dyArlnY2rFZAWoWPazknKBQuhSn2y2Y2h8CFlqCXTNoNrmF3iRts2But6IKyDDdsMrhGrKYnVsNMlqGmBOchK0Tp1XgZHltAQSw4hZl27bpSHeMpqMSvspUya1meLXV6QGllqreU6+SSVu2FZH7je9Kviquo4yOK+/3EIW8KvbYfiteqK2YaJ6ocGJ1MJVlvIjmRDDuobEVWp8IZ96pgqVt0dFxvGocT73DwoldyzSaoEJ8llcmKycKcPNkqpERDTX/M3LsZZJpmhP7sxzPFaa3OKK8/K8L0LYNpHgoWI+vRHTHwcmspmXkZJ1sVY/OqkmlxFyJSKiYQ3pnVQVAAA7)*

*![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires_fichiers/image014.gif](data:image/gif;base64,R0lGODlhiAAoAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIAAgCDACMAgAAAAAAAAAL/hBFpgecPI1KNyYtlso63DC6HN40KGULUxKDpy5Hxi23dqIp0/ljuruMFZ7vfB3dEGlMoH1ATIiaZF9n0WcVqXEvkR+b7GZvd6ubc00KF2WGutY6QMydgtx41nW1sqSnIsmfVU8ZHU7hCJ1eTBlhy5cW20JQGJth4c+Oxh5m5iDkI6eiJs1mJZaoJ89mXlFoRJ/llWFq2lSiCeys7iRYaM7YbqUZcrGarhWy8zEzarNwcvQxNJW19jZ2tvc3d7f0NHi4+Tl5ufo6err7O3u7+Dh//zQd3LN+9YkPdoXsvTSlqlb9sAPd1GhgNESqE12xZ4sSLYTGHCyUmzPPEoEVGFgenCOqncWObUQEViXxGS4+dfieBFAAAOw==)*

*La solution de cette récurrence est :*

*![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires_fichiers/image016.gif](data:image/gif;base64,R0lGODlhaQAPAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIAAwBlAAsAgAAAAAAAAAJ+hBFpeu3vUoAzMnSh3lq2K1XcKJbTKSLRyLLl8pwtl9YZ/M16nKewv6N8bj5g8Hg76ioK1KEYTO6krVBoA8xajSTlj+RUclc5jLmMxmw7OJoMOYMu3k8evF0v29bkap/5dJU31aeid4dnNwhYmOii50FGhWVFadI01xgZZ1UAADs=)*

*Le calcul de Cn coût moyen de la recherche d'un Noeud présent dans l’arbre binaire se déduit facilement. En effet :*

*![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires_fichiers/image018.gif](data:image/gif;base64,R0lGODlhiQAkAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIABACEAB4AgAAAAAAAAAL/hI+py+2/gpy0wovbNCHDnoCMeJCRGaKcVH6Rw66qJyszV3b6vY1ae0HxbLSH6YZD9GAxog+AdCafyiIsZExFcx7Rtgp8aUBN2nGFnrJ2wW9StRZDudDyS6es2MPzFn7K14ZB5rTXd8bGBNgFluZlJXW1+Bj3lpI2QghJ4qW5aOX2yEfW5FmHIxR2pDfDqdoI2ecC2IkK5Gr5aguqO+cWNAhLeuqK6ytjbNjmWRtoNrjUyZZo2hx7jS25yZjd7R2s/QP8TV4eKRdOZb7+HaXMDh/PxGohb3+fSV+Pz9/v/w8w1q+ABL29K4iwnayEDMv9aQjx0kBTESEOy0CxYkJKLA/zlamk0R+uaB9h1RkY0iCdPxSEYUGZMtswkKlcwoyJbUOcUmt6tER1E0MBADs=)*

*Or :*

*![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires_fichiers/image020.gif](data:image/gif;base64,R0lGODlhbwATAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIAAwBqAA4AgAAAAAAAAAKthIMGoe3sojyowjPbzTrFzV1gNnKPppSS+qUpA7PYYp71itL3bG6+F3LtdEOeryib/JK6UULFbBk/MGWxWX1CgFsb8GSxkMS82Te3c4KbwukTnW4TiduqOXyOerpTYQV+I4J2RCEYGMhH17Y3F4NnlWO4ICgZdGg2SDE5x9ljo7iZBYgj9+nIVRi6WVaD91UXg8HYGkbyAhl3ZZmr2zuK60vaGkzMKlwstYvMUQAAOw==)*

*Donc :*

*![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires_fichiers/image022.gif](data:image/gif;base64,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)*

*Or pour n suffisamment grand nous avons :*

*![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires_fichiers/image024.gif](data:image/gif;base64,R0lGODlhuwATAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIAAwC2AA4AgAAAAAAAAAL/hIMGGOoPVYu00gmxdamy9nVLuF3MxWWompamCz8a606z1OKLHOvHjDnxVrlDj3bc3JDGYdMZWe6iRN+0eK0Ck1Bu9Zt9hkcirLUrzt22Fg3bOy7/pNBO+W2lx8HntG7JZucmEaJXKBeophcGkoUntvjYNyllQ5W3M8j4M1ai+RQk82iXckg6WVSZYYpqieTm2vQm1PN5FYqDd3q2ZlbHR7kCqJgWC8p4+Jt3J+fIi2Z76TfdSjPsg5vr1JiUGCwdGn0d6dtZ7vx9q00o8pG5uAokT0vbEhRtfscuSY0618th171zcI7wQ8OkoMKF/WLAY9gGYUKCECs6LPjQool6CUqAafxYwwuGAgA7)*

*Donc :*

*![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires_fichiers/image026.gif](data:image/gif;base64,R0lGODlhuwArAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIAAgC2ACYAgAAAAAAAAAL/hBFpce3vEnsztgozohlfqiyhRpbmSY4S2h2VwqjuiK5WO2+057H+X+MAP67LToiE8Eo82uI2jEqhxSnV9qQScVVNc7m1in+98Q2GiCm5a2LomNa9tOa6lyzJp5Ll8ubepfOXFSiS52eXSAgyCIRYuHiod2UUyXSmpqj5iEV20sfGl9NImjTYqVnXM4ch6bS4ZwoZNgf7SMqaurmV6Tk768fZlftrW3SrKzX59GoieWkE2vE23JqishKDnMytuL3bHS4+9m1XPo6eHtZ9ru7+Dh8vP09fb3+Pn6+/z9/v/w8woMCBBAsaPIgwocKFDPnZ6BUFFaw0L5qZs/ipmTVw021GUSzlo1YcbevaOSoW65SaZeaglZpgklY0UzFDrvtES0aibTCF1Oz4sWS6n5F0tnQGEhwaoxOd/Vy1EcdSiCJAIGtS1SOeZ6FecvV1ElPTiVGzRMX4UpBWJVRtInXTVhrFQ10bYbwqk1ArMJXsXkWb0qXeV3JZIIJDB+jZYbgi9Owr9AvdxKGIGXLS7nDWVUEC7a3ImZeFsmrBJjXGDChKUTlZV7ZEefFGlsxMfrU6Y6osiV4mh/SNG/JlmBqr3WyIkG9dWcgPKl++uvlA4IGhFAAAOw==)*

***Rééquilibrage des arbres binaires ordonnés.***

|  |
| --- |
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L'efficacité des algorithmes précédents dépend considérablement de la forme de l'arbre sur lequel on travaille : la situation la pire est celle d'un arbre binaire ordonné dont chaque noeud n'a qu'un seul successeur droit ou gauche : l'arbre se comporte alors comme une liste et les algorithmes précédents ont une complexité temporelle de l'ordre de *n*, nombre de noeuds de l'arbre. Les algorithmes précédents auront une complexité de l'ordre de *log2(n)* si l'arbre est dit équilibré, c'est le meilleur des cas.

En moyenne en revanche, nous venons de démontrer dans le paragraphe précédent que les algorithmes de recherche, d'ajout et de suppression ont un coût moyen de l'ordre de *oge(n)*. Ce qui est intéressant c'est de calculer le rapport coût moyen sur coût optimum. Nous avons :

*2\*loge(n)/log2(n) = 2\*loge(2) = 1,386*

Il faudra faire très attention à ce nombre avant de se lancer dans des opérations de rééquilibrage ; il faut que le coût supplémentaire entraîné par le rééquilibrage ne soit pas supérieur au bénéfice escompté par le rééquilibrage, sauf éventuellement si le nombre de recherches est de beaucoup supérieur au nombre des ajouts ou des suppressions qui engendrent des rééquilibrages.

Cependant, dans de nombreuses applications, la séquence des insertions n'est pas aléatoire : il faut alors se poser le problème de faire en sorte que l'arbre ne dégénère pas en une liste, de façon à conserver aux algorithmes toute leur rapidité.

1 Définition.

Un **arbre binaire équilibré**, ou **arbre AVL** (du nom des auteurs de la méthode : Adelson, Velskij, et Landis ) est un arbre binaire tel que les hauteurs des deux sous-arbres de tout noeud de l'arbre diffèrent de 1 au plus :

    |*h(Ag) - h(Ad)*|*≤1*

Ceci entraîne évidemment la propriété que tout sous-arbre d'un arbre binaire équilibré au sens AVL est un arbre équilibré au sens AVL.

*1.1 Evaluation préliminaire.*

Avant d'étudier les algorithmes qui permettent de maintenir un arbre binaire équilibré au sens AVL, il est nécessaire de s'assurer que le gain sera intéressant.   
La question est de savoir quelle est la hauteur maximale que peut avoir un arbre binaire équilibré au sens AVL. Pour cela nous allons nous occuper de la question inverse, à savoir quel est le nombre minimal de noeuds que peut avoir un arbre binaire équilibré au sens AVL de hauteur *h*.   
Nous avons :  
  ![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresAVL_fichiers/image002.gif](data:image/gif;base64,R0lGODlh+wAwAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIAAgD2ACwAgAAAAAAAAAL/hI+pa8EPo5zU0YtztLr7D4biSJbmiWLBujYswKUp28JvLJO0RcN5+Tr0dgiHsWHzgWqZoKtFFPp4SVyz47RBe8jj1OvJynAxjnnaRX6o2ERZmqayNWKVuwg/ytVt/vgNp4S2J0iHRwfId+bFuLSWKLhHaHUBeQIWebizaUQ5YflZeJbHOeQZ2pb4Vmo6cioCpvpz6FeRGfh6GXarOLuQ66hUVofFqQAqwTbMtGR8vCtcRIy4+QC8lhdY+IMMMTpay90X7XcNJJ6mbQ5La5te7qtdKQW5zo6Opi5kv199J5+MXjse/PpF+Xflnah9xfy1m+EG3K2C87YFlKYPoK6E/wzhqaF4MRwsJ2YOkvtz7BSXSCYtmhDDLCKTkisf6mgZz5pIXyA35ESIoufPlzvxbRwq1OfQpb+KMr33NKjLqDljUnVl9eqjrFq7ev0KNqzYsWTLmj2LNq3atWzbun0LN67cuXTr2r2LN6/evWeTivV7lK/gwYSBcBnSNgpipIdvEM5iCnK+TlMrNmEWGfPkKlulbSG5GcpXrhWskqG1KNocatgG4grtFFVG1bQrM/UETGKS2aknhcCdrN7rRqufbRD+EbbtpSpJy5JFihXl1sZ1Qv8ofXpTbwvhZdd+9Rrp4byRMsgVC/U57hJ1/94dMT78L8bHz6+uzDPgUuf7c8k/qQVgGmlSzjRh1HDaNuBMo8dxOvXCy3KBsYIfhLEF54x6EQroUXcWTtXIea8859pPwD2YT4dQbZeih65o2GE3CP5iX4ItqkIRfywCVSFy93X0n383otZcSBvCCCJA4vE4U4lG2SRPk7PtKGR1LkypUmwzEqiJlAhh4s4TXjqk0CVZ4QaamDGBOSCUAeLSEptu0kPJmbGYBqRBJpHJml0MPmXgchyqJSdcehwG6BdpBllYi3MVKqFUWY5oH17gyXXpE8z9+KZeBQAAOw==)

Cette récurrence a pour solution le nombre de Fibonacci au rang *h+2* moins 1. Soit :

![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresAVL_fichiers/image004.gif](data:image/gif;base64,R0lGODlhNQFNAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIAAwAxAUgAgAAAAAAAAAL/hI+pa8EPo5y02ouz3rz7D4biSJbmiaLBujYs4KTyTNf2nbwH6/BxAwsGWz+NryUr4pbMZkhZ/EmHwJgyE03pnNyud4IE7sZVYU/MySa/7Db7TBaKj0fY1TKl3d38vlauJjeTFxZRWLHnp7j4YYVmd2hEx+DzCOF4kci4yUlBGCf4hwYHmrMzqaDZucqKMBUYqhK3ZemKodqay/lqO4u7QHcnDMiTiqWLrAuV9/i7MXwFfZtM3Vk8WmnrnEk7BJXaLRFeTV4+Xo6ebh6r3u7OSvouP8/Ys02Pn6+/z9/v/w8woMCBBAsaPIgwocKFDBs6fAgxosSIwdwEu4euoj+M/yM44vAIJlEkLiANiSzpDqWeEyJrNVH5oCW7QdeKwcy06SYlQMa+6DQGayaeQjavlXFEJE3PnS6IAuvVrJEro1C3RAsTzRNUl9OaxiNjFVxQTIhMbWV2BilXcZE0kXXhDVSgczgtZeVp11tYMGdHdr2rbZYpKzW3XjrkVPDRMkL5GjbLjhYswEsNPZ5bdczkxlErP45ZqjNmxoKDXgqseM5FIiW/gYa0bHNomeJOJeaK1o4vv2ef+nZMVdCwUbrBSi6rWW5olpB/G48ru7n0182ZVRdhGjdyw9aVP9MKthndoXUqqxreOf3ntdOJz3QNIvv77b0jt6d/2r31n7Xlyv+nLZxzsGUD11qfeMYZMKj8NxUqpywXYCyUTaNRavHIVwJmDDKlHoT2dZeZhAJ2sCGCpO2hBnzrgdcfT9Hxdlh510GGInUR3tfYWzTmNaJSENaYH5BzrIeSMzpiVR9zLoGYY5IruqVdck7yVyKOQ3p2oZNd1WaUFASS1hESNUYxnnqxcUhJbCnmQCB/HULSI5sNukZmlz6yVSSMa4AUXSO/YOTmjfH9icede3bRmpYktshiRysawWikdQ2SYE6KKomfox5mWOh3NdgzUaiijkpqqaaeimqqqq7KaquuvgprrLLOSmuttoYk4xsO3mrRS7uYwJuevL7xK7CvBSpqNjb/2YAsCc1SUcuzGxH1wpdpVfHVpB7WyWSflTL6pXHdImnlowipmBsc6koyYYhwgWpmg1LxiBpegbWJq0S32XsttEXiaNpx3gHcKGVv7Sdotmg2lKVoq8F7zJO21TllnN96uS96WZALW6MM2wvyM9mp2B6oJl8qlJHOdWuupw9hwu28Yq6c31J9CmlinAdK16y061wpKKQP0jx0ymhWOSBVHNscbc4m5fqtQLwMnMbImTEZ5ZsGPoU1XiSzZyhDU6cnrG8zm9cTgBVbDKXRQM/HqUPLUM3nVBwOh/OMWTttxtEJtyy02HslPRiwZ4PDpp7ewmlxgRP3wu3S2JU9aplaIdRNtZ+OeTzsdz5LSh+GgdsIeucUVrO4LJmafgzlrMtaAAA7)

Donc réciproquement la hauteur maximale *h* d'un arbre AVL contenant *n* éléments est telle que :

![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresAVL_fichiers/image006.gif](data:image/gif;base64,R0lGODlhEwFlAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAEAAgAQAWEAgAAAAAAAAAL/hI+pwc0Ko5z0OFez3rz7D4biFoymVp7JE7HqC8eymM5wHeOrodv+DzT1gp/hqYTTGYnMpnAhqWEskCRCebQ0AMPUlrdwcXcop/m8EoNba+3YZaVqlxwvdCeVU71T+lXNhiZ4Q1al9xfXNnbHWJHXaKeXhwXmd0UBOKgJQmnI9TV3edgVmMGnlii6+BY3ZdqSuSnb0dm49oCEpLpa2Itp+9hryRk2wRI7O5tqq5i6fLj7C6kIPVxUbPyWvC38B/09Gj16AcoT3M1LnY5CXusNq84tm6gbvx4Ofq9fvy/qbv8kCqpI8rg9I+hr1zN7fhAqbFYqxytJBeWdk0MqykNP/8zIZNyzEeAIaxRJVgTyxYgYVxrxIeIoEBGlJBfyCVnZLhiykxV3ZnOpwqfIjjyLnjSJbqgHSyaRGn0KNak+G02jWr2KNavWrVy7ev0KNqzYsWTLmj2LNq3atWzbun0LN67cuXTr2i2Y0+ldU+32ztDrd2lglIMJF/YB+PDEmyESR3SsSuVPc+UcCbW68BrlTFJQkXgXVFyRld5ycfxXCnKyzqpvJSSYOQ1RzUoTRlMS6+DiqVF7LCF5kdc5h2Ekh7YZEVga459I0/Lqu+VElpkjDZRmbvlOZ3ySv85u2nZs7y9fgqpcuQo/RzBte6cXSBdu7LCRC8fTT3o1/ZHrTP/upBNFLQ1ETjy/fcYIca4piAxC9U2WzjEy1fTdY9LlUqB72AjYHByLVQVMTrelZqAbvKXnYBsNKaSgSNEZEhyH2BmzXiWiMSUafwCRUh1G09Q2U2RCOWMTHS8OeOFuSeIHDo7ZaddHezmqSGKE/Tn1SIwWUsmclCvmp1Rs3TFJZZl34IKghkY2eUktcODWVyhPbgbnRp3pKCeQcI43R3qhAOIbgQKFlyZl5LUpkz9QtgbhfUQixpeSbDFq44yDAEgNn40VeuhalA716UjU3aOpYC+EihWqeOLFkmKuvgprrLLOSmuttt6Ka6667sprr77+CmywwrqV17DGsndsspz/KsvsbGJd1ikxzeVTqn+0WaNqlxSyo+pxu0FbxirDyefnppZOy6aJhFRpn4wGRaqhqfdl6qG3je7nS6hrqjNMtU40lNup7BpaW7jnZqrcuvGVgyVecz4ME4Hb6dedaTRBCSGh1CZM7Z5dduRvwf9qA1qVAd6LcEgP8iauhMV+g2GBGZ0sZY5aRitIPV0cOO/NJcaborgzXvSxleK0UiTKQhtsUIsEK+ojqCD/hLTU7hbtzpGL3HzxxvwyfFS7RtMzpHv7kh2oymZzzK+Q+27tNcsimzGJvCsjCxFyWXo9HL7MZO2JzzCnG+aUaNw5IXVvTric2+fRiDidERtabnmg/3JG03n/rDeqZa2m5ea8Siup9aeMAqibk65iajTOlm5u70getW643HdtS/LaoqK3jmr6ulKj7bXHinvOlUN1fLPKL898884/D3300k9PffXWX4999toHBZnqRw//3LXwqofTnrkC1ziNG6L5OQ1458kyg1AvPbdf/RaNaP55UtpvcjxbXbX63Q4TE9MIFuokwFXpLml6iw/4BjMmdY0uaHeyWMk69DZWEEVrIZnN3m4lH9m8rz9mcsnKvoSumOGOg0Cx3G26BTq4bYg8AYxf3gQHH5ttsHaAE15gJDQoGsosQw6Mmg2v9p7N5I1iUpGV4H6Gsi+hbYY5jJsVUVi6WkvVjTZ4wmIJ51dFhnjQaj174F4iR6fPaW5qQXxY8W6IiyE5JyYmUhzwksc8GPqthbIL3/asZZg9JrBmB/vjaloVPN8ZclJ4XKQJCgAAOw==)

La complexité en pire cas des arbres binaires éqilibrés au sens AVL est donc ![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresAVL_fichiers/image008.gif](data:image/gif;base64,R0lGODlhQAATAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAEAAwA7AA4AgAAAAAAAAAJvhINoexAMI3xy0cYutk5X6VXaFTrc9kWlmJmsC6eT3HIU2YyZlyil0qkdbr2c8HZyrR5MYRCG1MWQmCUVBQRNsZvrDrX9cbdDnCo55qHNZmeX3C3WEpaRPAaVgj+r2Zy2Brh3dgSoJ9hXR+dGuFEAADs=).

2 Algorithmes de rééquilibrage.

A chaque noeud de l'arbre, nous ajoutons une information indiquant quel est le sous-arbre le plus haut :

* **0**          indique que les deux sous-arbres du noeud ont même hauteur.
* **-1**indique que le sous-arbre gauche est plus haut que le sous-arbre droit.
* **1**indique que le sous-arbre droit est plus haut que le sous-arbre gauche.

**class** NoeudAVL{

**private** Comparable element;

**private** NoeudAVL gauche, droit;

**private int** equilibre;

**public** NoeudAVL(){

gauche = **null**;

droit = **null**

equilibre = 0;

}

**public** NoeudAVL(Comparable e, NoeudAVL g, NoeudAVL d){

element = e;

gauche = g;

droit = d;

equilibre = 0;

}

}

La classe *ArbreAVL* est définie comme suit :

**class** ArbreAVL{

**private** NoeudAVL racine;

**private** **boolean** equilibreD ( NoeudAVL r, NoeudAVL p, **boolean** g){

...

}

**private** **boolean** equilibreG ( NoeudAVL r, NoeudAVL p, **boolean** g){

...

}

**public** **void** ajout(Comparable o){ ... }

}

Supposons que le noeud *A* était précédemment équilibré :

Lors d'une insertion dans le sous-arbre gauche deux cas se présentent :

1. La hauteur du sous-arbre gauche n'augmente pas : l'arbre était équilibré par hypothèse, donc il le reste.
2. La hauteur du sous-arbre gauche augmente. Trois cas peuvent se présenter :
   * La hauteur du sous-arbre gauche était égale à la hauteur du sous-arbre droit moins un : l'arbre est alors encore mieux équilibré qu'avant l'insertion.
   * La hauteur du sous-arbre gauche était égale à la hauteur du sous-arbre droit, l'arbre reste équilibré.
   * La hauteur du sous-arbre gauche était égale à la hauteur du sous arbre droit plus 1 ; après l'insertion, l'arbre devient déséquilibré.

Les deux cas où l'arbre reste équilibré bien que la hauteur du sous-arbre gauche augmente sont les suivants :

|  |
| --- |
| http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresAVL_fichiers/image009.gif |
| http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresAVL_fichiers/image010.gif |

Dans le premier cas la hauteur de l'arbre n'augmente pas, alors que dans le second cas elle augmente.

 Etudions les différentes possibilité qui se présentent lorsque l'arbre est déséquilibré. Supposons qu'avant l'insertion la hauteur du sous-arbre droit soit *h-1*, la hauteur du sous-arbre gauche avant l'insertion était égale à *h*, elle a augmenté lors de l'insertion, et est donc maintenant de *h+1*. Soit *B* le sous-arbre gauche de *A*. Deux possibilités se présentent :

**B penche gauche.**

|  |
| --- |
| http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresAVL_fichiers/image011.gif |

Devient après ré-équilibrage :

|  |
| --- |
| http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresAVL_fichiers/image012.gif |

**2) B penche droite.**

Deux possibilités :

|  |
| --- |
| http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresAVL_fichiers/image013.gif |

|  |
| --- |
| http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresAVL_fichiers/image014.gif |

Ou un au moins des deux arbres*Cg* ou *Cd* a une hauteur**<="" b="">*h+1*, l'autre pouvant avoir une hauteur *h*, et c'est celui sur lequel se produit le déséquilibre.  
Cet arbre devient après ré-équilibrage :**

**<="" b="" style="color: rgb(0, 0, 0); font-family: Papyrus; font-size: medium; font-style: normal; font-variant-ligatures: normal; font-variant-caps: normal; letter-spacing: normal; orphans: 2; text-align: justify; text-indent: 0px; text-transform: none; white-space: normal; widows: 2; word-spacing: 0px; -webkit-text-stroke-width: 0px; text-decoration-style: initial; text-decoration-color: initial;">**

|  |
| --- |
| http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresAVL_fichiers/image015.gif |

**Nous appellerons rotation chacune de ces opérations. Il est à remarquer que la deuxième rotation peut être obtenue en répétant deux fois la première rotation.**

**La méthode de rééquilibrage suivante est appelée après un ajout dans le sous-arbre droit qui a provoqué une augmentation de la hauteur du sous arbre droit :**

**boolean equilibreD ( NoeudAVL r, NoeudAVL p, boolean g){**

***// r est le fils gauche de p si g vaut true, r est le fils droit de p si g vaut false***

***// retourne true si après équilibrage l'arbre a grandi***

**NoeudAVL r1, r2;**

**switch(r.equilibre){**

**case -1 : r.equilibre = 0; return false;**

**case  0 : r.equilibre = 1; return true;**

**case  1 :**

**default : r1 = r.droit;**

**if(r1.equilibre == 1){**

**r.droit = r1.gauche; r1.gauche = r;**

**r.equilibre = 0;**

**r = r1 ;**

**}else{**

**r2 = r1.gauche; r1.gauche = r2.droit;**

**r2.droit = r1;**

**r.droit = r2.gauche; r2.gauche = r;**

**if(r2.equilibre == 1) r.equilibre = -1;**

**else r.equilibre = 0;**

**if(r2.equilibre == -1) r1.equilibre = 1;**

**else r1.equilibre = 0;**

**r = r2;**

**}**

***// refaire le chaînage avec le père***

**if(p==null) racine = r;**

**else if( g ) p.gauche = r ;**

**else p.droit = r ;**

**r.equilibre = 0;**

**return false;**

**}**

**}**

**La méthode de rééquilibrage suivante est appelée après un ajout dans le sous-arbre gauche qui a provoqué une augmentation de la hauteur du sous arbre gauche :**

**boolean equilibreG (NoeudAVL r, NoeudAVL p, boolean g){**

***// r est le fils gauche de p si g vaut true, r est le fils droit de p si g vaut false***

***// retourne true si après équilibrage l'arbre a grandi***

**NoeudAVL r1, r2;**

**switch (r.equilibre){**

**case 1 : r.equilibre=0; return false;**

**case 0 : r.equilibre = -1; return true;**

**case -1 :**

**default : r1 = r.gauche;**

**if(r1.equilibre==-1){**

**r.gauche = r1.droit; r1.droi t= r;**

**r.equilibre = 0; r = r1;**

**}else{**

**r2 = r1.droit; r1.droit = r2.gauche; r2.gauche=r1;**

**r.gauche=r2.droit; r2.droit = r;**

**if(r2.equilibre == -1) r.equilibre = 1;**

**else r.equilibre = 0;**

**if(r2.equilibre == 1) r1.equilibre =-1;**

**else r1.equilibre = 0;**

**r=r2;**

**}**

***// refaire le chaînage avec le père***

**if (p == null) racine = r;**

**else if( g ) p.gauche = r ;**

**else p.droit = r ;**

**r.equilibre = 0;**

**return false;**

**}**

**}**

***2.1 Ajout.***

**La fonction d'ajout est écrite alors de la façon suivante :**

**void ajouter ( Comparable x){**

**ajoutAVL( racine, null, true, x);**

**}**

**boolean ajoutAVL(NoeudAVL r, NoeudAVL p, boolean g, Comparable e){**

**if(r == null) {**

**r = new NoeudAVL(e, null, null);**

**if (p == null) racine = r**

**else if(g) p.gauche = r;**

**else p.droit = r;**

**return true;**

**}else{**

**int a = e.compareTo(r.element);**

**if (a==0) return false;*// a déjà présent dans l'arbre***

**if (a<0)**

**if(ajoutAVL(r.gauche, r, true, e)) return equilibreG(r, p, g);**

**else return false;**

**else**

**if(ajoutAVL(r.droit, r, false, e)) return equilibreD(r, p, g);**

**else return false;**

**}**

**}**

***2.2 Suppression.***

**Une suppression peut entraîner plusieurs rotations pour le re-équilibrage de l'arbre :**

|  |  |
| --- | --- |
| l'arbre avant suppression de 12. | l'arbre après suppression de 12. |
| L'arbre avant suppression de 12. | l'arbre après suppression de 12. |

**La suppression de 12 : entraîne les 2 rotations**

|  |  |
| --- | --- |
| Résultat après la première rotation | Et enfin on obtient |

**Une rotation peut entraîner une diminution de la hauteur, les fonction d’équilibrage sont donc modifiées :**

**boolean EquilibreDS ( NoeudAVL r, NoeudAVL p, boolean g){**

***// retourne true si la hauteur de l’arbre a diminué***

***// false sinon***

**NoeudAVL r1, r2 ;**

**switch (r.equilibre){**

**case -1 : r.equilibre = 0; return true; a**

**case 0 : r.equilibre = 1; return false;**

**case 1 :**

**default : boolean h; r1 = r.droit;**

**if(r1.equilibre==-1) {**

**r2 = r1.gauche; r1.gauche=r2.droit; r2.droit=r1;**

**r.droit=r2.gauche; r2.gauche = r;**

**if(r2.equilibre==1) r.equilibre = -1;**

**else r.equilibre = 0;p;**

**if(r2.equilibre==-1) r1.equilibre=1;**

**else r1.equilibre = 0;**

**r=r2; h = true; r.equilibre = 0;**

**}else{**

**r.droit=r1.gauche; r1.gauche=r;**

**if(r1.equilibre==0){**

**h = false;**

**r.equilibre=1; r1.equilibre=-1;**

**}else{**

***// entraîne une diminution de***

***// la hauteur de l’arbre***

**h = true;**

**r.equilibre=0; r1.equilibre=0;**

**}**

**r=r1;**

**}**

**if(p==null) racine = r;**

**else if( g ) p.gauche = r;**

**else p.droit = r;**

**return h;**

**}**

**}**

**boolean EquilibreGS ( NoeudAVL r, NoeudAVL p, boolean g){**

***// retourne true si la hauteur de l’arbre a diminué***

***// false sinon***

**NoeudAVL r1, r2 ;**

**switch (r.equilibre){**

**case 1 : r.equilibre = 0; return true;**

**case 0 : r.equilibre = -1; return false;**

**default : boolean h;**

**r1 = r.gauche;**

**if(r1.equilibre==1){**

**r2 = r1.droit; r1.droit=r2.gauche;**

**r2.gauche=r1; r.gauche=r2.droit;**

**r2.droit = r;**

**if(r2.equilibre ==-1) r.equilibre = 1;**

**else r.equilibre =0;**

**if(r2.equilibre == 1) r1.equilibre=-1;**

**else r1.equilibre=0;**

**r=r2;**

**r.equilibre = 0; h=true;**

**}else{**

**r.gauche=r1.droit;**

**r1.droit=r;**

**if(r1.equilibre==0){**

**h=false;**

**r.equilibre = -1; r1.equilibre = 1;**

**}else{**

***// entraîne une diminution de***

***// la hauteur de l’arbre***

**h=true;**

**r.equilibre = 0; r1.equilibre = 0;**

**}**

**r=r1;**

**if(p==null) racine = r;**

**else if( g ) p.gauche = r;**

**else p.droit = r;**

**return h;**

**}**

**}**

**La suppression est alors :**

**public void supprimer( Comparable x){**

**suppAVL(x, racine, null, true);**

**}**

**boolean suppAVL(Comparable e,  NoeudAVL r, NoeudAVL p, boolean g){**

***// retourne true si la hauteur de l’arbre a diminué***

**if (r == null)  return false;**

**else**

**if(r.element.compareTo(e)==0) return SuppAVL(r, p, g);**

**else if(e.compareTo(r.element)<0){**

**if(suppAVL(e, r.gauche, r, true)) return EquilibreDS(r, p, g);**

**else return false;**

**}else{**

**if(suppAVL(e, r.droit,r, false)) return EquilibreGS(r, p, g);**

**else return false;**

**}**

**}**

**boolean SuppAVL( NoeudAVL r, NoeudAVL p, boolean g){**

***// suppression effective du noeud r***

***// retourne true si la hauteur de l’arbre a diminué***

**NoeudAVL a, b;**

**a = r;**

**if(r.gauche==null) {**

**if( p==null) racine = r.droit;**

**else if( g ) p.gauche = r.droit;**

**else p.droit = r.droit;**

**return true;**

**}else**

**if (r.droit==null) {**

**if( p==null) racine = r.gauche;**

**else if( g ) p.gauche = r.gauche;**

**else p.droit = r.gauche;**

**return true;**

**}else{*// les 2 sous arbres sont non vides***

**b = r.gauche;**

**while(b.droit!=null) b = b.droit;**

**r.element = b.element;**

**if( suppAVL(b.element, r.gauche, r, true)) return EquilibreDS(r, p, g);**

**else return false;**

**}**

**}**

**3 Evaluation.**

**On a vu que la hauteur d'un arbre binaire équilibré au sens AVL est inférieure à *1,44\*log(n),* de plus lors d'un ajout, il y a au maximum une rotation effectuée, donc l'ajout d'un élément dans un arbre AVL est en pire cas en *(log(n))*. Une suppression en revanche peut entraîner jusqu'à *og(n)* rotations, bien que les résultats expérimentaux montrent qu'en moyenne il n'y a qu'une rotation toutes les 5 suppressions. La suppression est donc en pire cas en  *(log(n))*.**

**Les évaluations en moyenne des algorithmes sur les arbres binaires équilibrés au sens AVL sont des problèmes qui ne sont pas encore complètement résolus.**

***Arbres binaires équilibrés : arbre Rouge-Noir.***

|  |
| --- |
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Les arbres rouge-noir sont des arbres binaires ordonnés (étendus) pour lesquels on a les propriétés suivantes :

* chaque noeud est soit noir, soit rouge.
* chaque feuille (nœud sentinelle) est noire.
* la racine est toujours noire.
* si un noeud est rouge, alors ses deux enfants seront noirs.
* pour tout noeud de l’arbre, les chemins de ce nœud vers les feuilles (nœud sentinelle) qui en dépendent ont le même nombre de noeuds noirs.

1 Propriété.

La hauteur noire d’un nœud *n* notée *hn(n)* est le nombre de nœuds noirs dans un chemin du nœud à une de ses feuilles (le nœud *n* n’est pas compris).  
La hauteur noire d’un arbre rouge-noir est la hauteur noire de sa racine.  
Un arbre rouge-noir contenant *n* nœuds internes a une hauteur inférieure ou égale à *2×log2(n+1)*.

Montrons d’abord par induction sur la hauteur noire d’un nœud, que le nombre de nœuds internes du sous-arbre enraciné en *x* est au moins égal à *2hn(x) - 1*.

* Si la hauteur noire de *x* est 0, alors c’est le nœud sentinelle, et le sous arbre enraciné en n contient *2hn(x) - 1 = 0* nœuds internes.
* Si la hauteur noire de *x* est >0, alors chacun de ses fils a une hauteur noire égale soit à *hn(x)* s’il est rouge, soit à *hn(x)-1* s’il est noir. Donc, en appliquant l’hypothèse d’induction aux deux sous arbres de *x*, le sous arbre enraciné en *x* contient au moins *2×(2hn(x)-1-1)+2 = 2hn(x)* nœuds internes.

Soit *h* la hauteur d’un arbre rouge-noir, la moitié au moins des nœuds vers une feuille doit être noirs. Donc la hauteur noire d’un arbre rouge-noir est au moins *h/2*. Nous pouvons donc écrire :
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2 Programmation.

Pour représenter un arbre binaire rouge-noir nous utilisonsune classe *Noeud* qui permet de représenter la couleur de l’arbre, et un attribut permettant de référencer son *Noeud* père. Pour les besoins de l’algorithme de suppression, chaque feuille au lieu d’avoir une référence *null* vers son fils gauche et son fils droit, aura une référence vers un nœud statique sentinelle de couleur noire.

**static** Noeud sentinelle;

**static**{

ArbreRougeNoir.sentinelle = **new** Noeud(**null**, Color.black, **null**, **null**);

}

**class** Noeud{

Color couleur;

Object info;

Noeud gauche, droit, parent;

Noeud(Object o){

couleur = Color.black;

info = o;

gauche = droit = parent = **null**;

}

Noeud(Object o, Color c, Noeud g, Noeud d, Noeud p){

couleur = c;

info = o;

gauche = g;

droit = d;

parent = p;

}

**boolean** isSentinelle(){

**return** **this** == ArbreRougeNoir.sentinelle;

}

*2.1 Ajout.*

L’ajout d’un nœud se fait de façon traditionnelle :

Noeud noeudAjoute;

**public** **void** ajout( Comparable o){

racine = ajout(o, racine, **null**);

}

**private** Noeud ajout( Comparable o, Noeud r, Noeud p){

*// p est le parent de r*

**if** (r.isSentinelle()) r = noeudAjoute = **new** Noeud(o, Color.red, r, r, p);

**else**

**if**(o.compareTo(r.info)<0) r.gauche = ajout(o, r.gauche, r);

**else** r.droit = ajout(o, r.droit, r);

**return** r;

}

Il suffit après l’insertion de réorganiser l’arbre, en partant du nouveau nœud ajouté, s’il ne possède plus une des propriétés précédentes :

Noeud noeudAjoute;

**public** **void** ajout( Comparable o){

racine = ajout(o, racine, **null**);

reOrganiser(noeudAjoute) ;

}

Un nœud ajouté est rouge. Si le nœud père est noir, l’arbre est toujours un arbre rouge-noir. En revanche si le nœud père du nœud ajouté est lui-même un nœud rouge, alors l’arbre a perdu sa propriété d’être un arbre rouge-noir.

Supposons que le parent du nœud *n* qui vient de briser la propriété de l’arbre d’être rouge-noir soit rouge et soit lui-même le descendant gauche de son père. Soit *y* le descendant droit du père du père de *n*. Dans ce cas il suffit de changer les couleurs du père de n de y et de leur père. Leur père devient rouge, et donc il faut réorganiser l’arbre à partir de ce nœud.

Le fait que *n*soit un fils droit ou un fils gauche de son père est indifférent.

Nous pouvons représenter cette configuration de la façon suivante :
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Si le père du nœud *n*est un fils droit de son propre père, les transformations sont complètement symétriques.

Nous voyons apparaître deux transformations d’arbres qui sont des rotations à gauche ou à droite :

![http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresRougeNoir_fichiers/image029.gif](data:image/gif;base64,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)

**private** **void** rotationGauche( Noeud n){

Noeud y = n.droit;

n.droit = y.gauche;

**if**(!y.gauche.isSentinelle())y.gauche.parent = n;*// on ne change pas le parent de la sentinelle*

y.parent = n.parent;

**if** (n.parent==**null**) racine = y;<

**else**

**if**( n.parent.gauche == n ) n.parent.gauche = y;

**else** n.parent.droit = y;

y.gauche = n;

n.parent = y;

}

**private** **void** rotationDroite( Noeud n){

Noeud y = n.gauche;

n.gauche = y.droit;

**if**(!y.droit.isSentinelle())y.droit.parent = n; *// on ne change pas le parent de la sentinelle*

y.parent = n.parent;

**if** (n.parent==**null**) racine = y;

**else**

**if**( n.parent.droit == n) n.parent.droit = y;

**else** n.parent.gauche = y;

y.droit = n;

n.parent = y;

}

La méthode de réorganisation de l’arbre est donc :

**private** **void** reOrganiser( Noeud n){

*// re organisation de l'arbre, en remontant vers la racine*

**while**(n != racine && n.parent.couleur == Color.red ){

**if**(n.parent == n.parent.parent.gauche){

Noeud y = n.parent.parent.droit;

**if**( y.couleur == Color.red ){

n.parent.couleur = Color.black;

y.couleur = Color.black;

n.parent.parent.couleur = Color.red;

n = n.parent.parent;

}**else**{

**if**(n == n.parent.droit){

n = n.parent;

rotationGauche(n);

}

n.parent.couleur = Color.black;

n.parent.parent.couleur = Color.red;

rotationDroite(n.parent.parent);

}

}**else**{

Noeud y = n.parent.parent.gauche;

**if**( y.couleur == Color.red ){

n.parent.couleur = Color.black;

y.couleur = Color.black;

n.parent.parent.couleur = Color.red;

n = n.parent.parent;

}**else**{

**if**(noeudAjoute == n.parent.gauche){

n = n.parent;

rotationDroite(n);

}

n.parent.couleur = Color.black;

n.parent.parent.couleur = Color.red;

rotationGauche(n.parent.parent);

}

}

}

racine.couleur = Color.black; *// la racine est toujours noire*

}

*2.2 Suppression.*

La suppression commence par une recherche classique du nœud à supprimer, puis enchaîne sur la réalisation de la suppression.

**public** **void** supprimer( Comparable o){

supprimer( racine, o );

}

**private** Noeud supprimer( Noeud r, Comparable o){

**if**(r.isSentinelle())**return** r; *// Pas trouvé*

**if**(o.compareTo(r.info)== 0) r = supprimer(r);

**else**

**if**(o.compareTo(r.info)<0) supprimer(r.gauche, o);

**else** supprimer(r.droit, o); **return** r;

}

La méthode suivante réalise la suppression du nœud, en le remplaçant par le plus petit élément de son sous-arbre droit, s’il a deux fils, et en le supprimant effectivement, s’il n’a qu’un seul fils.

**private** Noeud supprimer( Noeud z){

Noeud y, x;

**if**(z.gauche.isSentinelle() || z.droit.isSentinelle()) y = z;

**else** y = arbreSuccesseur(z);

**if**(!y.gauche.isSentinelle()) x = y.gauche;

**else** x = y.droit;

x.parent = y.parent;

**if**(y.parent== **null**) racine = x;

**else**

**if(** y == y.parent.gauche) y.parent.gauche = x;

**else** y.parent.droit = x;

**if**( y != z ) z.info = y.info;

*// si le noeud supprimé est un noeud rouge, il n’y a rien à*

*// faire, l’arbre conserve ses propriétés*

*// en revanche si le nœud supprimé est noir,*

*// il faut reorganiser l’arbre*

**if** ( y.couleur == Color.black) reOrganiserSuppression( x );

**return** y;

}

**private** Noeud arbreSuccesseur(Noeud x){

*// le noeud successseur de x dans l'arbre,*

*// sentinelle si c'est le plus grand*

**if**( !x.droit.isSentinelle()) **return** arbreMinimum(x.droit);

Noeud y = x.parent;

**while**(!y.isSentinelle() && x == y.droit){ x = y; y = x.parent;}

**return** y;

}

**private** Noeud arbreMinimum(Noeud x){

**while**( !x.gauche.isSentinelle()) x = x.gauche;

**return** x;

}

**private** **void** reOrganiserSuppression( Noeud n){

*// re organisation de l'arbre, en remontant vers la racine*

**while**(n != racine && n.couleur == Color.black ){

**if**(n == n.parent.gauche){

Noeud y = n.parent.droit;

**if**(y.couleur == Color.red ){

y.couleur = Color.black;

n.parent.couleur = Color.red;

rotationGauche(n.parent);

y = n.parent.droit;

}

**if**(y.gauche.couleur == Color.black && y.droit.couleur == Color.black){

y.couleur = Color.red;

n = n.parent;

}**else**{

**if**( y.droit.couleur == Color.black){

y.gauche.couleur = Color.black;

y.couleur = Color.red;

rotationDroite(y);

y = n.parent.droit;

}

y.couleur = n.parent.couleur;

n.parent.couleur = Color.black;

y.droit.couleur = Color.black;

rotationGauche(n.parent);

**break;**

}

}**else**{

Noeud y = n.parent.gauche;

**if**( y.couleur == Color.red ){

y.couleur = Color.black;

n.parent.couleur = Color.red;

rotationDroite(n.parent);

y = n.parent.gauche;

}

**if**(y.droit.couleur == Color.black && y.gauche.couleur == Color.black){

y.couleur = Color.red;

n = n.parent;

}**else**{

**if**( y.gauche.couleur == Color.black){

y.droit.couleur = Color.black;

y.couleur = Color.red;

rotationGauche(y);

y = n.parent.gauche;

}

y.couleur = n.parent.couleur;

n.parent.couleur = Color.black;

y.gauche.couleur = Color.black;

rotationDroite(n.parent);

**break**;

}

}

}

n.couleur = Color.black;

}

***Arbres binaires équilibrés : arbre 2-3-4.***

|  |
| --- |
| **Sommaire**   1. [Définition](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbres234.html#definition) 2. [Propriété](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbres234.html#propriete) 3. [Ajout](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbres234.html#ajout) 4. [Suppression](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbres234.html#suppression) |

1 Définition.

Les arbres 2-3-4 sont des arbres tels que

1. tous les nœuds ont 2, 3 ou 4 fils.  
   ![les nœuds 2, 3, 4](data:image/gif;base64,R0lGODlhCwKBAKUyAAAAAAgICBAQEBgYGBoaGiAgICgoKC0tLTAwMDQ0NDg4ODw8PD8/P0BAQEZGRkhISEtLS09PT1BQUFNTU1VVVVhYWGBgYGRkZGhoaGlpaWtra2xsbG9vb3BwcHd3d3h4eHl5eX9/f4KCgoeHh4+Pj5eXl5+fn6enp6+vr7e3t7+/v8fHx8/Pz9fX19/f3+fn5+/v7/f39////////////////////////////////////////////////////////yH+EUNyZWF0ZWQgd2l0aCBHSU1QACH5BAEKAD8ALAAAAAALAoEAAAb+wJ9wSCwaj8ikcslsOp/QqHRKrVqv2Kx2y+16v+CweEwum8/otHrNbrvf8Lh8Tq/b7/i8fs/v+/+AgYKDhIWGh4iJiouMjY6PYi4oIZSVlpeYlCctkJ2en6CgKwYFEpmnpxUGAiehSZKosbKUCB6zt6ebrru8gSQKLTLCw8TFxsYwFRi9QqOluNCVAhzR1aqszNnacisKx9/gxxYmvb/B4ejpBS7p7eHJy9tOsNW4Exr1+frQuvJJ6+4CCoNRgFc3gQiHAUyYcJw/Jc5M7YuFIMLEegguplrV6iERFggYupOAYtdCke5OomxH0OMRcyvTjYuJEABNcPBcCjFh4eb+tw8jXIH0iU4l0WMkdQ45eFSciabobEIl5tAlpanCKLniibWY0a5AlQr5CnVmV2NSu7a0GqKr1lBXzwojO/WtzqFyZZjNKyxt16Qe49YN4UrwWbpQ7brkmncvX79YwwZui1WxJ8NdETe1/BAzVsd5IQ9m65YwXMpyNR/l7M/zVNByRSc23Rm1SNlZaX9yDVU1UdbyeDeFfRb3at3BbdcEYBy4I+FHfYNjbryYc23QiRLvWt3ndV7Z0zVH3il8uO4K2TFMi17Gd2bmaW7H2j7m+8LKE47Hf5t5SvX6EYPefeDlV1M7QK3n34H6UdcOgaCE56CDw+x32kr1SSdeOhD+8tdfe/EJWCGDAvk1IHnYGYjWiCJ+06EhIR6TIYDT+Udhi+G8GKGKAYHI43Q4tlMfkOjoCIl57BVj4Y5R2bhgX/8JyWKQ4Bh52Y9Scojlhj1i+CCK2cRnk2hL7rZlklSCE0AMWcoAWX1WlnemkyZ+eR6dK3ZZ45hPuulOnI2I6aeSVYL53JlTQtnmhm8GBOgjSCY6aJFYoplmVJgq2lefhZImJZmdXshonlx+emmoOkWq6aqFZjopq4vKKCmsxjy6SIhkcjqMrX5ECmqs501aJ6ViCforpaOe6iqQuJ3o6WiiYnrssqW6SZ2utRqaojtjkpojosMGKO03zk5Wmof+1W7a3pA08cqIsd62Ou6q7KLXbbwualvgudEWx1duxW45643yLnsttkQaTPC3z86Grr//unurwO1S7BO7Ikl8SIwIaawHx7f9656+8Fm8EsheyuVxISj/SbIiLZOY18obm4xSzOvN/HIoJHTAL5OhiUwzjDZnXHTKZw0tiAoNdFVBR6D0/JjQO++Cs6NHo4QxQ0oLMgCbU63jCtNT//t0wHxdLXNlVYNCQQZTlRCPK18H/a/YSkmts8ivsu0SCwM48AHYPpmgwAYp7AKCz7H9K7dYP5C9t8hbJ3S2RxKQ8MMIBligUQgYIGDBDyY84AoKDTwwOMRyGQ65EHWrnHX+yKm54BHgQ7hgwuclsDCEAC+EgkBJnHv+eSYAHI9K6BZkkDjkIjCe9Ow5n/U45pqLgUHbhKCAQO67K39J8uJj0jvpposlQQmqEz4Y35UHtMABfw9ABgsFfTK8GQTYXgbwSsHd5jpXPkswgAEFjAX5Chg6BkDAJZkrAwKeBwnvnQFvZNieUiIoBN0lMAQJuAA1PpgJAXzwfAMInj8ESAYSSMAT+zMDBseAv7vYrwwNUEEaKsCJMIygAw/h4P9U6AgLnsEAPZQgBf0hxDHkMA0WKIEYXiCAFd7QDBbIniNiaIYnmsGFt7siGbx4hhF8YAwY0GI2mkgGFRjgEUY8Axn+hxhENTpRh2g4wQvFUENtsPCIK9hiSdAwRzJk0YqExOMZQEIGwDCDjWUYwegYoUc1PGCJbXyjPCAphkL+jwwoUEA2/ngGKjZiAL6DIjnQYIBA+lGMOFTkGQA4BgSkkheOTMP6FgFGNVSljJNcox3HKEszKMCVYiBBBXrBSDbEERGoXMMvzWDKUcIylmqowCrHUAAihiKXaogmInqphg4Ms5FSZMYDznlHNXyAe1T4ABBdsYLvuSEE8zyEONXQNSQ883TXxGYaTLBMMrwgf8IbZBtcUMVDkJOf8MzCPl2BAHa2Mw3dMEMFLMqIf7LhAVAjxETT0E8k4JMXKAioQNH+UM372VN/CnXDCRpgiIeqoWdrYCgvuLjDkJ4hAGdQQEzh+FI4DMB/gxjpQIOZBpCerqiqXIMtzYCC9HWCp2/owBkHYVM18IQNM6XoUNEwzTNIwKdiKMAtiwjVN5DyD0pdahuOCgqPknWbaJBMGUgwN0HWQaiC6KoaUmDVcm4VhmO96xquZwZaNsKubzDBHgER1zQwrQ1vfWxbozpYmp6hAxHlA1blEABv8kGwarhsGwB71cQqVg0uUCkYYstWPGAgKH54QQDW2gbVskGynYDsa9UAVDRIAK+JGC03EMqHDkz2DS3QZBtKCwnlclYNSERDPTu62TkgoJh40C1vF8r+3DXclqhxKOsZHuDaMExwEdaVgzL74Nw5uKC8algBfpPb3uGmwZxpqGQiqsoHx4bXwG+4Lxy+q1k5qPeLfTXDAJJoiKnuYaN76EA+SQuH+TIivtdNA2FvuuHuPTcPKuiuHKhoWjgAIA4INoRwfYncM0RXDS0thIX5UABk2kHDdngxHDCsiAH0N8RpEPJ/OXraE+thBBGeA4uDHIcUK+IXdHiwDClshszCdbx50C0egGyHGbahx4moLBu0jENMmgGcf0BtHo5rhymXGalugPI4nfwGNmcwnWmYsR1CYAHbqRkPoRwCl9tA5jvHQcz6BLMb/DyGH7Jhx3wIAXMUwGf+PgyAJwEIrRY+YDs7OzoOdC6EnNtAaTGgoNNkKAGsB02dAHSgxXoowQCoU2M0FAAAFrBAiengSWeKUgiL9rSkJ93rLks3nLi+g6avFQDw3oEEATiYm31NHQtEmw0vaIABDsbkMnzaAqHuAwuyt2pWN9sMxV2DPHt1LWz44QEH87Eafl3rYbuhAweT7Rl0zes+qAAAAyDBod3thhSC234uaLS0qaMAPPfBAteyeBr4zRwBvHsNur2WqLOAbW0bvNblRkMFGtCAARiA5f4mgwLw+O0wPGDcADjsxHNOCIAz5w0cR0Cys1rrmpcB39fSNx4Ofq0BAPoNJDgYAI7chRb+qGAECDDAuKMsBhMgQOQfE8C2/zACADT0zMzhuhx2DYCYQzHjJ79Wdtd+LRWDoQFStzYYTpDta+EW0UbvgwmevYYCCIDqbog6AAJvBp8reQ9MZw5T46B45iCeC1RsOkYFcK2Pu1fqoA+96O0OB43v0PR1GMCs1VD2s0O+42iNA9tJDwYTXEvtkfg6czwPhvidRw26F73wRx+F4A//+HVvwwmW/VvCoxgAQseD4i/vhQpQR+kaZc7Yx+D76aih++SKAvhl5AXjIx/5tN8C6u2gArevPf1geMGu93sGTeud+1B5vBnGjxbx598L/KckV2B+5zd88DcFBFiAoXeAXUD+AtT3BSjAc26AAswXBgEoIN/3f1BwgRUCgBpYBRzYFxbYFPqHBQmogKDHgFBgAdinBSeIggejgkoQgm6SgSTofzfYBTRYgjh4FDyoBSH4gyD4gU7wgjBIHTK4g1ughElGhE3AhFwAhVQghTqYg0vohExAhU+IhUNohWeghUsAhlcghk9AhlgQhFXohVuohmvog1fIhmRghkcgh1NAh2HIhUAIh1Zgh0TAh32Ih3UIiCOoh0ngh2UoiG1IFEJ4hoQ4hYhoBIYoBJE4g3oiHjbohhv4iFIwiUXAiU6AhlGoiX/YiEjgiXNYiVFxiTJyMNzSg9Tye2mIiV0oix5Ii1n+EImTaIqQyC19E35N6Crr4orB0oqxuIrXQoyzqIiDqIyhSIq76IzPaIt7yIvB+IvDSCsCmInJYonFSC6zQn7TKCQTAotfUB/m2I03sYinCI2dKIqJGCzViAb2oiwdqI3zwo3NeI292H/hqDDkWIvp4n35aIwLI5CHyI6jSC5SJyRvCIz4+IWlEo+faCoMiY7eYi9jGJDVoY79CI8V2ZAJI5HvuCf34ov2mDD7mI232CYYaY0kKZJZGJEfCZLeiI0q6Yj6+I31WI4UmYoDWZM2uZMTWS0II4LCKCv0WIN5KB7H6JPySJQPOZKkApOM2CQFCY7JiJQlsoweGZVVqY/+LXmQOZmSRnmSQKmTZfmVKEmWabl/6dIdHNmOVlmUGGiRhIKWQhmIY+mVNKmVYbmU10iVlLiXG7mJGvmPGUktcKmKZ8mWSimWjfmXgLmWi9mRWtkjXAmUkqmWCnmV/AiZl4mMoBmabBmXQ9mZ7OGZjwmRBsOXg0mZrmmZoVmZWYkvscmZBLmZiQmWt7mOazmTp/mbhTmZF8OYSrKQvRmNaHEjTWmSfXmRyXmHrzicPJmTtEmcs+mUwUma0SmXY0mduEkTpvmT6XiU4gmQuUmXeWmYUImY5HmXeLmaK6mY2imVSYmVoxkv17mbzPiUCCmJ7pifMTGepcgtqrmez6n+LqlZlARqn0Gim68pnO4Zk61Zn7J5ni5ZnGZZnnaJIfypodXZn9gpIMhpodJZoQYpoAp6oAiKk9IYhwH6A7pYoP/pmyLaobeBozm6oajZnQl5oxc6oMaJoSqqNegJoi4KpAlqpO8ppDzqpE/qoSMKpaz5ohGKpFMqpbVJpEfKpfNppYUYozIqpmFao1+qpFfKoU2qpUmKpWu6o0vKpEUKp3O6HnFKp25ZozNqo25qnlSqo/oBqIEapXJap4N6pn2Kf3pKpieKpoZaE5nppeH5pxQKpmVqqX7KpnmKqcqZqEGqqezJqVsKqh+qpttpqqcqqaNKqooqqj/qqataqHrL6aqzCqu1aqudiqoOKqtWwHlHKHyut6mOSqO0+qhb+am8eqeHmqXJmqaq2qi42gu4yKjOSqmZ2qyI+qyxiqeVOqzE6q3M4Ku/GnrBygTiOq5SV66TyqrGipm9Z6bQqqvxqq2XCq6v4xHniq71Vqr0yq/s2qbyWq3/+q3Req8G2wb5qq8dFwYJq6/qiqzcOq/WugQN67AHe7EYewgVi64PW68Fm7EgG7IiOwYbO64dO7Iom7Iqu7Is27Iu+7IwG7MyO7M0W7M2e7O9EAQAOw==)  
   Les sous-arbres *A*, *B*, *C* et *D* ont les propriétés suivantes :
   * tous les nœuds du sous arbre *A* ont une valeur inférieure à *v1*.
   * tous les nœuds du sous arbre *B* ont une valeur supérieure ou égale à *v1* et inférieure à *v2*, pour les nœuds 3 ou 4.
   * tous les nœuds du sous arbre *C*ont une valeur supérieure ou égale à *v2* et inférieure à *v3*, pour les nœuds 4.
   * tous les nœuds du sous arbre *D* ont une valeur supérieure ou égale à *v3*.
2. tous les nœuds feuilles sont à la même profondeur.

Exemple d'arbre 2-3-4 obtenu par l'ajout des nombres de la séquence 10, 5, 8, 7, 15, 20, 12, 9, 13 : ![exemple](data:image/gif;base64,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)

2 Propriété.

La hauteur *h* de l'arbre 2-3-4 qui contient *n* valeurs est telle que :  *log4(n+1) ≤ h ≤ log2(n+1)*.

En effet :

* si tous les nœuds ont 2 fils, on a la hauteur maximum :  *log2(n+1)*
* si tous les nœuds ont 4 fils, on a la hauteur minimum :  *log4(n+1)*

3 Ajout.

L'insertion *top-down* se comporte de la façon suivante :

Quand on descend dans l'arbre vers un nœud 4, celui-ci est éclaté avant d'y parvenir. Ainsi, ont est certain de ne jamais ajouter une nouvelle valeur dans un nœud 4.

1. Si le nœud 4 est la racine il est éclaté de la façon suivante :  
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2. Si le nœud 4 n'est pas la racine il est le fils d'un nœud 2 ou d'un nœud 3 (il ne peut pas être le fils d'un nœud 4 car celui-ci aura été éclaté lors de la descente) :
   * il est le fils d'un nœud 2 :   
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   * il est le fils d'un nœud 3 :   
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Dans ces deux cas la hauteur de l'arbre n'est pas augmentée. Les transformations sont identiques si le nœud 4 à éclater est en position *E* ou *F*.

L'insertion conserve la propriété «toutes les feuilles sont à la même profondeur» : le seul moment où la hauteur de l'arbre augment, est lors de l"éclatement de la racine. Cet éclatement augmente les profondeurs de toutes les feuilles de 1.

4 Suppression.

Lors de la descente dans l'arbre, vers l'élément à supprimer, on fait les tranformations qu'il faut pour que le nœud où on arrive soit un nœud 3 ou un nœud 4 (sauf pour la racine).

1. J'ai un frère immédiat gauche ou droite qui est un nœud 3 ou un nœud 4 :   
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   Le principe est le même si c'est un frère à gauche.
2. Sinon, j'ai un frère immédiat gauche ou droite qui est un nœud 2 :
   * Mon père est un nœud 2 : c'est la racine :  
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   * Mon père est un nœud 3 ou 4 :   
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Quand on arrive sur un nœud qui contient l'élément à supprimer :

* le nœud est une feuille, il suffit de supprimer l'élément.
* le nœud n'est pas une feuille :
  + les deux descendants droite et gauche ont 1 élément, on fusionne ces deux descendants et on supprime l'élément.  
    ![exemple](data:image/gif;base64,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)devient![exemple](data:image/gif;base64,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)
  + un des deux descendants a plus d'un élément, on remplace l'élément à supprimer par le succcesseur immédiat (ou le prédécesseur immédiat) de l'élément à supprimer.

***TreeSet***

Les données stockées dans un *TreeSet* sont représentées dans un [*TreeMap*,](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/TreeMap.html) ou suivant le constructeur plus généralement dans un *SortedMap*.  
Un *TreeMap* est un [arbre binaire](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires.html) [équilibré](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresAVL.html) par la technique [rouge-noir](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresRougeNoir.html).

**public** **class** TreeSet<E> **extends** AbstractSet<E>

**implements** SortedSet<E>, Cloneable, java.io.Serializable {

**private** **transient** SortedMap<E,Object> m; */// L'arbre binaire des données*

**private** **transient** Set<E> keySet; *// La vue clé de cet arbre binaire*

*// valeur "bidon" associée à un objet stocké dans le TreeMap*

**private** **static** **final** Object PRESENT = **new** Object();

...

1 Les constructeurs :

**private** TreeSet(SortedMap<E,Object> m) {

**this**.m = m;

keySet = m.keySet();

}

**public** TreeSet() {

**this**(**new** TreeMap<E,Object>());

}

**public** TreeSet(Comparator<? **super** E> c) {

**this**(**new** TreeMap<E,Object>(c));

}

**public** TreeSet(Collection<? **extends** E> c) {

**this**();

addAll(c);

}

**public** TreeSet(SortedSet<E> s) {

**this**(s.comparator());

addAll(s);

}

2 Les méthodes :

Les méthodes se résument toutes à un appel de la méthode correspondante de la classe *TreeMap*. Exemples :

* la méthode *add* ajoute un couple *(o,PRESENT)*, elle utilise la méthode *put* de *TreeMap*, qui retourne *null* si l'objet était absent du *TreeMap* avant ajout.
* **public** **boolean** add(E o) {
* **return** m.put(o, PRESENT)==**null**;

}

* la méthode *remove* enlève un couple *(o, PRESENT)*, elle utilise la méthode *remove* de *TreeMap*, qui retourne la valeur associée à la clé *o*, si celle-ci était présente dans le *TreeMap*, et *null* sinon.
* **public** **boolean** remove(Object o) {
* **return** m.remove(o)==PRESENT;<

}

* la méthode *clear* vide le *TreeSet.*
* **public** **void** clear() {
* m.clear();

}

* les méthodes *subSet, headSet* et *tailSet* :

|  |  |
| --- | --- |
| **public** SortedSet<E> subSet(E fromElement, E toElement) {  **return new** TreeSet<E>(m.subMap(fromElement, toElement));  } | Retourne l'ensemble des éléments supérieurs ou égaux à *fromElement* et inférieurs strictement à *toElement*. |
| **public** SortedSet<E> headSet( E toElement) {  **return** **new** TreeSet<E>(m.subMap(fromElement, toElement));  } | Retourne l'ensemble des éléments strictement inférieurs à *toElement.* |
| **public** SortedSet<E> tailSet(E fromElement) {  **return** **new** TreeSet<E>(m.tailMap(fromElement));  } | Retourne l'ensemble des éléments supérieurs ou égaux à *fromElement.* |

* les méthodes *first*et*last* :

**public** E first() {

**return** m.firstKey();

}

**public** E last() {

**return** m.lastKey();

}

* la méthode *contains* :
* **public** **boolean** contains(Object o) {
* **return** m.containsKey(o);

}

***TreeMap***

Le conteneur *TreeMap* permet de stocker des couples (clé, valeur), dans une structure d’[arbre binaire](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresBinaires.htm) [équilibré](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresAVL.htm) [rouge-noir](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/CoursJava/arbresRougeNoir.htm). Cette classe garantit que la collection *Map* sera triée selon un ordre croissant, conformément à l'ordre naturel des clés ou à l'aide d'un comparateur fourni au moment de la création de l'objet *TreeMap*.

**public** **class** TreeMap<K,V>**extends** AbstractMap<K,V>

**implements** SortedMap<K,V>, Cloneable, java.io.Serializable {

**private** **transient** Comparator<? **super** K> comparator = **null**;

**private** **transient** Entry<K,V> root = **null**;

1 Les constructeurs :

**public** TreeMap() {

}

**public** TreeMap(Comparator<? super K> c) {

**this**.comparator = c;

}

**public** TreeMap(Map<? **extends** K, ? **extends** V> m) {

putAll(m);

}

Pour construire un *TreeMap* à partir d'un autre *TreeMap*, on peut s'y prendre comme précédemment, mais ceci va occasionner des restructurations de l'arbre au fur et à mesure des ajouts : la méthode *buildFromSorted*est faite pour éviter toutes ces restructurations :

**public** TreeMap(SortedMap<K, ? **extends** V> m) {

comparator = m.comparator();

**try**{

buildFromSorted(m.size(), m.entrySet().iterator(),**null**, **null**);

} **catch** (java.io.IOException cannotHappen) {

} **catch** (ClassNotFoundException cannotHappen) {

}

}

2 Les méthodes :

Les interrogations :

|  |  |
| --- | --- |
| **int** size() | Retourne le nombre de couples (clé, valeur) contenus dans ce *TreeMap*. |
| Comparator<? **super** K> comparator() | Retourne le Comparator utilisé par le *TreeMap*, ou null si le *TreeMap* n'utilise pas de *Comparator*. |
| **boolean** containsKey(Object cle) | Retourne *true* si le *TreeMap* contient la clé *cle*. |
| **boolean** containsValue(Object valeur) | Retourne *true* si le *TreeMap* contient la valeur *valeur*. |
| V get(Object cle) | Retourne la valeur associée à la clé *cle*. |
| K firstKey() | Retourne la première clé du *TreeSet*(la plus petite). Lève une exception *NoSuchElementException* si le TreeMap est vide. |
| K lastKey() | Retourne la dernière clé du *TreeSet*(la plus grande). Lève une exception *NoSuchElementException* si le *TreeMap* est vide. |

Les modifications :

|  |  |
| --- | --- |
| **void** clear() | Supprime tous les couples (clés, valeur) du *TreeMap*. |
| V put (K cle, V valeur) | Range un nouveau couple (clé, valeur) dans le *TreeMap*,  et retourne :   * l'ancienne valeur si la clé était déjà présente. * *null* si la clé n'était pas présente. |
| **void** putAll( Map<? **extends** K, ? **extends** V> map) | Ajoute tous les élément de map au TreeMap. |
| V  remove(Object cle) | Enlève le couple (clé, valeur) associée  à cle, et retourne :   * la valeur si le couple existe dans le *TreeMap*. * *null*si le couple n'existe pas dans le *TreeMap.* |

Les vues sur un *TreeMap* :

|  |  |
| --- | --- |
| Set <Map.Entry<K ,V >>entrySet() | Retourne l'ensemble des couples (clé, valeur) sous forme de *Set*. Permet  d'obtenir un iterateur sur le *TreeMap*. Un modification du *TreeMap* entraîne une modification du *Set* et vice versa.   Les opérations *add* et *addAll* ne sont pas autorisées pour  le *Set.* |
| Set<K> keySet() | Retourne une vue Set du *TreeMap*. Un modification du *TreeMap* entraîne une modification du *Set* et vice versa.   Les opérations *add* et *addAll* ne sont pas autorisées pour  le *Set.* |
| Collection<V> values() | Retourne une vue *Collection*  de ce *TreeMap*. Une modification du TreeMap entraîne une modification de la *Collection*, et vice versa.  Les opérations *add* et *addAll* ne sont pas autorisées pour  la *Collection*. |

Les sous *TreeMap* :

|  |  |
| --- | --- |
| SortedMap<K,V>headMap(K  jusqua) | Retourne un *TreeMap contenant tous les couples (clé, valeur) jusqu'à la clé jusqua exclue.* |
| SortedMap<K,V> subMap(K cleDepuis, K cleJusqua) | Retourne un *TreeMap* contenant tous les couples (clé, valeur) depuis la clé cleDepuis incluse, jusqu'à la clé *cleJusqua* exclue. |
| SortedMap<K,V> tailMap(K cleDepuis) | Retourne un *TreeMap* contenant tous les couples (clé, valeur) depuis la clé *cleDepuis* incluse. |

Pour créer une vue *Collection*sur le *TreeMap*, on crée une classe locale, dérivée de *AbstractCollection*, qui définit *iterator*, *size*, *contains*, *remove*, et *clear*. La *Collection* n'est pas fabriquée, elle est représentée dans le *TreeMap*,et ce qui est retourné est simplement une vue.

**public** Collection<V> values() {

**if** (values == **null**) {

values = **new** AbstractCollection<V>() {

**public** Iterator<V> iterator() {

**return** **new** ValueIterator();

}

**public** **int** size() {

**return** TreeMap.**this**.size();

}

**public** **boolean** contains(Object o) {

**for** (Entry<K,V> e = firstEntry(); e != **null**; e = successor(e))

**if** (valEquals(e.getValue(), o)) **return** **true**;

**return** **false**;

}

**public** **boolean** remove(Object o) {

**for** (Entry<K,V> e = firstEntry(); e != **null**; e = successor(e)) {

**if** (valEquals(e.getValue(), o)) {

deleteEntry(e);

**return** true;

}

}

**return** **false**;

}

**public** **void** clear() {

TreeMap.**this**.clear();

}

};

}

**return** values;

}

***Table de Hachage***

|  |
| --- |
| **Sommaire**   1. [Table à adressage direct](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/TableDeHachage.html#tableAD) 2. [Table de hachage](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/TableDeHachage.html#tableH)    1. [Résolution des collisions par chaînage](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/TableDeHachage.html#resolutionC)    2. [Analyse](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/TableDeHachage.html#analyse) 3. [Programmation](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/TableDeHachage.html#programmation)    1. [Recherche](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/TableDeHachage.html#recherche)    2. [La méthode *put*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/TableDeHachage.html#put)    3. [La méthode *remove*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/TableDeHachage.html#remove) |

1 Table à adressage direct

 Soit *U* l’univers des clés, si sa taille *n* est suffisamment petite, on peut  représenter les clés dans un tableau de *n* éléments.
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Les méthodes d'ajout, de recherche et de suppression sont alors extrêmement simples :

Object chercher( Object cle){ **return** t[cle] ;}

**void** ajout( Object cle, Object valeur){

t[cle] = valeur;

}

Object suppression( Object cle){

Object o = t[cle] ;

t[cle] = **null**

**return** o;

}

2 Table de Hachage

En général,   l’univers des clés est très grand alors que le nombre de clés présentes dans le conteneur est petit par rapport au nombre de clés possibles. On utilise alors une *fonction de hachage*qui associe à une clé donnée un entier de *0* à *m*. on range alors la clé au rang *h(cle)*dans la table.
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Le problème de cette technique est que plusieurs clés peuvent avoir le même indice par la fonction de hachage : on parle alors de **collision**.

*2.1 Résolution des collisions par chaînage.*

Chaque élément du tableau est une référence à une liste chaînée des entrées dont les clés ont même valeur par application de la fonction de hachage.   
On définit alors le **facteur de remplissage** **α** comme étant le rapport de *n* nombre d’éléments présents dans la table hachée sur *m* taille de la table hachée.

*2.2 Analyse de la table hachée avec chaînage*

Dans le pire des cas : toutes les clés se retrouvent dans le même élément du tableau, alors le comportement est le même que pour une liste chaînée.  
Une recherche qui échoue prend un temps de l’ordre de 1+**α**. Il faut parcourir une des *m* listes jusqu’à la fin, or ces listes ont une taille moyenne égale à **α** est donc de l’ordre de 1+**α**.  
Une recherche qui réussit prend un temps de l’ordre de 1+**α**.  
Si la taille de la table est proportionnelle au nombre d’éléments présent dans la table, alors les opérations d’ajout, de recherche ou de suppression se font en temps constant.

3 Programmation

Pour représenter la liste chaînée, nous définissons la classe *Entree*

**class** Entree<K, V> {

**int** hash;

K cle;

V valeur;

Entree<K, V> suivant;

**public** Entree(**int** hash, K cle, V valeur, Entree<K, V> suivant){

**this**.hash = hash;

**this**.cle = cle;

**this**.valeur = valeur;

**this**.suivant = suivant;

}

**protected** Object clone() {

**return** **new** Entree<K,V>(hash, cle, valeur, (Entree<K,V>)(suivant==**null** ? **null** : suivant.clone()));

}

**public** K getKey() {

**return** cle;

}

**public** V getValue() {

**return** valeur;

}

**public** V setValue(V valeur) {

V aValeur = **this**.valeur;

**this**.valeur = valeur;

**return** aValeur;

}

**public** **boolean** equals(Object o) {

*// retourne true si les clés et les valeurs sont égales.*

**if** (!(o **instanceof** Entree)) **return** **false**;

Entree<K,V> e = (Entree)o;

**if**(cle == e.getKey() || (cle!=**null** && cle.equals(e.getKey())))

**if** (valeur == **null**) **return** e.getValue() == **null**

**else** **return** valeur.equals(e.getValue());

**else** **return** **false**;

}

**public** **int** hashCode() {

**return** hash ^ (valeur==**null** ? 0 : valeur.hashCode());

}

**public** String toString() {

**return** cle+"="+valeur;

}

}

La Classe *TableHachee* est alors définie de la façon suivante :

**public** **class** TableHachee<K,V> {

**private** Entree<K,V> table[];

**private** **int** nbEntrees; *// le nombre d’entrées présentes*

**private** **int** seuil; *// le seuil (en nombre d'entrées) à partir duquel*

*// on va augmenter la taille de la table*

**private** **float** facteurDeCharge; *// le facteur de charge qui sert*

*// à déterminer le seuil*

Les constructeurs :

**public** TableHachee(**int** capaciteInitiale, **float** facteurDeCharge) {

**if** (capaciteInitiale < 0)

**throw** **new** IllegalArgumentException( "Capacité initiale Illegale : "+ capaciteInitiale);

**if** (facteurDeCharge <= 0 || Float.isNaN(facteurDeCharge))

**throw** **new** IllegalArgumentException( "Facteur de charge Illegal : "+ facteurDeCharge);

**if** (capaciteInitiale==0)capaciteInitiale = 1;

**this**.facteurDeCharge = facteurDeCharge;

table = (Entree<K,V>[])**new** Entree [capaciteInitiale];

seuil = (**int**)(capaciteInitiale \* facteurDeCharge);

}

**public** TableHachee(**int** capaciteInitiale) {

**this**(capaciteInitiale, 0.75f);

}

**public** TableHachee() {

**this**(16, 0.75f);

}

Quelques méthodes simples

**public** **int** size() {**return** nbEntrees;}

**public** boolean isEmpty() { nbEntrees == 0;}

**public** **int** capacity() {**return** table.length;}

**public** **float** loadFactor() {**return** facteurDeCharge;}

*3.1 Recherche*

Recherche par valeur : dans ce cas il n’y a pas d’autre solution que faire un parcours de toute la table jusqu’à trouver ce qu’on cherche.

**public** **boolean** containsValue(Object valeur) {

Entree<K,V> tab[] = table;

**if** (valeur==**null**) {

**for** (**int** i = tab.length ; i-- > 0 ;)

**for** (Entree<K,V> e = tab[i] ; e != **null** ; e = e.suivant)

**if** (e.valeur==**null**) **return** **true**;

}**else**{

**for** (**int** i = tab.length ; i-- > 0 ;)

**for** (Entree<K,V> e = tab[i] ; e != **null** ; e = e.suivant)

**if** (valeur.equals(e.valeur)) **return** **true**;

}

**return** **false**;

}

Recherche par clé : la méthode de hachage des clés permet d’obtenir l’indice de la liste des entrées ayant même valeur de hachage :  la clé *null* est rangée dans l’élément de rang 0 de la table.

**boolean** containsKey(K cle) {

Entree<K,V> tab[] = table;

**if** (cle != **null**) {

**int** hash = cle.hashCode();

**int** index = (hash & 0x7FFFFFFF) % tab.length;

**for** ( Entree<K,V> e = tab[index]; e != **null**; e = e.suivant)

**if** (e.hash==hash && cle.equals(e.cle)) **return** **true**;

}**else**{

**for** (Entree<K,V> e = tab[0]; e != **null**; e = e.suivant)

**if** (e.cle==**null**)**return** **true**;

}

**return** **false**;

}

**public** V get(K cle) {

Entree<K,V> tab[] = table;

**if** (cle != **null**) {

**int** hash = cle.hashCode();

**int** index = (hash & 0x7FFFFFFF) % tab.length;

**for** ( Entree<K,V> e = tab[index]; e != **null**; e = e.suivant)

**if** ((e.hash == hash) && cle.equals(e.cle))**return** e.valeur;

}**else**{

**for** (Entree<K,V> e = tab[0]; e != **null**; e = e.suivant)

**if** (e.cle==**null**) **return** e.valeur;

}

**return** **null**;

}

*3.2 La méthode put*

La méthode *put* a l’effet suivant :

* Si la clé est présente : la méthode *put* change la valeur associée à la clé quand celle-ci est présente et retourne l’ancienne valeur qui était associée à la clé.
* Si la clé est absente : la méthode *put* ajoute une nouvelle entrée, et retourne *null*.

**public** V put(K cle, V valeur) {

Entree<K,V> tab[] = table;

**int** hash = 0;

**int** index = 0;

**if** (cle != null) {

hash = cle.hashCode();

index = (hash & 0x7FFFFFFF) % tab.length;

**for** (Entree<K,V> e = tab[index]; e != **null** ; e=e.suivant){

**if** ((e.hash == hash) && cle.equals(e.cle)) {

V aValeur = e.valeur;

e.valeur = valeur;

**return** aValeur;

}

}

}**else**{

**for** (Entree<K,V> e = tab[0] ; e != **null**; e = e.suivant) {

**if** (e.cle == **null**) {

V aValeur = e.valeur;

e.valeur = valeur;

**return** aValeur;

}

}

}

*// la clé n’a pas été trouvée dans la table*

**if** (nbEntrees >= seuil) {

*// Rehash la table si le seuil est dépassé*

rehash();

tab = table;

index = (hash & 0x7FFFFFFF) % tab.length;

}

*// Création de la nouvelle entrée*

tab[index] = **new** Entree(hash, cle, valeur, tab[index]);

nbEntrees++;

**return** **null**;

}

La méthode *rehash* agrandit  la table de façon que le nombre d’éléments ne dépasse pas le seuil :

**private** **void** rehash() {

**int** aCapacite = table.length;

Entree<K,V> aTab[] = table;

**int** nCapacite = aCapacite \* 2 + 1;

Entree<K,V> nTab[] = (Entree<K,V>[])**new** Entree[nCapacite];

seuil = (**int**)( nCapacite \* facteurDeCharge);

table = nTab;

**for** (**int** i = aCapacite; i-- > 0 ;) {

**for** (Entree<K,V> a = aTab [i] ; a != **null** ; ) {

Entree<K,V> e = a;

a = a.suivant;

**int** index = (e.hash & 0x7FFFFFFF) % nCapacite;

e.suivant = nTab [index];

nTab [index] = e;

}

}

}

*3.3 méthode remove*

La suppression d’une clé dans la table :

**public** V remove(K cle) {

Entree<K,V> tab[] = table;

**if** (cle != **null**) {

**int** hash = cle.hashCode();

**int** index = (hash & 0x7FFFFFFF) % tab.length;

**for** (Entree<K,V> e = tab[index], prec = **null**;

e != null; prec = e, e = e.suivant) {

**if** ((e.hash == hash) && cle.equals(e.cle)) {

**if** (prec != **null**)prec.suivant = e.suivant;

**else** tab[index] = e.suivant;

nbEntrees--;

V aValeur = e.valeur;

e.valeur = **null**;

**return** aValeur;

}

}

}**else**{

**for** (Entree<K,V> e = tab[0], prec = **null**;

e != null; prev = e, e = e.suivant) {

**if** (e.cle == **null**) {

**if** (prec != **null**) recv.suivant = e.suivant;

**else** tab[0] = e.suivant;

nbEntrees--;

V aValeur = e.valeur;

e.valeur = **null;**

**return** aValeur;

}

}

}

*// la clé n’a pas été trouvée*

**return** **null**;

}

Suppression de toutes les clés dans la table :

**public** **void** clear() {

Entree<K,V> tab[] = table;

**for** (**int** index = tab.length; --index >= 0; )

tab[index] = **null**;

nbEntrees = 0;

}

Clonage d’une table hachée : ni les clés, ni lesvaleurs stockées ne sont clonées :

**public** Object clone() {

**try** {

TableHachee t = (TableHachee)super.clone();

t.table = **new** Entree[table.length];

**for** (**int** i = table.length ; i-- > 0 ; ) {

t.table[i] = (table[i] != **null**)? (Entree)table[i].clone() : **null**;

}

**return** t;

} **catch** (CloneNotSupportedException e) {

*// ça ne devrait pas arriver : la table est cloneable*

**throw** **new** InternalError();

}

}

# *HashMap*

Cette classe dérive de la classe [*AbstractMap*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/AbstractMap.html), et implémente l'interface *Map*, en utilisant une [table hachée](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/TableDeHachage.html). Les valeurs ou les clés peuvent être *null*. Il n'y a aucun ordre garanti sur les éléments stockés dans le *HasMap*, et de plus l'ordre des éléments n'est pas forcément le même à deux instants différents.  
Les opérations *get* *et put* sont en temps constant. La capacité est le nombre de listes. Le *load factor*(0.75 par défaut) est  la limite de remplissage de la table à partir de laquelle la table est automatiquement agrandie.

1 Constructeurs :

|  |  |
| --- | --- |
| HashMap() | Crée une *HashMap* de capacité initiale 16 et de loadFactor 0.75. |
| HashMap( **int** capaciteInitiale) | Crée une *HashMap* de capacité initiale *capaciteInitiale*et de loadFactor 0.75. |
| HashMap( **int** capaciteInitiale, **float** loadFactor) | Crée une *HashMap* de capacité initiale *capaciteInitiale*et et de loadFactor *loadFactor.* |
| HashMap(Map<? **extends** K, ? **extends** V> m) | Crée une *HashMap* contenant tous les élément de la *Map m*. |

1 Méthodes :

|  |  |
| --- | --- |
| **void** clear() | Supprime toutes les entrées de la table. |
| **boolean** containsKey(Object cle) | Retourne *true* si la clé *cle* est dans la table et *false* sinon. |
| **boolean** containsValue(Object valeur) | Retourne *true* si la valeur *valeur*est dans la table et *false* sinon. |
| Set<Map.entry<K, V>> entrySet() | Retourne une vue *Set* de la table Hachée. |
| V get(Object cle) | Retourne la valeur associée à la clé *cle* si cette clé existe dans la table, et *null* sinon. |
| **boolean** isEmpty() | Retourne *true* si la table hachée est vide et *false* sinon. |
| Set<K>keySet() | Retourne une vue *Set* sur le clés de la table hachée. |
| V put(K cle, V valeur) | Associe la *cle* et la *valeur* dans la table hachée. Si la clé était déjà présente, la valeur est remplacée. Retourne *null* si la clé n'était pas déjà présente dans la table hachée, et l'ancienne valeur associée à la clé sinon. |
| **void** putAll(Map<? extends K, ? extends V> m) | Ajoute (*put) à la table hachée tous les couples (cle, valeur) contenus dans le Map m.* |
| V remove(Object cle) | Enlève de la table hachée l'entrée associée à *cle*, et retourne la *valeur* associée à *cle* si la clé est présente dans la table hachée, et *null* sinon. |
| **int** size() | Retourne le nombre d'entrées de la table hachée. |
| Collection<V>values() | Retourne une vue Collection de l'ensemble des valeurs de la table hachée. |

# *HashSet*

Cette classe implémente l'interface *Set*, en utilisant une [table hachée](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/TableDeHachage.html). Un *HashSet* est implanté comme une [*HashMap*](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/HashMap.html), dont les clés sont les éléments du *hashSet* et les valeurs sont toutes une même valeur *PRESENT*.  
Les opérations *get* et *put* sont en temps constant.   
La capacité est le nombre de listes. Le *load factor* (0.75 par défaut) est  la limite de remplissage de la table à partir de laquelle la table est automatiquement agrandie.

1 Constructeurs :

|  |  |
| --- | --- |
| HashSet() | Crée une *HashSet* de capacité initiale 16 et de loadFactor 0.75. |
| HashSet( **int** capaciteInitiale) | Crée une *HashSet* de capacité initiale *capaciteInitiale*et de loadFactor 0.75. |
| HashSet( **int** capaciteInitiale, **float** loadFactor) | Crée une *HashSet* de capacité initiale *capaciteInitiale*et et de loadFactor *loadFactor.* |
| HashSet(Collection<? **extends E> c)** | Crée une *HashSet* contenant tous les élément de la *Collection c*. |

2 Méthodes :

|  |  |
| --- | --- |
| **void** clear() | Supprime tous les élément du *Set*. |
| **boolean** add(E o) | Ajoute *o* dans le *Set* et  retourne *true* si *o* a été effectivement ajouté et *false* sinon (*o* était déjà présent dans le *Set*) |
| **boolean** contains(Object o) | Retourne *true* si l'objet *o* est dans le *Set* et *false* sinon. |
| **boolean** isEmpty() | Retourne *true* si le *Set* est vide et *false* sinon. |
| **boolean** remove(Object o) | Enlève du *Set* l'objet *o* et retourne *true*, retourne *false*si *o* n'est pas dans le *Set*. |
| **int** size() | Retourne le nombre d'éléments du *Set*. |
| Iterator<E> iterator() | Retourne un itérateur sur les éléments du *Set*. |

3 Définition de quelques méthodes :

**public** **class** HashSet<E> **extends** AbstractSet<E> **implements** Set<E>{

**private** **transient** HashMap<E,Object> map;

// valeur bidon

**private** **static** **final** Object PRESENT = **new** Object();

**public** HashSet(**int** initialCapacity, **float** loadFactor) {

map = **new** HashMap<E,Object>(initialCapacity, loadFactor);

}

**public** **boolean** add(E o) {

**return** map.put(o, PRESENT)==**null**;

}

**public** **boolean** remove(Object o) {

**return** map.remove(o)==PRESENT;

}

. . .

# *Comparaison des performances HashSet-TreeSet*

La classe *HashMap* a des temps d'ajout et de recherche légèrement meilleurs que la classe *TreeSet*, pour des objets qui n'ont pas besoin d'être *Comparable*. En revanche la classe *TreeSet* maintient des objets ordonnés.  
[Application de Test](http://imss-www.upmf-grenoble.fr/prevert/Prog/Java/Conteneurs/testHashTree.jnlp).

***Collections***

Cette classe contient des méthodes statiques permettant de manipuler des collections :

* Recherche, recherche dichotomique
* Tris
* Remplissage
* Egalité

Ces méthodes lèvent toutes une *NullPointerException*, si la ou les collections en paramètre ont valeur *null*.

![1](data:image/gif;base64,R0lGODlhFAAUAOMLAP8AAP9NTf98fP+amv+np/+ysv+9vf/Hx+fn5+7u7vf39////////////////////yH5BAEKAA8ALAEAAAATABMAAART8MlJq30kiHtNACBXCWApUgUwmJSSJBz7uEgdh09S7zcgKQig7SKT8Ii4ydFSfCwrzefj8CkBAgfjcGLtahGVQtVq+J4mtB0ioTip36e0un0WRQAAOw==)Recherche et tris :

|  |  |
| --- | --- |
| **int** binarySearch(List<? **extends** Comparable<? **super** T>> liste, T cle)  **int** binarySearch(List<? **extends** T> liste, T cle, Comparator<? **super** T> c) | Recherche dichotomique de *cle* dans une liste, en utilisant *compareTo*, ou un *Comparator*. |
| T max(Collection<? **extends** T> coll)  T max(Collection <? **extends** T> coll, Comparator<? **super** T> comp) | Maximum des objets d'une collection, en utilisant le *compareTo* des objets ou le *Comparator*. |
| T min(Collection <? **extends** T> coll)  T min(Collection <? **extends** T> coll, Comparator<? **super**T> comp) | Minimum des objets d'une collection, en utilisant le *compareTo* des objets ou le *Comparator*. |
| **void** sort (List<T> liste)  **void** sort (List<T> liste, Comparator<? **super** T>) | Tri des éléments de la liste en utilisant la méthode *compareTo* des éléments. Ce tri est stable. La méthodes crée un tableau des éléments de la liste et trie ce tableau. |
| **int** indexOfSubList(List source, List target)  **int** lastIndexOfSubList(List source, List target) | Retourne l’indice de la première occurrence  de *source* dans *target* ( -1 si pas trouvé) |
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|  |  |
| --- | --- |
| **void** reverse(List<?> l) | Inverse l'ordre des éléments de la liste *l*. |
| **void** rotate( List<?> l, **int** distance) | Effectue une rotation sur les éléments de la liste *l*. l'élément d'indice *i* devient l'élément d'indice *(i+distance) % l.size()*. |
| **void** shuffle (List <?> l) | Permute de façon aléatoire les éléments de la liste. Le germe de la suite aléatoire est le germe par défaut.. |
| **void** shuffle (List <?> l, Random r) | Permute de façon aléatoire les éléments de la liste. Le  germe de la suite aléatoire *R*. |
| **void** swap(List<?> l, **int**i, **int** j) | Echange les éléments de la liste *l* d'indices *i*et *j*. |
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|  |  |
| --- | --- |
| Comparator<T> reverseOrder()  Comparator<T> reverseOrder(Comparator<T> comp) | Retourne un *Comparator* qui imposerait l'ordre inverse du *compareTo*, ou de *comp*. |
| **void** copy (List<? **super** T> dest, List<? **extends** T> source) | Copie tous les éléments de la liste *source*, vers la liste *dest*. La liste *dest* doit être au moins aussi longue que *source*. Si *dest* est plus long que *source*, les éléments supplémentaires sont inchangés. |
| **void** fill(List<? **super** T>l, T o) | Remplace tous les éléments de lal iste *l*par *o*. |
| **boolean** replaceAll(List<T> l, T aV, T nV) | Remplace, dans la liste *l*, toutes les occurrences de *aV*, par *nV*. Retourne *true* s'il y a eut au moins un remplacement, et *false* sinon. |
| **int** frequency(Collection<? >c, Object o) | Retourne le nombre d'occurrences de l'objet *o* dans la collection *c*. |
| List<T> nCopies(**int** n, T o) | Retourne une liste constituée de *n* fois l'objet *o*. La liste retournée est immuable,  et ne contient que des références au même objet *o*. |
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Les  différentes méthodes des classes collection ne sont pas synchronisées,  la classe *Collections* offre des méthodes permettant d'obtenir pour chaque classe une enveloppe synchronisée de la classe.

|  |  |
| --- | --- |
| Collection<T> synchronizedCollection(Collection<T> c) | Retourne une vue synchronisée de la collection *c*. Toutes les méthodes de la collection *c* sont synchronisées. Les classes synchronisées sont construites sur le schéma suivant :  SynchronizedX<E> **implements** X<E>, Serializable {  X<E> c; *// le X sous jacent*  Object mutex;  *// l'objet sur lequel synchroniser*  SynchronizedX(X<E> c) {<  **if** (c==**null**)  **throw** **new** NullPointerException();  **this**.c = c;  mutex = **this**;  }  **public** Type f() {  **synchronized**(mutex) { **return** c.f(); }  }  . . .  } |
| List<T> synchronizedList(List<T> l) |
| Map<T> synchronizedMap(Map<T> m) |
| Set<T> synchronizedSet(Set<T> s) |
| SortedMap<T> synchronizedSortedMap(SortedMap<T> s) |
| SortedSet<T> synchronizedSortedSet(SortedSet<T> s) |

![5](data:image/gif;base64,R0lGODlhFAAUAIQXAP8AAP9NTf9oaP98fP+MjP+amv+np/+9vf/Hx//Q0P/Z2efn5+7u7vDw8PLy8v/w8PX19fb29vj4+Pn5+fr6+vv7+/39/f///////////////////////////////////yH+FUNyZWF0ZWQgd2l0aCBUaGUgR0lNUAAh+QQBCgAfACwAAAAAFAAUAAAFgOAnjmRpDkCqpoVJrjDgjnEqJEuuvymp/zuRyiBIGYC5Bi8mWMyENcAh0shFSgZA4PD4IFIDoPL5USElZJXE8pnkHCMiKWHz5WiA1icRMNqdIgQ1AV0iFEkjD30rAQoQhgxWJA8GfQEGD0gLDGxPFpE/DBVkIhYRkQwRnaSsrSYhADs=)unmodifiable :

Les méthodes suivantes retourne une collection qui est non modifiable : c'est à dire que les opérations d'ajout et de suppression sont devenues interdites ; elles lèvent l'exception UnsupportedOperationException.

|  |  |
| --- | --- |
| unmodifiableCollection(Collection<? **extends** T>) | Retourne une vue non modifiable de la collection. |
| unmodifiableList(List<? **extends** T>) | Retourne une vue non modifiable de la liste. |
| unmodifiableMap(Map<? **extends** K, ? **extends** V>) | Retourne une vue non modifiable de la mapppe. |
| undunmodifiableSet(Set<? **extends** T>) | Retourne une vue non modifiable du set. |
| unmodifiableSortedMap(SortedMap<K, ? **extends** V>) | Retourne une vue non modifiable du sortedMap. |
| unmodifiableSortedSet(SortedSet<T>) | Retourne une vue non modifiable du sortedSet. |

La collection non modifiable et la collection d'origine, partagent la même représentation des données. Celà entraine que si on modifie ( ajout ou suppression) la collection d'origine, la collection non modifiable est modifiée !

List<String> lOrigine = **new** ArrayList<String>();

list.add("un");

Collection<String> nonModifiable = Collections.unmodifiableCollection(lOrigine);

lOrigine.add("deux");

System.out.print(nonModifiable);

Affiche **[un, deux]** à la console.

# *Exercices de programmation : nombres*

1. Pourquoi les expressions suivantes sont-elles illégales ?
2. ++i--
3. 12 = 11+1
4. 12 == 11+1 && 12
5. Parenthéser et évaluer les expressions suivantes.
6. **int** a, b, c ;
7. a = 1-+-1
8. a = a+++a ;
9. a = b = c ;
10. a = a>5 ? c : 10 ;
11. a = 7+3\*6/2-1 ;
12. a = 2%2+2\*2-2/2 ;
13. a = 3\*9\*(3+9\*3/3) ;
14. Quelle(s) expression(s) correspond(ent) à la formule mathématique y = ax3+7 ?
15. y = a\*x\*x\*x+7
16. y = a\*x\*x\*(x+7)
17. y = (a\*x)\*x\*(x+7)
18. y == a\*x\*x\*x+7
19. y == a\*x\*x\*x+7
20. y = a\*(x\*x\*x)+7
21. Quelle est la valeur de *a* après chacune des instructions suivantes ?
22. **short** a = 215 ;
23. a = a\*a\*a\*a ;
24. a += 10733022 ;
25. ++a
26. Quelles sont les valeurs de *a* et *b* après chacune des instructions suivantes ?
27. **int** a = 215, b = 150, c ;
28. c = a ;
29. a = b ;
30. b = c ;
31. Quelles sont les valeurs de *a* et *b* après chacune des instructions suivantes ?
32. **int** a = 215, b = 150 ;
33. a = a - b ;
34. b = a + b ;
35. a = b - a ;
36. La séquence suivante énumère 10 entiers aléatoires, compris entre 0 et 1000 (exclu) :
37. Random rd = **new** Random();
38. **for** (**int** i = 0; i<10; ++i){
39. **int** a = rd.nextInt(1000);
40. }

Dans la séquence suivante, remplacer la partie jaune par du code qui permet de calculer :

* + La somme des nombres.
  + Le produit des nombres.
  + Le maximum des nombres.

Random rd = **new** Random();

**int** res =                 ;

**for** (**int** i = 0; i<10; ++i){

**int** a = rd.nextInt(1000);

res =                 ;

}

1. Donner une expression qui est vraie si le nième bit d'un entier long est à 1 et fausse sinon.
2. Pour calculer la surface d’un triangle dont on connaît les longueurs des trois cotés ( *a*, *b* et *c*), on peut utiliser la formule de [Heron](http://fr.wikipedia.org/wiki/H%C3%A9ron_d'Alexandrie) :
3. p = (a+b+c)/2

s = sqrt(p\*(p-a)\*p-b)\*(p-c))

Ecrire deux définitions de méthode qui calculent la surface d’un triangle connaissant la longueur de ses trois cotés. Une méthode utilise des **double** et l’autre des **float** .  
Faire le test suivant :

System.out.println(heronD(12345678., 12345678., 1.));

System.out.println(heronF(12345678.F, 12345678.F, 1.F));

System.out.println(heronD(1234567., 1234567., 1.));

System.out.println(heronF(1234567.F, 1234567.F, 1.F));

Expliquer les résultats.

1. Ecrire une séquence d’instructions qui permet à l’ordinateur de deviner un nombre compris ente 1 et 16 choisi par l’utilisateur. L’ordinateur pose des questions du style « le nombre est-il <= à 7 », et l’utilisateur répond par « oui » ou « non ».
2. Définir les méthodes qui calculent :
   * La somme des *n* premiers entiers.
   * La somme des carrés de *n* premiers entiers.
   * La somme des cubes de *n* premiers entiers.
3. Un [nombre premier](http://fr.wikipedia.org/wiki/Nombre_premier) est un nombre qui n'est divisible que par 1 et par lui même. Ecrire la définition d'une méthode qui retourne ***true*** si le nombre *n* en paramètre est premier et ***false*** sinon.

Ecrire la définition d'une méthode qui retourne la somme des chiffres du nombre *n* écrit dans la base *b*. Exemple :

sommeChifres(63, 10) = 9

sommeChifres(63, 2) = 6

Un [nombre de Smith](http://fr.wikipedia.org/wiki/Nombre_de_Smith) est un nombre qui est tel que la somme de ses chiffres est égale à la somme des chiffres de tous ses facteurs premiers. Ecrire la définition d'une méthode qui retourne ***true*** si le nombre *n* en paramètre est un nombre de Smith et ***false*** sinon. Exemple :

estSmith(666, 10) = true

estSmith(666, 2) = false

estSmith(4937775, 10) = true

estSmith(4937775, 2) = true

|  |
| --- |
|  |

1. Pour calculer la racine carrée de *a*, l'algorithme de [Newton](http://fr.wikipedia.org/wiki/Isaac_Newton) ( aussi connu depuis l'antiquité sous le nom d'[algorithme de babylone](http://mathematiques.ac-bordeaux.fr/pedalyc/dosped/analyse/pb_1ts/alg_bab.htm) ou d'algorithme de [Héron d'alexandrie](http://fr.wikipedia.org/wiki/H%C3%A9ron_d%27Alexandrie)) énumère les éléments de la suite :
2. *x0 = a/2*
3. *xn+1 = 1/2×(xn+a/xn)*
   * Ecrire la définition d'une méthode qui calcule la racine carrée de *a* en calculant *n* termes de la suite.
   * Ecrire la définition d'une méthode qui calcule la racine carrée de *a* en s'arrêtant quand l'intervalle entre deux termes successifs de la suite est plus petit que un *ε* donné.
   * Ecrire la définition d'une méthode qui calcule la racine carrée d'un nombre en s'arrêtant quand l'intervalle entre deux termes successifs de la suite est plus petit que *10-n*. On utilisera la classe *BigDecimal*.

La méthode de [Halley](http://fr.wikipedia.org/wiki/It%C3%A9ration_de_Halley) pour calculer la racine carrée d'un nombre est la suivante :

*x0 = a/2*

*xn+1 = (xn×xn×xn+3×a×xn)/(3×xn×xn+a)*

La méthode de [HouseHolder](http://fr.wikipedia.org/wiki/It%C3%A9ration_de_Householder) pour calculer la racine carrée d'un nombre est la suivante :

*x0 = a/2*

*xn+1 = (3×xn×xn×xn×xn+6×a×xn×xn-a×a)/(8×xn×xn×xn)*

Ecrire la définition d'une méthode qui calcule la racine carrée d'un nombre en s'arrêtant quand l'intervalle entre deux termes successifs de la suite est plus petit que *10-n*. On utilisera la classe *BigDecimal*. Comparer les *vitesses* (nombre d'itérations nécessaires) des différentes méthodes.

1. Le [coefficient binomial](http://fr.wikipedia.org/wiki/Coefficient_binomial) est défini par ![(binom{n}{k})= {fact n} over {fact k fact(n-k)}](data:image/gif;base64,R0lGODlhaQApAOMLAAAAAGhoaIyMjJqamrKysr29vcfHx9nZ2eHh4enp6fDw8P///////////////////yH+FUNyZWF0ZWQgd2l0aCBUaGUgR0lNUAAh+QQBCgAPACwAAAAAaQApAAAE/vDJSau9OOvNu/9gKI5kaZ7WIaBs6z4FgLx0/cWzre+VASi8IAsAkBAliKJwaSo6JYkAczo6PpSPFdVqpVq4FAMTaLyaJWTveT0tUMATtxcLWGDFwUIaPlHIp3R3AAlBA28TWBNaaheEPAh/dHYVBTmMXpWIiIkSB3+XUwKWHAgrCQKoqamgNYserqxCsByzGES3uLm6u7y9vr4YtRorfgXGx8abv8vMzcsYA6MbCIYPCNfY2LEvBQcfnjxpNOIeCQQfBI42nzXsHdXvVZwqlOQlXX1/9BsHo/gTCLxVoSSDArwhFxbh4IBHk4WGIjgtROKuyYVMMAqG4HSCo480nRgRXgD34ONGGk5uWUsk6o2SfxxSdimFhGPMKyo7solCYdYTmxqeWNDC8yTQiJMquPL5Eoqqp2+SDlW0USqKnGF6VuDjAavSCRA7eNV5VEK0Q2VACK1A7R4bi2XuUOjm8IrVDXTYkCypVlNZsZvADppgri7MoIEppJPgQ91NI39POH5wUMfBydsy9HskMHOIsDRAex5NurTp06hRRwAAOw==) ou par :   
   ![(binom{n}{n})= (binom{n}{1})=1](data:image/gif;base64,R0lGODlhUAAiAOMKAAAAAIyMjJqamrKysr29vcfHx9nZ2eHh4enp6fDw8P///////////////////////yH+FUNyZWF0ZWQgd2l0aCBUaGUgR0lNUAAh+QQBCgAPACwAAAAAUAAiAAAE/vDJSau9OOvNu/9gKI5kaZ5oigGAxKrPG7dwllBtLt0j78ZAX21CqMhoj2JIOTlKmEOC0DlJQDlSHA1pHSExAmOzEgCFceNJGcT6Wg5QJEDxJRw8cLSLTryH3BV2ejMVBlcZgmmEE4YigBQBfh0HawgBl5iYEpF4lZmfFo9qIWscpR2nHqKbpB6pG68cqw+xGmtWBLm6uawft7vAoRoCkhwHZw8HysvLEsR4yMzSwogGH40dBNYd2GwaCAMfAwge4B7jfzJgH8gd7cNDEgbFGQfbHvPUE/bxEgUd/0IEdKHOX7+DGmYhXPiD4YotCh05zKAj4p+JDxvCsNiPSg2OGvHkhMQoZg9IVSQHFUzRJqXLlzBjypxJU0IEADs=)  
   ![(binom{n}{k})= (binom{n-1}{k})+(binom{n-1}{k-1})](data:image/gif;base64,R0lGODlhgwAiAOMLAAAAAE1NTYyMjJqamrKysr29vcfHx9nZ2eHh4enp6fDw8P///////////////////yH+FUNyZWF0ZWQgd2l0aCBUaGUgR0lNUAAh+QQBCgAPACwAAAAAgwAiAAAE/vDJSau9OOvNu/9gKI4YQJ6cia4sBbxt/KpxfdI2iud8t/ehX0oFkxGFqVyxCEJeFBOTdAIdVR9TpwZ3DXWzIm6m4CJSyCG0ZDlJCN5wuGWn/tSx5oc7Hp9X7hIFV2wUCoAaglF5YRWGIImKayM7jhUDLlEWAiCXmZKTmhgJF52eWKAVmxQIajQAC3QIHqymr1oZPwWyoRW0tbCMf7uBw64/B4cXurW3JUwSyBeqZ8Ona81zzw/REwLVGwibe3xv3d894dKa5zzp3SHTG/FAEvP1vPTv+h/2GP09qsYJCNDnwT8e8Q76e2CogMOHDvflM6gu1USJA9hhQNAJgcePux8nZLzIsSKFkRNLTihw4AM3DiwvvqRgL+bEmQkIfCAwqkPOizxNttE5MejJD6U6JAWydENTHk0PVNMmAUFLlxovUAV31YPUCls97LB6wQDYsiLMfsBGQS0It6aaaIO75aJWu35IsD2LF1PfuMGC4AnLQ8oMvIYJlwC1V4a1vlNQNQH219ZfLJQpCOTDV27jFocrK97w+VTpFZEhPw4sNtPpwKnzuVrdukkku8YQ3/Z8ubfv38CDCx8OPAIAOw==) pour *1<k<n*. Ecrire la définition d'une méthode qui calcule le coefficient binomial pour deux entiers *n* et *k* pour chacune des définitions précédentes.
2. Un nombre de [Fibonacci](http://fr.wikipedia.org/wiki/Suite_de_Fibonacci) à l’ordre n est défini comme suit :
3. F0=F1=1

Fn= Fn-1 + Fn-2

Ecrire la définition d’une méthode récursive qui calcule le nombre de Fibonacci au rang *n*. Ecrire la définition d’une méthode itérative qui calcule le nombre de Fibonacci au rang *n*. Tester ces méthodes pour le calcul du nombre de Fibonacci aux rangs 40, 50, 60. Expliquer !

1. Un nombre de [Padovan](http://fr.wikipedia.org/wiki/Suite_de_Padovan) est défini par :
2. P0=P1= P2=1

Pn+1= Pn-1 + Pn-2

Ecrire la définition d’une méthode qui calcule le nombre de Padovan au rang *n*.

1. Un nombre de [Catalan](http://fr.wikipedia.org/wiki/Nombres_de_Catalan) est défini de la façon suivante :  
   ![http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/image006.gif](data:image/gif;base64,R0lGODlhLQAYAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAMABQAmAA8AgAAAAAAAAAI8hBFpce0P0VGLxusSkxn7t22N+H0MWaYjp07aC53tvLB0KndV9MJgPQnaaCIfENXSYEI3FbNZekJNyFsBADs=)  
   ![http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/image008.gif](data:image/gif;base64,R0lGODlheAAtAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAMAAwBxACcAgwAAAAAAAAYFBQoICQgHBwsJCgMDAwUEBAsKCgkHCAcGBgwKCwkICAECAwECAwECAwT/EMhJq704h5C7/2Aojh9HnmiqUhtgWu8qzzTbXnGt7yPnb7ccb0is+DTFpNLlEjady6h0Sq1ar9isdsvNCIDg8K1L/g68UDIIKEmLCAECppBmM1V2t2hsl8HlODgvfSR8Y3gwOgMBAiFCekhGNI87i40liYEskpwrkDQFBgcIHZ+bbZ08pkZieggBBaUnR6k7qzIJZ7KzmkO3KgOAu72SlCiHrJmlrRkICmvKvTnGmMN3TdcpAguOp8jZ4DGDtNE2bYRPKwqxe4S/58joE3Ue5Ce5GQsG3TpHYahPgsh6NyFYBwbPqtWwV2tePWwnnOVjECDBGoIYfghy8k3HgVZiNXSp0aIApBh2I1OqXMmypcuX4OZhhEnExEyaxzgCxDlFZ0yeSX6wsQlUik0wd24WdQSlI80IADs=)  
   Ecrire la définition d’une méthode qui calcule le nombre de Catalan au rang *n*.
2. Ecrire la définition d’une méthode qui énumère la suite de [Syracuse](http://fr.wikipedia.org/wiki/Conjecture_de_Syracuse) d’un nombre *n*.
   * Si *n* est pair on le divise par 2 et on recommence
   * Si *n* est impair on le multuplie par 3, on ajoute 1 et on recommence.
   * On s’arrête lorsque *n* vaut 1.

|  |
| --- |
|  |

1. Le [code de Gray](http://fr.wikipedia.org/wiki/Code_de_Gray) est un codage binaire des nombres entiers, tel que lorsqu'on passe d'un entier au suivant, un seul bit change dans la représentation de l'entier. Exemple :

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| 0000 | 0001 | 0011 | 0010 | 0110 | 0111 | 0101 | 0100 | 1100 |

1. Un algorithme permettant de passer d'un nombre de Gray au suivant :
   * si le nombre de 1 est pair, on inverse le dernier chiffre de la représentation.
   * si le nombre de 1 est impair, on inverse le chiffre situé à gauche du 1 le plus à droite.

Ecrire la définition d'une méthode *int graySuivant(int s)* qui, à partir d'une représentation d'un nombre en code de Gray, calcule la représentation du nombre suivant.

Ecrire la définition d'une méthode *int grayPrecedent(int s)* qui, à partir d'une représentation d'un nombre en code de Gray, calcule la représentation du nombre précédent.

Ecrire la définition d'une méthode *int int2gray(int n)* qui, à partir d'un nombre *n* retourne sa représentation en code de Gray, sans calculer les représentations des nombres qui précèdent *n*. On pourra utiliser la formule *codeGray(n) = n ^(n>>1)*.

![ouh la la](data:image/gif;base64,R0lGODlhFQAVAMYTACEhISoqGikpKSsrITMzMzk5GDs7O0BANEREKEVFIkJCQkZGKUdHLk1NIEtLS1JSH09PRvkDFVVVNfEINFpaH1dXOVRUVOURNOUSNF5eHGNjHWNjIGNjPWFhU2ZmM2trJ21tHmpqPmZmZmpqWW9vOnNzIXJyT3BwarRVRXZ2QXJycn5+H3t7boWFIHt7d3t7e4yMJIODfJKSXY6OjpmZZqSkIpmZmaOjo62thbCwe6ysrLKyfrS0hLS0iLKyssDAwMXFxczMzNfX1/EINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINCH+E2ZhaXQgcGFyIEIuIGNheWx1eAoAIfkEARQAfwAsAAAAABUAFQAAB9yAf4KDhIWGh4IzMTaIjUAjCyyNiCoUGBwxk4U3FRMTJSNCmoMiIJ4TDy+jfzMJpxMtI0GjI6YuLp4PKpouDRMnIiInnh0/jT4MxAoKFp4NLo0nG54oAgIhExEwI8aGMwsXpwMAEdkTFLuGHRqvNR/l5RMMN4Wtr9kR8J4ZIoRBIyvueZCQL9+ECwtmDKp0z4QBAs1eZUh3I9m9CQQIvIqHgBEEdhdDetJwQEiAAiRk5FjJgwcOHD167FhJI0WBACoUGNjJ04ACB0B19vR5Q8gPHzqSKl261McPUYEAADs=)Ecrire la définition d'une méthode *int gray2int(int s)* qui, à partir d'une représentation d'un nombre en code de Gray, calcule l'entier dont il est représentation.

1. Un nombre de [Lychrel](http://fr.wikipedia.org/wiki/Nombre_de_Lychrel) est un nombre naturel qui ne peut pas former de nombre palindrome lorsqu'il est soumis au processus itératif qui consiste à l'additionner au nombre formé de l'inversion de ses chiffres en base 10. Le nom *Lychrel* a été inventé par Wade VanLandingham : il s'agit d'une anagramme du nom de sa fiancée, Cheryl. Les nombres de Lychrel sont des nombres théoriques. On n'en connait aucun, bien que de nombreux nombres soient suspectés. Le plus petit nombre suspecté d'être de Lychrel est 196.  
   Définir une méthode qui programme le processus décrit, et qui s’arrête si le nombre donné en paramètre n’est pas un nombre de Lychrel.
2. Définir la méthode qui dit si deux nombres sont [amicaux](http://fr.wikipedia.org/wiki/Nombre_amical) ou non. Deux nombres *n* et *m* sont amicaux si la somme des diviseurs de l’un est égale à la somme des diviseurs de l’autre et égale à *n+m*.

Définir la méthode qui dit si un nombre est [parfait](http://fr.wikipedia.org/wiki/Nombre_parfait) ou non. Un nombre est parfait s’il est égal à la somme de ses diviseurs stricts. 6 (1+2+3 est parfait).

Définir la méthode qui dit si un nombre est [abondant](http://fr.wikipedia.org/wiki/Nombre_abondant) ou non. Un nombre est abondant s’il est inférieur à la somme de ses diviseurs stricts.

Définir la méthode qui dit si un nombre est [déficient](http://fr.wikipedia.org/wiki/Nombre_d%C3%A9ficient) ou non. Un nombre est déficient s’il est supérieur à la somme de ses diviseurs stricts.

|  |
| --- |
|  |

1. L'[algorithme d'Euclide](http://fr.wikipedia.org/wiki/Algorithme_d%27Euclide) permet de calculer le plus grand commun diviseur de deux entiers *a* et *b*.
   * si *b* = 0  le pgcd est *a*
   * si *b* != 0 le pgcd de *a* et *b* est le même que le pgcd de *b* et *a%b*

![attention !](data:image/gif;base64,R0lGODlhFQAVAMYTACEhISoqGikpKSsrITMzMzk5GDs7O0BANEREKEVFIkJCQkZGKUdHLk1NIEtLS1JSH09PRvkDFVVVNfEINFpaH1dXOVRUVOURNOUSNF5eHGNjHWNjIGNjPWFhU2ZmM2trJ21tHmpqPmZmZmpqWW9vOnNzIXJyT3BwarRVRXZ2QXJycn5+H3t7boWFIHt7d3t7e4yMJIODfJKSXY6OjpmZZqSkIpmZmaOjo62thbCwe6ysrLKyfrS0hLS0iLKyssDAwMXFxczMzNfX1/EINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINCH+E2ZhaXQgcGFyIEIuIGNheWx1eAoAIfkEARQAfwAsAAAAABUAFQAAB9yAf4KDhIWGh4IzMTaIjUAjCyyNiCoUGBwxk4U3FRMTJSNCmoMiIJ4TDy+jfzMJpxMtI0GjI6YuLp4PKpouDRMnIiInnh0/jT4MxAoKFp4NLo0nG54oAgIhExEwI8aGMwsXpwMAEdkTFLuGHRqvNR/l5RMMN4Wtr9kR8J4ZIoRBIyvueZCQL9+ECwtmDKp0z4QBAs1eZUh3I9m9CQQIvIqHgBEEdhdDetJwQEiAAiRk5FjJgwcOHD167FhJI0WBACoUGNjJ04ACB0B19vR5Q8gPHzqSKl261McPUYEAADs=)L'[algorithme d'Euclide-Bezout](http://fr.wikipedia.org/wiki/Algorithme_d%27Euclide_%C3%A9tendu) permet de calculer le plus grand commun diviseur de deux entiers *a* et *b*, ainsi que deux entiers *u* et *v* tels que *a×u + b×v = pgcd*.

1. Ecrire la définition d'une méthode qui retourne vrai si l'entier en paramètre est un nombre [premier](http://fr.wikipedia.org/wiki/Nombre_premier) et faux sinon. Le polynome x2+x+41 est réputé [générer](http://mathworld.wolfram.com/Prime-GeneratingPolynomial.html) des nombre premiers. Définir une méthode qui trouve le premier nombre non premier généré par ce polynome.

|  |
| --- |
|  |

1. L'algorithme d'[Archimède](http://fr.wikipedia.org/wiki/Archim%C3%A8de) pour calculer la valeur du nombre π consiste à calculer les périmètres de polygones réguliers inscrits et exinscrits dans un cercle de rayon 1.  
   Les demi-périmètres des polygones inscrits sont donnés par la suite :
2. I4=2×sqrt(2)
3. I2n=sqrt(In×E2n)
4. Les demi-périmètres des polygones exinscrits sont donnés par la suite :
5. E4=4
6. E2n=2×In×En/(In+En)
7. On commence par les carrés inscrit et exinscrit, puis à chaque étape on double le nombre de cotés des polygones.

|  |
| --- |
|  |

1. Une mauvaise méthode de calcul de π est une méthode monte-carlo. On tire au hasard un point dans le carré de coté 2. La probabilité pour que ce point se trouve à l'intérieur du cercle de rayon 1 inscrit dans ce carré est π/4. Ecrire la définition d'une méthode qui calcule π en tirant *n* points au hasard.

|  |
| --- |
|  |

1. Le calcul de π peut se faire en utilisant la fraction continue suivante :   
   ![http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/fractionContinues1.gif](data:image/gif;base64,R0lGODlhxABmAOMOAAAAAE5OTmhoaHx8fI2NjZubm6enp7Ozs729vcfHx9DQ0NnZ2eHh4enp6f///////yH+EUNyZWF0ZWQgd2l0aCBHSU1QACH5BAEKAA8ALAAAAADEAGYAAAT+8MlJq7046827/2AojmRpnmiqrmzrvnAsz3Q9AXau7zPg88CgsIQb2gQCgIBAEAQIB6O0UpzSAAxJwWDtPqreF6MqUISn4DMrIbippel3ylCQjOXDON40QNj1ezWAgSJYEwEJJoOEGYuMOz6DDY9UP5RoGQSXm2eDmpygMWORpHGeoah5mamsG6WvkSFgDUxMT7U3sLq7vL2+v8DBwronwA+0tcmfFKcWw8/Q0dLTsDkM19jYzqut3YLc3uEvsRfL4udflugwjpxV7euF6t5g8PGy91/5LPah/fsc/m0SCFADwUcHC2JIGIihwm3nHD6kEpEZED8Dh2Bs8YrHRjf+e8gF+ditTq5FkyZiMNeKAUl94FRWQJDFG02IK2VeWPASFYGaFmPqtMMyVVGYOYdWOBrqaBpktpJJoEa16jAKTEE51VDUqtevxCZk5VQAKMikSu2Y7IZgAc5yaSfwDNcgCrN5S+NKOJDS21oZEkkE1vC32wKzLkTaUNyCgdtziXoAGYwhst5Cky+HoYxPcxfOIEB7LpZ5NCYeok0LLq26Rk+kOii/bi3hNeMreEvMbl0YRN83Y027LBFcyk3aMxGDKG5kLnKsyj8wH8Jgul7rcPdgT2uulwSoBG4xmQo2Gtbn50+GzVup/LP06B+UJb6HQW/abenjcR6/rn45fMXTN8F9t6GQGmECyoXYOysUCINjCU5g2VRBqXBgZRF6ANqFGRLBT4efcQTiaR+OqEpiJgoRWE8X7pZiPSPYFoOLI3YkAoG5UfBbCNulCMJwI/Q4wXE+tkAkjyXwV+QKP5EgJFFLtvDkA1NSGSULLPUCnng9Vnkle+pVA1+QX6owH5kk2FdmCvmhOYKSa5Lgn5sVMkhBgHGe0BspMNyXZwiHVQibChD+ecKEFLWAqKElMkoIh45ylGOkb0BKaYOXNpQpHpZuOgKfnoYq6qiklmrqqQJGAAA7)  
   Ecrire la définition d'une méthode qui calcule π en utilisant la formule précédente au rang *n*.

|  |  |
| --- | --- |
|  |  |

1. Le calcul de [π](http://www.pi314.net/) peut se faire en utilisant l'une des formules suivantes
   * [Leibniz](http://fr.wikipedia.org/wiki/Leibniz)    ![http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/leibniz.gif](data:image/gif;base64,R0lGODlhxwApAOMAAAAAAE5OTmhoaHx8fI2NjZubm6enp7Ozs729vcfHx9DQ0NnZ2eHh4enp6f///wAAACH5BAEKAA8ALAAAAADHACkAAAT+8MlJq7046827/2AojmRpnmiqrmzrvnAsz3Rt33iu7zQAPD6ecPhCnIyT4E+3LDWdpycPCZI+qEvrzKf1cE1fUnhYqAYrBEmW1/203VEigwqvIBhA9fshEAAEBAQCAQQHYHGIUEN3IlYLdG54DwUGKHscl5iJPASSVRYMaSEMTQIKlptiqTqiIVqtHwkCSSmZGra3qzmwpFy+Uq8iBmUPpLW6rsg3sMUMzs/OFcEhA0jGqIfKXkQFnnUUDMRVngEJ2IrZ6FMLjRaPREBnI2MXDRv0rvL1KfYYDYZmpBzoB28Gsx0HRyScIM5Ew4IxFuKQCILiAm8jGLB70euXvon+8Ch+EGnOREmIBkOmEImSo0d8GhoECkRo5oeOHj3InFkzEIidNGeytPHy5QOgQn3qKfoDmtMkTK0kjLrEKbSlRS0M5XCQqtevvy6AlWD1GVSmHahqFRs1bVs0Ky2Aneu1JYqtMvBq0Gu3L98XU2mpyfB3B65cYmAGPIz1Yw7F6rwwlut4m+B2qihMXtFkM2XGABx4lnZsHmchT0aTriK6dLp8lZNBVK2ZdetzmbWlRdk5nmkvDoLTHuwktuzcRDqfmWwrdPDbui2/Pp58dZ6jaK3fyxl9d3cMw11fZv77+z3c1NmIvfztE/rykd0PST0ec/p5xm9BdptfU/Kw8fwWsB9b4fVl4IEIJqjgggw26OCDEEYYAQA7)
   * [Wallis](http://fr.wikipedia.org/wiki/John_Wallis)     ![http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/wallis.gif](data:image/gif;base64,R0lGODlhEAEtAOMOAAAAAE5OTmhoaHx8fI2NjZubm6enp7Ozs729vcfHx9DQ0NnZ2eHh4enp6f///////yH+EUNyZWF0ZWQgd2l0aCBHSU1QACH5BAEKAA8ALAAAAAAQAS0AAAT+8MlJq7046827/2AojmRpnmiqrmzrvnAsz3Rt33iu73wvAQCfcEgstoIPpHHJbDopyqd0SrVFqyjgNaRNbUVfbClcIYu5E7NGqeYAT+9ztg1wtOWb6N2iH9tNdXt4GIF5XVICAgACBAQCAQQHWZMkhX6Cg3x/mRcADBIFBiqYhJUOmyN1qJwfqn1xcgxKAgpelGCnqyCquqx5uWxxpEMJAmm2cKbAqbm9voTNfT94BgUSsrdjY1qHu9ywzxnfsGx4AwjXw2XZye3hrVDHcp4TAQna8mj5lezvefHT/IH5loogoH4CS/140y0hCgENKiggAAKiRIofLFKYWDHiRoz+GT1O4OiwpIUGGh8oGBACpciVLVPCBOFyJMuYL2+afCJrHLgONWfiVKmTpkWhRiMiTUp0p9MKKBEUjSm1RNSpRqtaFaD1KQ6fPj2AbfgAAb0yY6+Y/YR2bIW1fNK+PVsCLpS0ePPq3cu3r1xveR80aES4cJq/ElYySLnQrc3FIhuD3TgActvJjxmHUMzYr+fPoEOHhcGgtGnTm2/WTC1hNYiZrj/A1uxhdmSvCZHG5qCbtobetzcAZz1hN+53IItb+5C89XIPzQU/7xC9wfNyASdUny4BXQ7vb3WA36auEyCygMtL7jE+yc9+7dujdzehvb4kcN7D27c/+30f02H+N8cWzQXIHwfBNWZBdLsAdBAyD4IxBAPjSQNhfWw9QKGD+DG3hgUIZEgfPwj9l54PIYqzwhYLgJeiQtB9WEGLo5TY4Igk7kCAiOtMo18HWzAA0o4q+kgGgwcKeSE+5J2nHoc4INmhe0io88WQRVLpHwVSTsmljSYyKWaOOSB5hYA9jQalBFia56ASgxEGCWF8XNAlkCvWiKOEOrr5JgWnBVrngtr5mU8YXV4Z4ZJjpgKmDAXw+IWANwL6XKQ9ZoqojJaK+eSWZIbqKA8ILMChgFZaQGN3pu6DKgaJqmpfKwY1WdCPQM4nlq42NCDJYdwoyCshPx0gkq93BavlfFI4kmXscdBOwN0N3E1rg7XROrUAjzUw0OoE2+rgbbbZ3pODuRWge4O65Lbr7rvwxivvvPTWay8WEQAAOw==)
   * [Viète](http://fr.wikipedia.org/wiki/Vi%C3%A8te)      ![http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/viete.gif](data:image/gif;base64,R0lGODlhTwEvAOMOAAAAAE5OTmhoaHx8fI2NjZubm6enp7Ozs729vcfHx9DQ0NnZ2eHh4enp6f///////yH+EUNyZWF0ZWQgd2l0aCBHSU1QACH5BAEKAA8ALAAAAABPAS8AAAT+8MlJq7046827/2AojmRpnmiqrmzrvnAsz3Rt33iu73z/AUAfCggQGk3Eo/JWlDSXv8kTSr08p9XskILVWqZd7xIsvgkEAAGBIAgQDrJw+Tsvy+suAENSMNDueA+AgT6DhCcMTwIKM4Zzjoc5kJEjCQJSjZQVk5p/nS8GBRKJcZ9OpkacqB0DCKOqFa4ZkLIgtZk3tx66VbA7vHF7EgEJJMCYyBnHGMstZDTNFtGpXGLTVaKzREEaBCDZf9u+It4f4Fri4zblgQzXu8IPAg0VCuXuq8zx8/X37/kzEOyjR8EeFIErFtRqwE+CggETEAKsoHACQ4IPHkaMN5FHRQn+FydovJEoHbcHBDgiYvcg5EgJKTtSYMDSJcQJMWXyoEnBZhWWKYAyRHATp04KQgUQrQD0KI6kS1WYNOmB5dSr25BK08N0E9avYMOKDas1FteyUsaqXcu2rduvRs2qREK2wZq7eOM6cYvW4QAGDWF6fUu4cLq+Gf8GRjnYsOPHkMHq9QsYI0kGmDNjnlBgbgkG50aG5OPZQukyoAveHP2gs1MdqUWuXnwEwQIOCrBS+Ji4Z0PbHSILpzqB98uWv29zGM68OdnitY6zPtIAzoYEuiccwNi0QbbqwZ0Pp7B9Msjv1jeIX89+SnnBFbwnuwIiSYlzGIp1wL+B/wX9MuT+xhcG/mVQYD00YNfeYwTiQB8JC5z2AAOWZcCAch5EuEEDEqoAoAoXgqDhdTQIuKBhF4TIRDUkfGjBh/ZV4GIHMyKYYAs1kqgBhzfOYCJbNBYCA4AP+kjBPyBQGBEHuiBZAoYx8DhDjquoswEjpyQTA5YP6BJjCQDy8mWXsfQogZMecEnmC2EyWeaSY8QAJYsyAHhOkRZUmB9nm2gJVFMu1OLlSSVwKSahIyi5JheINnmkElamKNIsM0iJj5ZyAGoBlpdiutGRHaLA5Z1axtfBqH1mmWeQfKQqCGIsaSoJCw0scIkEOUaaAYaGnpZpB8pJhMETvD1Q7Auc3vKMBbL+UqBfp6q+yiyr0EqrqrBdxoPtDrpegIB+NXabp60TAJiTFRhoGg+X56I7Cks8xbBZtpRe0CxIwmzrKmIYYKkvncXyduyspZ5wq5rRumAAlubWa++4tz7QsMPwmZcCl+z6mi4GvOIkYRj3SqBcu3S8OxM78fJw2AoLK1pwC3adaXHCdt3lxl1Hgjtzwozxa0IDCkQ8sbsPx0curjvzXHEF6yZt7dI9Qz3RAC4u2wJEUkZN58YYHLwzyF21YIByQ+/bEl43r0HBwkhLrWXNa6RdTq1CJ93Fnz7nUwB+K7ugwAFqurY11xe0jJHgg49yTmwsLOCHxDMPomnMi2oKiKby37atdeKbx+pUtWZ8CJynRWNA9ZFzLhswmh0EIDJnKhkiK9bxIP5y3vI4BHvJTC8ODuOv6RBKT+kJIg7hF+xNfGMnvSeB8ywYHhGUVuP+t5qjkx524Qq4nH20xN4iMOvBp9CALgeSUG36FODHfgne3QJeWlmVfoEAH85P/5huT3C6RcUzXv0eAD3nQa98PhiRnEKlolHMiQVKqcD7QjC89rVAeRbcjwQziMAjUGkFH9ScCF1wgMcVJ1QgOB9FUPiBainQQlBqYAM7SMMlqFBGZopBCCHnrB7W8IdADKIQh0jEIhrxiEhMohKXyMQmOjF4EQAAOw==)
   * [Brent et Salamin](http://www.pi314.net/sitepdf/salamin.PDF)    ![http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/brentSalamin.gif](data:image/gif;base64,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)
   * [Plouffe](http://fr.wikipedia.org/wiki/Simon_Plouffe)    ![http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/plouffe.gif](data:image/gif;base64,R0lGODlhQAE0AOMOAAAAAE5OTmhoaHx8fI2NjZubm6enp7Ozs729vcfHx9DQ0NnZ2eHh4enp6f///////yH+EUNyZWF0ZWQgd2l0aCBHSU1QACH5BAEKAA8ALAAAAABAATQAAAT+8MlJq7046827/2AojmRpnmiqrmzrvnAsz3Rt33iu73zv/8Cg0AYADI/IpDJpXDqf0OgK4ChKGFhs42G1Sr/g8NB7zTK2XGNTzG67ZeQHYj5XSJrrt37PB6m5ZVlbeH5HeT9Fh0GKQIxShBl4jhWJY5M5a5eYcY2cfSiaN1ShRBSkokyfLKc0o0qsNbClqiqyMFRVr4apbgeJv8AABCK2Lri5SMVwvG4FAAEZCQPEiA7WyGPM2XoDANMYwyHKU8HbydpuAQAGGHbiLAgn48ZL87cl8UEMRQm1K/km7E0xtescPiEKiiwA5YlEAVBCykVs2KMSiXBBDDxDU0MARwn+CjAyAEirpBIEDIZ0+1ajgccJCljKSWmyJpIFJEEIEABAAAECAgIQOHAlmEUMPNnZcLklZgUCNG1KBcIA4wgANAsoNbEAGg6XCGRKsDq1LA+yIPZNEODOxICoGozKnVsBAVYLVufq3bv3wT65E/gKHmzlr9HAhBPTNSwxjeLHvyag/ZBAQOAKDX5q3pzBQL8OkIFRiMngJYW8oUMHMoMFcerHq1m7fp04tpnZtAdLLmHgoV9FrG9fSLD1htMHTCkUgGu2uQ0GvkcMyKe2xAKxNY5LSC4BwULn4GvgLHFXQoDPIlxqYH5VEdoG0RsQDU8/xoGPPAbgrxA94Ij+dxz+JdA8kd2RwjgFAhLQUeIIyNAhAO5QQFsXGJDTVVXIsgBcx+RCEWYYMCjONR6Ssp8pynSohokhykPiih2caKAFDHzXg12b5UiAOuhdwIiAyvSo4owbTHYZCUMqWGQk2Ix4DSRL+ujik0RqYKQjPe6wwGDsBajIlwJx8WKVGRhJph9jKmklkymmScpkCRLjZgdXLtFAcHh2SdCeBP0xZSZeghNXQNYA6pigPhZKnqIzirjboEgyqqCjYyX64R6HfHkmknlAeYGZara35yVwUklep5s+CqmoR5LqIy5hajNKrIli4ycFmWkmlGYWECjprRPk+tOuP92RJoa2horcZsTW1oksoIoIuyNnxpo6EQeXdgrrC0lSetqqcprqraq4XcqkuOaCmuoG3aZbq6QRsQsvJaYcO8Wcyn4byaLirvuAum32my+5LYbLqKd4vdtkIxnGNsi8fIpp7b0Cu7pvpBWvCS6aGZfJLsYH+3slxIjkwdrDC0ecZAsFWkSpmeNi67IXL3/MKc04MwJnzDLnHGjCIdJKDgV01CHxJJmSXN/STF/m58lHB52p0E1X/QbCvVJt9dZcd+3112CHLfbYZJdt9tlop6322my37fbbcMct99x0121WBAA7)

Pour chacune de ces formules, écrire la définition d'une méthode qui calcule π en utilisant la formule au rang *n*.

|  |  |
| --- | --- |
|  |  |

1. En 1974 Gosper a découvert la formule ![http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/gosper.gif](data:image/gif;base64,R0lGODlhdwBEAIQPAAAAAE1NTWhoaHx8fIyMjJqamqenp7Kysr29vcfHx9DQ0NnZ2eHh4enp6fDw8P///////////////////////////////////////////////////////////////////yH+FUNyZWF0ZWQgd2l0aCBUaGUgR0lNUAAh+QQBCgAQACwAAAAAdwBEAAAF/iAkjmRpnmiqrmzrvnAsz3Rt33iu7zjDOLyg8NYoEA4Qw4ChWAyf0Nbh8WAUAtRHAhjteiG+7MCQrX7PT8eC6gAosg4Geh5EUAsFOzVB7+8OeSIGgAp+hkENh4qLEACOACSOQY+MPJAmAFSXOZuVO50imVmgNKSeN4+dopqcp0+bqw+wjaYqmZKuk6Fll5SNMI6sigepxakEM728I7MiDQTQ0dHMy4oFAAEpCQPJu6PM4C+xtXMDANwoyDLK36HhLuOMDgEABiiFMarC7vzi+ysMCJyTJuCcnBsMHPGpkQqTKkm+xJE7oQBAohEGsumoCMBJrhwIQA1Qp8MAtosf/m1AKwEAQRBz6FLWCIBkREKPzqTphFHQnswZbfCJSACAC48FAYz+hLHAIomMQ5asM0a1qtWrVVWELDGyhAMEYMOGfWFgYT6saNOiVUEgZiiXJXzInesigc+lMwLchdAUZ44FbvG+YAATnwJ6BQ7iaCBAhWLBfgagPFGAYUTIMAoIPWEA7rpImGGE1KmTnlkbE0OTaJr2cSnVLhrMnT0bByhIuGB7URrR1yaltnCn1g3BM8t3nYwH/0U8BQLgyN9B+MoyN7/hsCujaMZ8BMnuzbC7sm6CgXLp3EUgUKzquvhKositj3SZ0uUF5/vpjneCgGsZAW3XXCPVmPBdDQfqlmcILrk9Q9pK3vxDQoIzJPheF7h11wJ/BuZw4IUY9gJMgSUkhpB2CirCIAlfiSUWNe2YgIBfM+CH3iLpgUGbDzBKOEIDNdVwAErGqEgNiPGpgCINS47HDIihpLbAf4PROGANp8WQ5ZVcdunleL1A+SVqv4g5ZikinunFimquKV2bQ8AiC5xQwGImnXjmqeeefPbpZ2ghAAA7). Ecrire la définition d'une méthode qui retourne la valeur de π en calculant la somme précédente au rang *n*.

|  |
| --- |
|  |

1. Le calcul de [E](http://www-history.mcs.st-andrews.ac.uk/HistTopics/e.html) peut se faire en utilisant l'une des formules suivantes :
   * [Jacob Bernoulli](http://fr.wikipedia.org/wiki/Jacob_Bernoulli)    ![http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/bernouilli.gif](data:image/gif;base64,R0lGODlhTwApAOMNAAAAAE5OTmhoaI2NjZubm6enp7Ozs729vcfHx9DQ0NnZ2eHh4enp6f///////////yH+EUNyZWF0ZWQgd2l0aCBHSU1QACH5BAEKAA8ALAAAAABPACkAAAT08MlJq7046827/2AojmQIAM9Zrmymom3cwa5Ey3h13hbM50CbxvcL4orGJAapbE6YziY0mpxSD8AflirZ6lZFb5SgU2EYm51lwF2Inxn26LCQJRQZ+oUpFyneM2YSBQcGAl5eA3U9cSQLfYENDTQLeF0BBAaJS40kkBwAkpMaC2gTn3ATDAOsAwGtfTuysqcfoZNWFahCGLuzv7UeahWrsLATBItfvY5kwqkfB5bLF7sdfyDDIAwGPYK6JAamY1zOVArKSpVcEghR7uzx8jJm3/M5KPn3RvX7WT7+skAL2IJGqFwEQT1BmLChw4cQI0qcSHFDBAA7)
   * [Euler](http://fr.wikipedia.org/wiki/Euler)     ![http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/euler.gif](data:image/gif;base64,R0lGODlhuwAnAOMJAAAAAE5OTmhoaI2Njb29vcfHx9nZ2eHh4enp6f///////////////////////////yH+EUNyZWF0ZWQgd2l0aCBHSU1QACH5BAEKAA8ALAAAAAC7ACcAAAT+8MlJq7046827/2AojmRpnmiqrmzrvnAcAyy92iqe6rIL/DngToj68UrGXu9oYiJrUOUsmqPupNObtbjFar9V8NXr6zbNT3LLSWKP3CJ4SK6eo9v3dz0f59vFe01EJ0lDdB2FRYOBPQgsjiuQKpIplIwlAyyZK5sqnSmflyShJ6QmppiaPkQHRq6LI6ijqpy0QQkJh6W2oLwosm+4uSCvxa4PCAPKAwHLncbQyM7NyxPQxtLL1MrW16/ZytvP3sfJ2s6EuIPmztUS5McVpvCJE/P0R/f0Fvrw/DewHhwYSJDgL1+7aikc80BXQk8IT0VEEhAGMBEXQ2QEsfHDPGvmIJUMMtARgw6SbUaWrBDvAcozEl6KQqRuAgEAB94MupnzT0ObOPuE5EkRaM+ZGgAIG/aAKB6jQt9JcJqG6hymTYMiTbrURgGHFnR85fJgLMyyYCkoxWF2awalwmy0OiswbVgJc9Pgtduw5l63XONKQCCALmFCEw6nxKH4ql9khQGb7GqP7oOVdylgvoBjM9zHlyVPFiyhgGXTTymgPrv6A7bSojlTZoj4BV/OsTnAFXtaT8iytWHTbZ27m2oAllwT+Zpc9ze0zTe0hM4aeXEO0UlkH7FdRPcQ36+LH0++vPnz6NOjiAAAOw==)
   * [Euler, fractions continues](http://fr.wikipedia.org/wiki/Fraction_continue)      ![http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/eulerFC.gif](data:image/gif;base64,R0lGODlhWgERAcIFAAAAAE5OTo2NjeHh4enp6f///////////yH+EUNyZWF0ZWQgd2l0aCBHSU1QACH5BAEKAAcALAAAAABaAREBAAP+eLrc/jDKSau9OOvNu/9gKI5kaZ5oqq5s675wLM90bd94ru987//AoHBILBqPyKRyyWw6n0QAdEqt5gBYq3bLXUm74LBY8x2bz+hDOc1uV9fuuDwJn9vvvzp+z6/p+4CBXoJdWH+ENoaIVmV/BIuQkRNregKSl5gPlZmcaIoKA4aiWRCbnaeFAAUFhxR/lqixjKusHGsEArkCAbqwaqPAwcLDxMXGx8jJysvMzc7P0NHNGKqst73YDq2+DNLe3+Dh4uPk5eat2qQNA+zt7Q3o3LLzTI1k3Q/y9PtInxnA+fgJHEjQVcGDbfwhXGgGHcOHUxxCnFiPokVGFzNCkaj+sWMejyD7hRwZhWQPjhAVmvSjzsGjlTBjHNIXsyaKmTZzqsCps2cJnj6Dgrimi5euBeeSKl3KtKnTlkeAdntKtarVq1eXSBXK9R4Eml3DSlC5AKzYs2iRpl1LDSrbtxFQwk0rd+7ZunbD4s3LdS/foH7/9gwsuALZhYQLj1X74CW/w4o/UAoYWaypyl0vYwb8dbNQormM5kKKtbTp01kTSqCJurXr1+NUr/asc7IDs7RDAryduzeqxL4vQg5em7he45mR91X+mTln54OhR5dOAjie4dTbHnKcPePW7hS/g08ZAff4g+LPI2aAq2gv0rDjy0/dSfz8+/iZ/i6v3mL++v4EQWYegASeVGBH2B3IkHUK1tegRgw+iEmEEkpCYYWQXIghIhpuKEiHBIKoRYIeauLWAtyVGMt/Kk7IX4uysAhjJDLOuAhou7ynQH489igKSPb5KCR+QL5oo4OdHcmJgEo2aYGITnpyYpRIUhmjlfNAieUYWm4ZRpdeFhLmKWBWWOYQZzY45QEpgkHimGrUkiScfKhSI52erHInnlzSsiefbtIipwLthabjkIiSg1Ywc8KX6KPSwPUnoFwaSakdk17KXJqa9rNmp3dwCmpUo35YaiCinoqmqn2kyioQrr7qQ6we0vrCm6Ni16asYlrKq5uz/SrGNsIOG2yxvaL+2ItosED6qHPEwuMsotAei+wW0V474poDaruWrd7CgGu4VIBL7q3nnmFuuiysy+5O7xobL7DzahNRvVNtZ8S42maKLw/+/qtDwALjQHDBibC3rI6/TOuUikE63BTEviJcUqMWozlltxn717ET/H78kchNuEuyVycrYXLKF6zMsmEv0xGzSDOHLNOnFqOz68wzOMQxz4NM8DPQN1ljLdEyYKFnxUjfKmgZheZ4VMMSG0NpNUtTlm/VxVz9NMZNi5u11mEnnW3ZZKJ9Es5q99y2gW/v4LLac6Ndd9l3h51303sDCq7NH+sat7hHDw4v04afcHbiKSzOuOINRM3sjj7Lzuu4kJYX/vhPmm8uwnBDez6i6Df3TbTpQKPOs+o1k5606zLBTrjsarQr+3A7/8P24AfTrgnivm/Qe/D4gE288Aq7NzXVSeHN9MR6A398y9JP78rG1oOc/U+7b/+P95yDPwLrMZP/svkso5+y+iezz+uPHQCeONaDsif+k1/zdr8r+TcQuvfVeMX+njQ84gVQWcobDeWOYcD+MYA1yGign8g2QE04sCwVnASTMsjBDnrwgyAMoQhHSMISKsgeOzKhClfIwha68IVySAAAOw==)

Pour chacune de ces formules, écrire la définition d'une méthode qui calcule E en utilisant la formule au rang *n*.

# *Exercices de programmation : tableaux*

|  |
| --- |
| 1. [Tabeaux à 1 dimension](http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/tableaux.html#uneDim) 2. [Tabeaux à 2 dimensions](http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/tableaux.html#deuxDim) |

![1](data:image/gif;base64,R0lGODlhFAAUAOMLAP8AAP9NTf98fP+amv+np/+ysv+9vf/Hx+fn5+7u7vf39////////////////////yH5BAEKAA8ALAEAAAATABMAAART8MlJq30kiHtNACBXCWApUgUwmJSSJBz7uEgdh09S7zcgKQig7SKT8Ii4ydFSfCwrzefj8CkBAgfjcGLtahGVQtVq+J4mtB0ioTip36e0un0WRQAAOw==)Tableaux à une dimension.

1. Ecrire la définition d'une méthode qui initialise les éléments d’un tableau d’entiers à 0.
2. Ecrire la définition d'une méthode qui affiche le contenu d’un tableau à la console. On écrira deux versions , une qui affiche tous les éléments du tableau, l'autre qui affiche que les *n* premiers éléments du tableau.
3. Ecrire la définition d'une méthode qui retourne la chaîne de caractères "[", les éléments du tableau séparés par des "," et "]". On écrira deux versions , une qui prend en compte tous les éléments du tableau, l'autre qui ne prend en compte que les *n* premiers éléments du tableau.
4. Ecrire la définition d'une méthode qui augmente de 1 tous les éléments d’un tableau.
5. Ecrire la définition d'une méthode qui, pour tous les éléments d’un tableau d’entiers, affiche si cet élément est pair ou non.
6. Ecrire la définition d'une méthode calcule la somme des éléments d’un tableau. On écrira deux versions , une qui prend en compte tous les éléments du tableau, l'autre qui ne prend en compte que les *n* premiers éléments du tableau.
7. Ecrire une séquence d’instructions qui calcule le nombre d’éléments pairs dans un tableau d’entiers. On écrira deux versions , une qui prend en compte tous les éléments du tableau, l'autre qui ne prend en compte que les *n* premiers éléments du tableau.
8. Ecrire une séquence d’instructions qui calcule le maximum des éléments d’un tableau d’entiers. On écrira deux versions , une qui prend en compte tous les éléments du tableau, l'autre qui ne prend en compte que les *n*premiers éléments du tableau.
9. Ecrire une séquence d’instructions qui calcule si un tableau d’entiers est ordonné dans l’ordre croissant. On écrira deux versions , une qui prend en compte tous les éléments du tableau, l'autre qui ne prend en compte que les *n* premiers éléments du tableau.
10. Ecrire la définition de deux méthodes qui ordonnent les *n* premiers éléments d'un tableau d'entiers par ordre croissant, en utilisant les algorithmes suivants :
    * Insertion : on suppose que la partie de tableau qui va de l'indice 0 à l'indice *i* est ordonnée. On insère alors l'élément d'indice *i+1* dans cette partie ordonnée. on obtient alors une partie qui va de 0 à *i+1* qui est ordonnée.
    * Sélection/échange : On cherche le plus petit élément dans la partie qui va de l'indice *i* à l'indice *n-1*, puis on échange cet élément avec l'élément d'indice *i*. On recommence en faisant varier *i*.
11. Soit *t* un tableau d'entiers. Une série dans *t* est une suite d'éléments consécutifs et égaux de *t*. Ecrire une séquence d'instruction qui calcule l'indice du premier élément et la longueur de la plus longue série de *t*. exemple :
12. **int** [] t = {1, 1, 2, 2, 2, 9, 9, 9, 9, 2, 2, 3};

Alors la plus longue série commence à l'indice 5 et a pour longueur 4. On écrira deux versions , une qui prend en compte tous les éléments du tableau, l'autre qui ne prend en compte que les *n* premiers éléments du tableau.

1. Ecrire la définition d'une méthode qui comprime un tableau d'entiers. Pour réaliser la compression, on remplacera toute suite de *n* fois la valeur *a* par *n* suivi de *a*;
2. **int** [] t = {1, 1, 2, 2, 2, 9, 9, 9, 9, 2, 2, 3};

est comprimé en :

**int** [] t1 = {2, 1, 3, 2, 4, 9, 2, 2, 1, 3};

On écrira deux versions , une qui prend en compte tous les éléments du tableau, l'autre qui ne prend en compte que les *n* premiers éléments du tableau.

1. Ecrire la définition d'une méthode qui retourne l'indice de la première occurrence de l'entier *a* dans un tableau qui contient *n* éléments entiers. Cette méthode retourne -1 si l'entier *a* ne se trouve pas dans la tableau.

Même question que la précédente, en supposant que la tableau est ordonné par ordre croissant.

1. ![attention !](data:image/gif;base64,R0lGODlhFQAVAMYTACEhISoqGikpKSsrITMzMzk5GDs7O0BANEREKEVFIkJCQkZGKUdHLk1NIEtLS1JSH09PRvkDFVVVNfEINFpaH1dXOVRUVOURNOUSNF5eHGNjHWNjIGNjPWFhU2ZmM2trJ21tHmpqPmZmZmpqWW9vOnNzIXJyT3BwarRVRXZ2QXJycn5+H3t7boWFIHt7d3t7e4yMJIODfJKSXY6OjpmZZqSkIpmZmaOjo62thbCwe6ysrLKyfrS0hLS0iLKyssDAwMXFxczMzNfX1/EINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINCH+E2ZhaXQgcGFyIEIuIGNheWx1eAoAIfkEARQAfwAsAAAAABUAFQAAB9yAf4KDhIWGh4IzMTaIjUAjCyyNiCoUGBwxk4U3FRMTJSNCmoMiIJ4TDy+jfzMJpxMtI0GjI6YuLp4PKpouDRMnIiInnh0/jT4MxAoKFp4NLo0nG54oAgIhExEwI8aGMwsXpwMAEdkTFLuGHRqvNR/l5RMMN4Wtr9kR8J4ZIoRBIyvueZCQL9+ECwtmDKp0z4QBAs1eZUh3I9m9CQQIvIqHgBEEdhdDetJwQEiAAiRk5FjJgwcOHD167FhJI0WBACoUGNjJ04ACB0B19vR5Q8gPHzqSKl261McPUYEAADs=)Ecrire la définition d'une méthode qui retourne l'élément médian d'un tableau d'entiers. L'élément médian est l'élément qui se trouverait au milieu du tableau si celui-ci était ordonné. On écrira deux versions , une qui prend en compte tous les éléments du tableau, l'autre qui ne prend en compte que les *n* premiers éléments du tableau.
2. Soit *t* un tableau de *n* entiers (*n* <= *t.length*).
   * Ecrire la définition d'une méthode qui ajoute un élément à l'indice *i* dans le tableau, si c'est possible, et lève une exception sinon.
   * Ecrire la définition d'une méthode qui enlève l'élément d'indice *i* du tableau, si c'est possible, et lève une exception sinon.
3. Nous supposons que le tableau *t* de *n+1* nombres réels est le tableau des coefficients d'un polynome de degré *n*. Définir une méthode qui a en paramètre le tableau *t* et un nombre réel *x*, et qui retourne la valeur du polynome :  xn×tn+xn-1×tn-1+...+x0×t0. On utilisera la méthode de Méthode de [Ruffini-Horner](http://fr.wikipedia.org/wiki/M%C3%A9thode_de_Ruffini-Horner).
4. Programmer le [crible](http://fr.wikipedia.org/wiki/Crible_d%27%C3%89ratosth%C3%A8ne) [d’Erathosthène](http://fr.wikipedia.org/wiki/%C3%89ratosth%C3%A8ne) pour calculer l’ensemble des nombres premiers inférieurs à 1000.
5. Définir une méthode qui retourne un tableau constitué des éléments du tableau d'entiers *t*. Dans le tableau retourné, chaque élément n'a qu'une seule occurrence.
6. Définir une méthode qui inverse l'ordre des éléments du tableau d'entiers en paramètre.
7. Définir une méthode qui retourne le tableau obtenu par concaténation des deux tableaux d'entiers en paramètres.
8. Définir une méthode qui modifie de façon aléatoire l'ordre des éléments du tableau d'entiers en paramètre. On écrira deux versions , une qui prend en compte tous les éléments du tableau, l'autre qui ne prend en compte que les *n* premiers éléments du tableau.
9. Supposons que deux tableaux de *n* éléments réels représentent deux vecteurs. Ecrire la définition d'une méthode qui retourne le [produit scalaire](http://fr.wikipedia.org/wiki/Produit_scalaire) de ces deux vecteurs. La valeur retournée est t10×t20+ ... +t1n-1×t2n-1.
10. Le langage [Python](http://www.python.org/) définit l'opérateur *slice* sur les listes.Si *l* est une liste, *l[d:f]* est une liste constituée de tous les éléments de *l* qui vont de l'indice *d* (inclus) à l'indice *f* (exclu). Ecrire la définition d'une méthode *slice*qui a le même sens pour les tableaux à une dimension en Java.
11. Un diviseur de *n* qui est différent de *n* est appelé [diviseur strict](http://fr.wikipedia.org/wiki/Diviseur_strict) de *n*. Ecrire la définition d'une méthode qui retourne un tableau contenant tous les diviseurs stricts de *n*.

Un nombre [abondant](http://fr.wikipedia.org/wiki/Nombre_abondant) est un nombre dont la somme de ses diviseurs stricts est supérieure au nombre. Ecrire la définition d'une méthode qui énumères tous les nombres abondants inférieurs à 100.

Un nombre [parfait](http://fr.wikipedia.org/wiki/Nombre_parfait) est un nombre dont la somme de ses diviseurs stricts est égales au nombre. Ecrire la définition d'une méthode qui énumères tous les nombres parfaits inférieurs à 1000.

Deux nombres *n* et *m* sont [amicaux](http://fr.wikipedia.org/wiki/Nombres_amicaux) si la somme de ses diviseurs stricts de *n* est égale à *m*, et la somme de ses diviseurs stricts de *m* est égale à *n*. Ecrire la définition d'une méthode qui énumères tous les couples de nombres amicaux inférieurs à 5000.

|  |
| --- |
| a_{0}+{1}over{a_{1}+{1}over{a_{2}+{1}over{a_{3}+{1}over{...}}}} |

1. Un tableau *a* contient les coefficients intervenant dans une [fraction continue](http://fr.wikipedia.org/wiki/Fraction_continue).
2. Ecrire la définition d'une méthode qui retourne la valeur de la fraction continue calculée avec les coefficients contenus dans *a*.

|  |
| --- |
| a_{0}+{b_{0}}over{a_{1}+{b_{1}}over{a_{2}+{b_{2}}over{a_{3}+{b_{3}}over{...}}}} |

1. Un tableau *a* et un tableau *b* contiennent les coefficients intervenant dans une [fraction continue généralisée](http://fr.wikipedia.org/wiki/Fraction_continue).
2. Ecrire la définition d'une méthode qui retourne la valeur de la fraction continue calculée avec les coefficients contenus dans *a* et *b*.

|  |  |
| --- | --- |
| attention !Ecrire la définition d'une méthode qui calcule le tableau des coefficients pour un paramètre *BigDecimal d*, avec au maximum *n* termes. (voir [ici](http://fr.wikipedia.org/wiki/Fraction_continue#Algorithme_de_d.C3.A9veloppement_en_fraction_continue_pour_un_r.C3.A9el)) |  |

|  |
| --- |
|  |

1. Un arbre binaire ordonné horizontalement est défini par : tout noeud de l’arbre binaire a une valeur plus grande que la valeur de chacun de ses fils. Un arbre binaire ordonné horizontalement peut être représenté dans un tableau :
   * La racine est à l’indice 0.
   * L’élément à l’indice *i* est le père de l’élément à l’indice *2×i+1* s’il existe, et le père de l’élément de rang *2×i+2*s’il existe.

Cette structure de tableau se nomme un [tas](http://fr.wikipedia.org/wiki/Tas_(informatique))  
Exemple :   
![exemple de tas](data:image/gif;base64,R0lGODlhLgFuAKEBAAAAAP///////////yH+FUNyZWF0ZWQgd2l0aCBUaGUgR0lNUAAh+QQBCgACACwAAAAALgFuAAAC/pSPqcvtD6OctNqLs968+w+G4kiW5omm6sq27gvH8qwB9k3n+s6/dwAM4nrEovEIsQWXTBvyCY3OAMxqU4rNakNUqxcI2IrH5Ef3+w2X1+zt2fqrqtv0evEtRwfm9r4fhrcUKPdXaJgyKKQHdtjo+JG4txfJ+Gh5WRGpJJmG6fnZoCnYCVpaKqroxWfKapn49toqe4mqOXvrqGmLy1tIibbaK9z2Czd8bFcsiMxMtwkcFtw8nXUTOGQgTb19xGftpKDNPb4j7mBOnu6Tga7ujtJu9j7fEp9Ej/WNbWgf0Y9Pw1ujf/4ARolH0EjCewafIGSzsGDDbge8ObFGJqIE/o0TT3yrmC1kRngdicw5mYBjQEQleWgDJ0ClDJkTaLbssEpgzDE2N97MoVON0J3VXPT8aUEfOGwwpRyl8BSprKhQpRqkmsnqMX2hdATjqtXVMyFNiXrNNhZM2bDJii3tEQca2z7KyJpctKym0r18+/r9Cziw4L658F5xaTivv8ScEtcFwxhy5MdCSGAl+CruYaCqNCs2w5hyY7yiRxsuTfVyUjijCHllrcceZdGzI5smbTu1h5yZcBsLqIr04s6w4Hi+PSlt5kGUmMd2rXCDW1JTjKeFfi54niatU3Xfzl3yd0HXkZPFHk0ozPQI2MdsyhT++4pD9oF+Dqw6fuqh/mCD1+5dgOENaFpz/uVxDX0nVVYfWgtWMlRMlb0XoVlnyBZbeRPGoExzSRw4HoHiqVXedCGeKEqCICn41ooWNdgeRiJZyCKGvv3G4Y049sfddaiIGKKJAgJpXhcqzmjWiiLplBJK4SjpJFSn8eeDjtgxcI2RRCb3X5e/XAMMiOIdmeRX7SEpToVnzhhlTVOqot9+O2L5X3FhniiggV0SCeaQTNI4H6BsLjlooTtFo+SHcm4206KM8vidnWlsOaJ5Rd4JpFKb7cNUoBTGeBJ86120VKj/LOchcHIc9yidBEoKYKUivjJprZTKeqobtlXC2a42hoeHnnje5lyemA6L/mtVWpTGq6q5bdTZntaAOO2eyXmmS5+2bpjEWlCgBtez0Do2WWi5nTvZI7PdEZqU5Jr7LrzyOibWIt565RZm81rpqL3otkuLj/fCJfBCte3bb8LHnoaJeh855aB9mQxGccUWX2wxLedAPNcn5mDFRcceM4QEyCJHJ0/JJzfsE0Urg+CegiANLIJsLr+8W4s0SmxCrnfgDPOa9CHJUk0/Aw2J0BcR7VFScCEdtItSr5CQyRdY3bHO6jHd89XlQB20qOnxPEJEWBsN9m4msQNU2km7VEPbbnNANiDSTTH3GmDJZGrdNXx0dt41F4wT4XQbLvhB+bKzOAYakpe4QwD38kbvapVHfle67k4+LueY97rqLsPF2iqk1nL7eZzdxdJ5E4/3k1l+qTv7KpyKbnulqwjGNrvquKOuO+mlhxPcl73nyC/wKfkru+mtuXV8lczb7ryYw1fkH/TR1zM99cELf302ddq7PfcLz0m8ws0ukOU3vJdP9fnoL6/+Hvf9njv8PcfK+v3gK5++/wFQf5YhDqvsdzvrUOl7t0IgAVXALAcm0HPZ8dUDWRBB2O1Kgv6j4AX3pzk3hbB1DPsgBj04wfdRroQmxGDjrvbCpMSwhS5sX+FseDgc0nAmD+NCD2H2wx0KcYhELKIRj4jEJCqxDwUAADs=)

* + **Ajouter** un élément dans le tas consiste à ajouter un élément en fin du tableau représentant le tas, puis à le remonter à sa place dans l’arbre et donc dans le tableau.
  + **Retirer** un élément du tas, c’est retirer le premier élément, puis le remplacer par le dernier élément du tableau, et on descend cet élément dans l’arbre et donc dans le tableau.

Définir ces deux méthodes.

|  |
| --- |
|  |

1. Une suite de [Skolem](http://fr.wikipedia.org/wiki/Suite_de_Skolem) est constituée d'entiers de 1 à *n* répétés deux fois. De plus, chaque entier *i* de la suite est à une distance *i* du même entier dans la suite. On vérifiera que la suite suivante est une suite de Skolem :
2. 4, 1, 1, 5, 4, 2, 3, 2, 5, 3
3. On démontre qu'il n'existe des suites de Skolem que pour *n* tel que *n%4==0* ou *(n-1)%4==0*.
   * Ecrire la définition d'une méthode qui retourne ***true*** si un tableau d'entiers en paramètre contient une suite de Skolem et ***false*** sinon.
   * ![hou la la !](data:image/gif;base64,R0lGODlhFQAVAMYTACEhISoqGikpKSsrITMzMzk5GDs7O0BANEREKEVFIkJCQkZGKUdHLk1NIEtLS1JSH09PRvkDFVVVNfEINFpaH1dXOVRUVOURNOUSNF5eHGNjHWNjIGNjPWFhU2ZmM2trJ21tHmpqPmZmZmpqWW9vOnNzIXJyT3BwarRVRXZ2QXJycn5+H3t7boWFIHt7d3t7e4yMJIODfJKSXY6OjpmZZqSkIpmZmaOjo62thbCwe6ysrLKyfrS0hLS0iLKyssDAwMXFxczMzNfX1/EINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINPEINCH+E2ZhaXQgcGFyIEIuIGNheWx1eAoAIfkEARQAfwAsAAAAABUAFQAAB9yAf4KDhIWGh4IzMTaIjUAjCyyNiCoUGBwxk4U3FRMTJSNCmoMiIJ4TDy+jfzMJpxMtI0GjI6YuLp4PKpouDRMnIiInnh0/jT4MxAoKFp4NLo0nG54oAgIhExEwI8aGMwsXpwMAEdkTFLuGHRqvNR/l5RMMN4Wtr9kR8J4ZIoRBIyvueZCQL9+ECwtmDKp0z4QBAs1eZUh3I9m9CQQIvIqHgBEEdhdDetJwQEiAAiRk5FjJgwcOHD167FhJI0WBACoUGNjJ04ACB0B19vR5Q8gPHzqSKl261McPUYEAADs=)Ecrire la définition d'une méthode qui retourne un tableau contenant une suite de Skolem pour un *n* donné, si c'est possible, et ***null*** sinon. A chaque appel la méthode ne retourne pas en général la même suite.

Une suite de [Langford](http://en.wikipedia.org/wiki/Langford_pairing) est constituée d'entiers de 1 à *n* répétés deux fois. De plus, chaque entier *i* de la suite est à une distance *i+1* du même entier dans la suite.

![2](data:image/gif;base64,R0lGODlhFAAUAIQUAP8AAP9NTf9oaP98fP+np/+9vf/Q0P/Z2efn5//h4e7u7vDw8PLy8v/w8Pb29vj4+Pr6+vv7+/z8/P39/f///////////////////////////////////////////////yH+FUNyZWF0ZWQgd2l0aCBUaGUgR0lNUAAh+QQBCgAfACwAAAAAFAAUAAAFfuAnjmRpig0RAALRnKUBzDRwwKJc0wL+0a6PDuBQIBaOCUllGDVmA4R0GoE1BjPDdLo4FVYAAiL5gUxLCcFMcFBARhMpg1SYBQqmCUNKOkBfJQ9GYyRYAIAkC1ILVSQ7NAMHCAoPJ481DEpel2GaPiRbW3M+oaGfpXyfqqsmIQA7)Tableaux à deux dimensions.

1. Ecrire une séquence d’instructions qui initialise les éléments d’un tableau d’entiers à 2 dimensions (*n* et *m*) à 0.
2. Ecrire une séquence d’instructions qui initialise les éléments de la diagonale d’un tableau d’entiers à 2 dimensions (*n* et *m*) à 1.
3. Ecrire une séquence d’instructions qui affiche les éléments d’un tableau d’entiers à 2 dimensions (*n* et *m*). Chaque ligne du tableau est affichée sur une ligne de la console.

|  |
| --- |
| http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/tableau1.gif |

1. Ecrire une séquence d’instructions qui construit le tableau d'entiers (figure 1) :

|  |
| --- |
| http://imss-www.upmf-grenoble.fr/prevert/Prog/exercices/pascal.gif |

1. Ecrire la définition d'une méthode qui affiche le triangle de [Pascal](http://fr.wikipedia.org/wiki/Triangle_de_Pascal) au rang *n*. On commencera par construire un tableau d'entiers contenant les valeurs du triangle de Pascal.  
   Exemple pour *n*=5 :
2. Ecrire la definition d'une méthode qui retourne le transposé d'un tableau d'entiers à 2 dimensions (*n* et *m*). Le transposé *tt* d'un tableau *t* est tel que pour tout *i* et *j* on a *tt[i][j] == t[j][i]*.
3. Ecrire la definition d'une méthode qui retourne le tableau à deux dimensions (*n*, *o*) représentant le produit de deux matrices données en paramètre(*n*, *m*) et (*n*, *o*). Si le produit ne peut pas être calculé, on lèvera une exception. l'élément de ran *i* et *j* du résultat est : t1i,0×t20,j+ t1i,1×t21,j + ... +t1i,m-1×t2m-1, j.
4. Ecrire la definition d'une méthode qui retourne le tableau à deux dimensions (*n×m*, *2*) représentant le [produit *cartésien*](http://fr.wikipedia.org/wiki/Produit_cart%C3%A9sien) de deux tableaux d'entiers à une dimension (*n*) et (*m*). Exemple :
5. **int** [] a = {1, 2, 3};
6. **int** [] b = {10, 11};

Alors *produitCartesien(a,b)* retourne le tableau :

{{1,10},{1,11},

{2,10},{2,11},

{3,10},{3,11}

}

# *Exercices de programmation : chaînes de caractères*

1. Définir les méthodes de la classe *String*
2. Définir les méthodes de la classe *StringBuffer*

1. Ecrire la définition d'une méthode qui a en paramètre deux chaînes de caractères *s* et *r*, et retourne une chaîne de caractères constituée de tous les caracères de *s* sauf ceux qui appartiennent à *r*.
2. Ecrire une séquence d’instructions qui calcule le nombre d’occurrences de chaque voyelles dans une chaîne de caractères.
3. Ecrire la séquence d’instruction qui calcule si une chaîne de caractères est un [palindrome](http://fr.wikipedia.org/wiki/Palindrome) ou non. Un palindrome est une chaîne de caractères qui se lit indifféremment de gauche à droite ou de droite à gauche. exemple *«ici»* , *«kayak»* ou *«esoperesteicietserepose»*. Reprendre le même problème en considérant que les mots peuvent être séparés par des caractères ‘espace’ *«esope reste ici et se repose»* est alors un palindrome.
4. Ecrire la définition d'une méthode qui retourne ***true*** si *s1* est une [anagramme](http://fr.wikipedia.org/wiki/Anagramme) de *s2*, et ***false*** sinon.

Exemple : *«albert einstein»* est une anagramme de *«rien n est etabli»*.

1. Ecrire la définition d'une méthode qui a un paramètre chaîne de caractères *s*, et retourne une chaîne de caractères constituée de *s* concaténé à son inverse.
2. Ecrire la définition d'une méthode qui a un paramètre chaîne de caractères *s*, et retourne une chaîne de caractères constituée de tous les caractères de *s* sauf les voyelles.
3. Ecrire la définition d'une méthode qui a un paramètre chaîne de caractères *s*, et retourne une chaîne de caractères constituée de tous les caractères de *s* , le début de chaque mot étant en majuscule.
4. Ecrire la définition d'une méthode *toString* qui a un paramètre tableau de réels *t*, et retourne une chaîne de caractères constituée de tous les éléments du tableau *t* , séparés par des "," et entre "[" et "]".  
   Exemple :
5. **double**[]t={1.5, 5.2, 45.567};
6. s = toString(t);

Alors *s* = [1.50, 5.20, 45.57]

1. Ecrire la définition d'une méthode qui retourne ***true*** si une chaîne en paramètre est constituée de deux chaîne identiques concaténées, ***false*** sinon.
2. Une chaîne de caractères contient un texte formé de mots séparés par des espaces, des retour à la ligne, des tabulations, et des signes de ponctuation (. , ; : ? ! " '). Ecrire la définiton d'une méthode qui retourne un tableau des mots du texte.
3. Un [tautogramme](http://fr.wikipedia.org/wiki/Tautogramme) est un texte dont tous les mots commencent pat la même lettre
4. Mazarin, ministre malade,
5. méditait même moribond malicieusement mille maltôtes.

ou presque tous les mots commencent par la même lettre

Dans la zone zoologique, bon zigue,

zizagait l'ouvrier zingueur,

zieutant les zèbres

mais zigouillant plutôt les zibelines.

* + Ecrire la définition d'une méthode qui retourne ***true*** si un texte est un tautogramme et ***false*** sinon.
  + Ecrire la définition d'une méthode qui retourne la probabilité d'un texte d'être un tautogramme : le plus fort pourcentage de l'initiale de mot qui apparaît le plus souvent dans le texte (divisé par 100).

1. Ecrire la définition d'une méthode qui retourne ***true*** si une chaîne en paramètre est constituée de deux chaîne identiques concaténées, ***false*** sinon.
2. Les mots de [Fibonacci](http://fr.wikipedia.org/wiki/Mot_de_Fibonacci) sont définis de la façon suivante :
3. MF0="1"
4. MF1="0"
5. MFn=MFn-1+MFn-2

Définir une méthode qui retourne le mot de Fibonacci au rang *n*.

1. Soit la suite de chaînes (de [Thue-Morse](http://fr.wikipedia.org/wiki/Suite_de_Prouhet-Thue-Morse)) de caractères définie par :
2. S0="0"
3. Sn= la chaine obtenue en remplaçant dans Sn-1
4. toute occurrence de *0* par *01*
5. et toute occurrence de *1* par *10*

Ecrire la définition d'une méthode qui calcule Sn.

Soit la suite de chaînes (de [Mephisto Waltz Sequence](http://mathworld.wolfram.com/MephistoWaltzSequence.html)) de caractères définie par :

M0="0"

Mn= la chaine obtenue en remplaçant dans Mn-1

toute occurrence de *0* par *001*

et toute occurrence de *1* par *110*

Ecrire la définition d'une méthode qui calcule Mn.

1. Le cryptage de [César](http://fr.wikipedia.org/wiki/Chiffrement_par_d%C3%A9calage) consiste à un décalage de *n* positions des lettres du message. Définir la méthode *String cesar(String s, int n)* qui retourne la chaîne *s* cryptée suivant la méthode de César (on appliquera le cryptage à tout caractère, qu'il soit une lettre ou non). Comment décrypter ?

|  |
| --- |
|  |

1. La suite de [Conway](http://fr.wikipedia.org/wiki/Suite_de_Conway) est définie de la façon suivante :
   * C0 1
   * C1 : 11 (parce que le terme précédent contient un 1)
   * C2 : 21 (parce que le terme précédent contient deux 1)
   * C3 : 1211(parce que le terme précédent contient un 2, puis un 1 …)
   * …
   * C9 : 13211311123113112211

Définir la méthode qui calcule le terme de rang *n* de la suite de Conway.

|  |
| --- |
|  |

1. La suite de [Robinson](http://fr.wikipedia.org/wiki/Suite_de_Robinson) est définie de la façon suivante :
   * R0 : 0
   * R1 : 10 (parce que le terme précédent contient un 0)
   * R2 : 1110 (parce que le terme précédent contient un 1 et un 0)
   * R3 : 3110 (parce que le terme précédent contient trois 1, puis un 0 )
   * R4 : 132110 (parce que le terme précédent contient un 3, deux 1, puis un 0 )
   * R5 : 13123110 (parce que le terme précédent contient un 3, un 2, trois 1 puis un 0 )
   * …
   * R10 : 1433223110

Définir la méthode qui calcule le terme de rang *n* de la suite de Robinson.

1. Les deux méthodes suivantes retournent l'inverse d'une chaîne de caractères (les caractères sont dans l'ordre inverse). Une des deux méthodes est moins *«bonne»*; que l'autre : expliquer pourquoi.
2. String inverse1(String s){
3. **if**(s.equals("")) **return** "";
4. **else** **return** inverse1(s.substring(1))+s.charAt(0);
5. }
6. String inverse2(String s){
7. **int** lg = s.length();
8. StringBuffer sb = **new** StringBuffer(lg);
9. **for**(**int** i = 0; i < lg; ++i)
10. sb.insert(i, s.charAt(lg-i-1));
11. **return** sb.toString();
12. }

|  |
| --- |
|  |

1. Ecrire la définition des méthodes suivantes :
2. String versChaineBinaire(**byte** b)
3. String versChaineBinaire(**short** s)
4. String versChaineBinaire(**int** s)
5. String versChaineBinaire(**long** l)
6. Qui convertissent une valeur de type entier en sa représentation en binaire. On commencera par définir la méthode:
7. String versChaineBinaire(**long** l, **int** n)
8. Qui convertit les *n* bits de droite du long *l*, en leur représentation en binaire.

|  |
| --- |
|  |

1. Ecrire la définition des méthodes suivantes :
2. String versChaineBinaire(**float** s)
3. String versChaineBinaire(**double** s)
4. Qui convertissent une valeur de type flottant en sa représentation en binaire. On pourra utiliser les méthodes :
5. **int** floatToRawIntBits(**float** f)
6. **long** doubleToRawLongBits(**double** d)
7. Des classes *Float* et *Double* qui retournent un *int* ou un *long* contenant exactement les même bits que le *float* ou le *double* en paramètre.

# *Exercices de programmation : classes*

|  |
| --- |
|  |

1. Définir la classe [*Temperature*](http://fr.wikipedia.org/wiki/Temp%C3%A9rature), qui permet de représenter une température. La température pourra être obtenue, ou modifiée en utilisant les échelles de température *Kelvin*, *Celsius*, *Fahrenheit*et *Newton*.

|  |
| --- |
|  |

|  |
| --- |
|  |

1. Définir la classe [*Devise*](http://fr.wikipedia.org/wiki/Devise_%28monnaie%29), qui permet de représenter une somme exprimée en *Euros*. La somme pourra être obtenue, ou modifiée en utilisant d'autres devises *Dollar US*, *Yuan*, *Rouble*et *Livre Sterling*. (On pourra obtenir des cours plus récents en utilisant le webservice de [www.webservicex.net](http://www.webservicex.net/WS/WSDetails.aspx?WSID=10&CATID=2) qui retourne les taux de change entre devises)

|  |  |
| --- | --- |
| Dollar US |  |
| Yuan |  |
| Rouble |  |
| Frac Suisse |  |
| Livre anglaise |  |
| Zloty |  |

|  |
| --- |
|  |

|  |
| --- |
|  |

1. Définir la classe [*Angle*](http://fr.wikipedia.org/wiki/Angle), qui permet de représenter un angle exprimé en [*radians*](http://fr.wikipedia.org/wiki/Radian). L'angle pourra être obtenu, ou modifié en utilisant d'autres systèmes de mesure [*degré*](http://fr.wikipedia.org/wiki/Sous-unit%C3%A9s_du_degr%C3%A9) et [*grade*](http://fr.wikipedia.org/wiki/Grade_%28angle%29). La classe devra être munie des méthodes *plus* et *moins*.
2. Définir la classe [*Pression*](http://fr.wikipedia.org/wiki/Pression), qui permet de représenter une pression exprimée en [*Pascal*](http://fr.wikipedia.org/wiki/Blaise_Pascal). La pression pourra être obtenue, ou modifiée en utilisant d'autres systèmes de mesure *athmosphère*, [*bar*](http://fr.wikipedia.org/wiki/Bar_%28unit%C3%A9%29), *mm de mercure* ou [*PSI*](http://fr.wikipedia.org/wiki/PSI_%28unit%C3%A9%29). La classe devra être munie des méthodes *plus* et *moins*.

|  |  |  |  |
| --- | --- | --- | --- |
| **×** | **i** | **j** | **k** |
| **i** | -1 | k | -j |
| **j** | -k | -1 | i |
| **k** | j | -i | -1 |

1. Un [quaternion](http://fr.wikipedia.org/wiki/Quaternion) est un nombre *h = a + i×b + j×c + k×d* avec *a*, *b*, *c* et *d* réels. Les nombres *i*, *j*, et *k* sont tels que :  
   Définir un contructeur qui a quatre paramètres réels.  
   Définir les méthodes *toString*, *addition*, *multiplication* et *norme*.
2. Un [polynome](http://fr.wikipedia.org/wiki/Polyn%C3%B4me) en mathématique est une expression de la forme :  p(x)= c0×x0+c1×x1+c2×x2+ ... +cn×xn. Les coefficients *c* et la variable *x* appartiennent à un [anneau](http://fr.wikipedia.org/wiki/Anneau_%28math%C3%A9matiques%29) unitaire : un ensemble muni de deux lois de composition interne :
   * Une loi notée +, qui est commutative, associative et a un élément neutre noté 0. Tout élément a un inverse pour cette loi.
   * Une loi notée × , qui est associative, distributive par rapport à + et a un élément neutre noté 1.

L'exposant le plus grand de la variable qui a un coefficient non nul est le degré du polynome. Par convention le degré du polynome dont tous les coefficients sont nuls est -∞.

* + Définir l'interface *AnneauU* possédant les méthodes suivantes :
    - *AnneauU getZero();*
    - *AnneauU getUn();*
    - *AnneauU plus(AnneauU a);*
    - *AnneauU mult(AnneauU a);*
    - *String toString();*
  + Définir une classe *Entier* qui implémente *AnneauU*.
  + Définir la classe *Polynome* qui a des coefficients qui sont des *AnneauU*. La classe *Polynome* a les méthodes suivantes :
    - *Polynome plus (Polynome p)*
    - *Polynome mult(Polynome a);*
    - *AnneauU evaluer(AnneauU x);* qui évalue le polynome pour une valeur de la variable *x*.
    - *String toString();*
    - *polynome getZero();*
    - *polynome getUn();*

|  |
| --- |
|  |

1. Un peu de géométrie ...
   1. Définir la classe *Point*. Un *Point* est représenté par deux *double* qui sont les coordonnées du point dans un plan. On définira les méthodes suivantes :
      * *equals(Object o)* retourne *true* si les deux points sont égaux et *false* sinon. Deux points sont égaux si leurs coordonnées sont égales à *Point.PRECISION* près.
      * *toString()* retourne une chaîne de caractères contenant les coordonnées du point entre parenthèses.
      * *distance(Point p)* retourne la distance du point au point *p*.
      * *estProche(Point p)* retourne *true* si la distance du point à *p* est inférieure ou égale à *Point.PROXIMITE*.
      * *deplaceDe(int dx, int dy)* qui déplace le point de *dx* et *dy*.

* 1. Définir la classe [*Ligne*](http://fr.wikipedia.org/wiki/Droite_%28math%C3%A9matiques%29). Une *Ligne* est représentée par deux points non confondus. On définira les constructeurs suivants :
     + *ligne(point d, Point a)* qui définit la ligne passant par les deux points *d* et *a*, non confondus.
     + *ligne(point d, double angle)* qui définit la ligne passant par le point *d* et faisant un angle *angle* avec l'horizontale.

On définira les méthodes suivantes :

* + - *getAngle()* qui retourne l'angle de la ligne avec l'horizontale.
    - *contient (Point p)* qui retourne *true* si le point *p* est sur la ligne et *false* sinon.
    - *estConfondue(Ligne l)*

retourne *true* si les deux lignes sont confondues et *false* sinon.

* + - *estParallele(Ligne l)* retourne *true* si les deux lignes sont parallèles (non confondues) et *false* sinon.
    - *intersection(Ligne l)* retourne le point d'intersection des deux lignes s'il existe. La méthode retourne *null* si les lignes sont parallèles et lève une exception si les lignes sont confondues.
    - *deplaceDe(int dx, int dy)* qui déplace la ligne de *dx* et *dy*.

* 1. Définir la classe [*Segment*](http://fr.wikipedia.org/wiki/Segment_%28math%C3%A9matiques%29) sous-classe de *Ligne*, qui représente un segment de droite : on ne prend en compte que les points de la ligne qui sont compris entre *d* et *a*. Définir le constructeur et rédéfinir les méthodes qui doivent l'être dans la classe *Segment*.

* 1. Une [ligne brisée](http://fr.wikipedia.org/wiki/Ligne_polygonale) est un ensemble de points reliés par des segments. Définir la classe *LigneBrisee* munie du constructeur et des méthodes suivantes :
     + *LigneBrisee(Point[] ps)* qui construit une ligne brisée à partir d'un tableau de points.
     + *deplaceDe(int dx, int dy)* qui déplace la ligne brisée de *dx* et *dy*.
     + *longueur()* qui retourne la longueur de la ligne brisée.
     + *estCroise()* qui retourne *true* si un des segments de la ligne brisée coupe un autre segment de la ligne brisée et *false* sinon.

* 1. Définir la classe [*Polygone*](http://fr.wikipedia.org/wiki/Polygone), sous-classe de la classe *LigneBrisee*, qui définit trois méthodes supplémentaires :
     + *estConvexe()* qui retourne *true* si le polygone est convexe et *false* sinon.
     + *centreGravite()* qui retourne un point, [centre de gravité](http://fr.wikipedia.org/wiki/Aire_et_centre_de_gravit%C3%A9_d%27un_polygone) du polygone.
     + *surface()* qui retourne la [surface](http://fr.wikipedia.org/wiki/Aire_et_centre_de_gravit%C3%A9_d%27un_polygone) du polygone.