데이터->모델->평가->손실 줄이기(최적화)->다시 모델링->결과

Prediction/Logit: 각 class 별로 예측한 값

Loss/Cost : 얼마나 틀렸는지 계산

Optimization : loss 최소화

Result : 평가

**딥러닝 용어**

CNN(Convolution neuron network)

Convolution : 합성곱 /이미지와 합성해서 특징을 뽑아냄.

Weight-학습하려고 하는 대상

Y = wa + b(bias)

Pooling layer : 이미지가 가지고 있는 특징을 줄인다.(압축)

Activation function : 앞에서 특징을 뽑고, 불필요한 음수 부분 없애기(ReLU)

Softmax : 수치를 유도 /softmax를 거쳐 모든 값 합이 1이 되도록 만든다.

Loss /cost function : 얼마나 틀렸는지 계산

Optimization : loss function을 최소로

Learning rate : learning rate가 너무 낮아도 높아도 안좋다. / 적정 조절

Batch Size : 몇 장을 넣을건지 정하는 것

Epoch : batch size 다음 에폭 수만큼 다시 봐야한다.

Label/ground truth: 데이터를 받으면 데이터에 대한 정답(레이블)

**CNN모델 구조**

Feature extraction : 특징 추출->fully connected layer에서 결정을 내림

1.Convolution Layer : 특징을 합성

2.Pooling layer(Max Pooling) : 특성을 뽑은 것 중 가장 중요한 것 뽑기(가장 큰 특성 압축)

3.Activation function(ReLU) : 0미만 없애기

Tensor

np\_argmax(arr) : 가장 큰 인덱스의 위치

np\_unique(arr) : 중복 제외하고 유니크한 값

**시각화**

import numpy as np

import matplotlib.pyplot as plt

%matplotlib inline : 주피터 내부에 그래프를 띄우겠다.

**이미지**

이미지 합치기

Import cv2

dog\_image = cv2.resize(image, (275, 183)) #강아지 사이즈 조정

dog\_image.shape

out[] ((183, 275, 3), (183, 275, 3))

dog\_image.shape, cat\_image.shape #강아지랑 고양이랑 사이즈 같다.

이미지를 합칠 때 투명도(alpha)를 주면서 이미지 합치기

2-02 TensorFlow 기초 사용법

Tensor 생성 list -> Tensor / array->Tensor

tf.constant([1, 2, 3])

데이터 타입 적용 : tf.constant([1, 2, 3],dtype=tf.float32)

데이터 타입 변환 : tf.cast(tensor, dtype = tf.uInt8)

tf.random.normal([3, 3])

tf.random.uniform([4, 4])

Data Preprocess(MNIST)

from tensorflow.keras import datasets

mnist = datasets.mnist

(tranin\_x, train\_y), (test\_x, test\_y) = mnist.load\_data()

image = train\_x[0] //데이터 하나만 뽑기

image.shape

plt.imshow(image, ‘gray’) //시각화

plt.show()

**Channel 관련**

차원수 늘리기 : new\_train\_x = np.expand\_dims(train\_x, -1) # 맨뒤에 1붙이기

new\_train\_x.shape

disp = new\_train\_x[0, :, :, 0] / disp = np.squeeze(new\_train\_x[0])

disp.shape #결과 : (28, 28) shape를 줄이기

원 핫 인코딩 : 컴퓨터가 이해할 수 있는 형태로 변환해서 label을 주도록 함.

from tensorflow.keras.utils import to\_categorical

**Layer Explaination**

Input image

-os, glob, matplotlib

kernel\_size: filter(weight)의 사이즈

strides : 몇 개의 pixel을 skip하면서 훑어 지날지

padding : zero padding만들건지 ,VALID 는 padding 없고, SAME은 padding 있다.

activation: activation function만들건지

**Visualization**

output = layer(image)

pooling : 이미지가 줄어든다.

tf.keras.layers.MaxPool2D(pool\_size=(2, 2), strides=(2, 2), padding='SAME')

Fully Connected : y = wx+b

flatten

Optimization & Training(Beginner)(모델 학습)

from tensorflow.keras import layers

from tensorflow.keras import datasets

crossentropy : 2개 -> binary\_crossentropy / 2개 이상 : categorical\_crossentropy

원핫인코딩을 주지 않았을 때 : sparse\_categorical\_crossentropy

원핫인코딩을 주었을 때 : categorical\_crossentropy

Compile – Optimizer 적용

모델 평가 : accuracy를 이름으로 넣기

Training : 학습용 Hyperparameter 설정

epoch ->데이터를 하나씩 보는데 다 보면 한 epoch

batch\_size만큼 한 모델에 넣어줘야함.(메모리의 효율 위해)

model.fit(train\_x, train\_y,

batch\_size=batch\_size,

shuffle=True,

epochs=num\_epochs)
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![](data:image/png;base64,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)

에폭당 로그 hist.history

Evaluating ( 비교 대상이 있다.)

model.evaluate(test\_x, test\_y, batch\_size = batch\_size)

모델의 Input Data로 확인 할 이미지 데이터 넣기

pred = model.predict(test\_image.reshape(1, 28, 28, 1))

pred.shape ->(1, 10)

노드가 가장 높은 자극을 받은 것이 정답

pred가 가장 높은값 np.argmax(pred)

Test Batch->이미지를 테스트 배치로 넣기 (예측만 하기)

test\_batch = test\_x[:32]

test\_batch.shape

preds = model.predict(test\_batch)

preds.shape

np.argmax(preds, -1)

PyTorch

AutoGrad : 기울기를 주고 학습이 가능하도록

x = torch.ones(2, 2, requires\_grad = True)

DataLoader를 불러 model에 넣기

Convolution

in\_channels, out\_channels, kernel\_size, stride

weight는 detach() 해서 빼야한다.

weight.detach().numpy()

Optimization

model, Optimization 설정

model.train() #train mode

data, target = next(iter(train\_loader))

data, target = data.to(device), target.to(device)

gradients를 clear해서 새로운 최적화 값을 찾기 위해 준비

loss.backward() # 기울기 계산

optimizer.step() # 업데이트

Start Training

epochs = 1

log\_interval = 100

enumerate 사용

for epoch in range(1, epochs+1):

# Train Mode

model.train()

for batch\_idx, (data, target) in enumerate(train\_loader):

data, target = data.to(device), target.to(device)

optimizer.zero\_grad()

output = model(data)

loss = F.nll\_loss(output, target)

loss.backward()

optimizer.step()

if batch\_idx % log\_interval == 0:

print('Train Epoch: {} [{}/{} ({:.0f}%)]\tLoss: {:.6f}'.format(

epoch, batch\_idx \* len(data), len(train\_loader.dataset),

100 \* batch\_idx / len(train\_loader), loss.item()

))

model.eval()

test\_loss = 0

correct = 0

with torch.no\_grad():

for data, target in test\_loader:

data, target = data.to(device), target.to(device)

output = model(data)

test\_loss += F.nll\_loss(output, target, reduction='sum').item()

pred = output.argmax(dim=1, keepdim=True)

correct += pred.eq(target.view\_as(pred)).sum().item()

test\_loss /= len(test\_loader.dataset)

print('\nTest set: Average Loss: {:.4f}, Accuracy: {}/{} ({:.0f}%)\n'.format(

test\_loss, correct, len(test\_loader.dataset), 100. \* correct / len(test\_loader.dataset)))

데이터 만들기, 모델, 최적화, 컴파일, 트레이닝, 평가

torchvision : 이미지를 관리하기 위함.

**part 3** **이미지 분석으로 배우는 tensorflow**

Augmentation : 여러 환경에서 적응 가능하도록 트레이닝

callbacks : epoch or step 단위로 이벤트를 일으키는 옵션, 정해진 시간대에 running rate를 주는

모델 저장 및 불러오기

from glob import glob # 외부 파일 불러오기

PIL->이미지 열 때

os.getcwd() # 현재 경로

os.listdir()

os.listdir(‘dataset/mnist\_png/training/0/’) # 폴더 경로

glob(dataset/mnist\_png/training/0/\*.png’) # 경로가 포함된 모든 파일

data\_paths[-1] : 마지막에 있는 것 가져오기

path = data\_paths[0]

path # 첫번째에 있는 것 경로 불러오기

데이터 분석(MNIST)

os.listdir(‘dataset/mnist\_png/training/’) # 데이터 확인

데이터별 개수 비교

nums\_dataset = []

for lbl\_n in label\_nums:

data\_per\_class = os.listdir(‘dataset/mnist\_png/training/’ + lbl\_n) #각 레이블별 데이터

데이터 셋을 클래스 별로 확인

Pillow로 열기

image\_pil = Image.open(path)

image = np.array(image\_pil)

TensorFlow 로 열기

gfile = tf.io.read\_file(path)

image = tf.io.decode\_image(gfile)

일단 채널이 포함된 상태로 시작 TensorShape([28, 28, 1]) #1이 채널

Label얻기

path

path.split(‘\\’) # \기준으로 쪼개짐

int(label) : 숫자로 변환

데이터 이미지 사이즈 알기

input shape가 정해져 있어 사이즈를 통일 시켜야 함.

from tqdm import tqdm\_notebook

heights = []

widths = []

len(data\_paths[:10])

함수로 정의해서 이용

heights = []

widths = []

for path in tqdm\_notebook(data\_paths):

image\_pil = Image.open(path)

image = np.array(image\_pil)

h, w = image.shape

heights.append(h)

widths.append(w)

plt.figure(figsize=(20, 10))

plt.subplot(121)

plt.hist(heights)

plt.title(‘Heights’)

plt.axvline(np.mean(heights), color = ‘r’, linestyle=’dashed’, linewidth=2) # 평균값

plt.subplot(122)

plt.hist(widths)

plt.title(‘Widths’)

plt.show()

이미지를 배치 사이즈만큼 잘라서 넣어주기

배피 사이즈만큼 모델에 넣기

배치가 다 돌아가면 한 에폭

Images in List

batch\_image = []

for path in data\_paths[:8]: #데이터패스중 8개만 받기

image = read\_image(path)

batch\_image.append(image)

plt.imshow(batch\_images[0])

plt.show()

batch = tf.convert\_to\_tensor(batch\_images)

batch.shape

(batch\_size, height, width, channel)

데이터가 4차원

def make\_batch(batch\_paths):

batch\_images = []

for path in batch\_paths:

image = read\_image(path)

batch\_images.append(Image)

return tf.convert\_to\_tensor(batch\_images\_

batch\_size = 16;

for step in range[4]:

batch\_images = make\_batch(data\_paths[step\*batch\_size : (step + 1) \* batch\_size])

plt imshow(batch\_images[0])

plt.show() # 시각화

batch\_images.shape

**data generator** : 데이터 모델링 간편하게

data\_paths = os.listdir(‘dataset/mnist\_png/0/\*.png’)

data\_paths[0]

Load Image

gfile = tf.io.read\_file(path)

image = tf.io.decade\_image(gfile) #이미지 열기

image.shape

plt.imshow(image[:, :, 0], ‘gray’)

plt.show()

Set Data Generator

from tensorflow.keras.preprocessing.image import ImageDataGenerator

datagen = ImageDataGenerator( #데이터에 변환을 주면서 이미지 학습

rotation\_range=20,

width\_shift\_range=0.2,

height\_shift\_range=0.2,

horizontal\_flip=True)

image.shape

inputs = image[tf.newaxis, …] #차원 수 늘리기

inputs.shape

image = next(iter(datagen.flow(inputs)))

image.shape

**Transformation**

**data generator - 변환 주기**

datagen = ImageDataGenerator(

width\_shift\_range=0.3 #0.3만큼 랜덤하게 변환

zom\_range = 0.3 #위로 옮겨지거나 아래로 옮겨지거나

)

outputs = next(iter(datagen.flow(inputs)))

rescale : trainset, testset 모두 해야한다.

train\_datagen = ImageDataGenerator(

zoom\_range = 0.7, #train에만 해준다.

rescale = 1./255.)

test\_datagen = ImageDataGenerator(

rescale=1./255

)

Preprocess

train\_datagen = ImageDataGenerator(

rescale = 1./255.,

width\_shift\_range = 0.3,

zoom\_range = 0.2,

horizontal\_flip = True

)

test\_datagen = ImageDataGenerator(rescale=1./255)

폴더 별로 데이터가 있어

train\_generator = train\_datagen.flow\_from\_directory(

train\_dir,

target\_size=input\_shape[:2], #채널 빼고 2개

batch\_size=batch\_size,

color\_mode='grayscale',

class\_mode = ‘categorical’

)

validation\_generator = test\_datagen.flow\_from\_directory(

test\_dir,

target\_size=input\_shape[:2],

batch\_size=batch\_size,

color\_mode='grayscale'

class\_mode = ‘categorical’

)

Training

model.fit\_generator(

train\_generator,

steps\_per\_epoch=len(train\_generator),

epochs=num\_epochs,

validation\_data=validation\_generator,

validation\_steps=len(validation\_generator))

strip : 빈공간 없애기

os.path.basename(path) #파일명만 가져오기

os.path.exist(path) #path가 있는지 없는지

class 수 확인

classes\_name = []

for path in train\_paths:

cls\_name = get\_class\_name(path)

class\_names.append(cls\_name)

class\_names = [get\_class\_name(path) for path in train\_paths]

unique\_classes = np.unique(classes\_name, return\_counts=True) #클래스가 몇 개 있는지 (counts)

unique\_classes

plt.bar(\*unique\_classes)

plt.xticks(rotation=45)

plt.show()

DataFrame 생성

data\_ex = {'a':[1, 2, 3], 'b':[10, 20, 30], 'c':[100, 200, 300]}

df\_ex = pd.DataFrame(data\_ex)

df\_ex

data = {'path': train\_paths, 'class\_name': classes\_name}

df = pd.DataFrame(data)

df.head()

만들어진 DataFrame 저장

train\_csv\_path = ‘train\_dataset.csv’

test\_csv\_path = ‘test\_dataset.csv’

dataframe 이용해서 학습하기

preprocess

import pandas as pd

train\_df = pd.read\_csv('train\_dataset.csv')

test\_df = pd.read\_csv('test\_dataset.csv')

train\_df.head()

train\_datagen = ImageDataGenerator(

rescale=1./255,

width\_shift\_range=0.3,

zoom\_range=0.2,

horizontal\_flip=True)

test\_datagen = ImageDataGenerator(rescale=1./255)

train\_generator = train\_datagen.flow\_from\_dataframe(

train\_df,

x\_col='path',

y\_col='class\_name',

target\_size=input\_shape[:2],

batch\_size=batch\_size

)

validation\_generator = test\_datagen.flow\_from\_dataframe(

test\_df,

x\_col='path',

y\_col='class\_name',

target\_size=input\_shape[:2],

batch\_size=batch\_size

)

tf.data

def read\_image(path):

gfile = tf.io.read\_file(path)

image = tf.io.decode\_image(gfile, dtype=tf.float32)

return image

dataset = tf.data.Dataset.from\_tensor\_slices(train\_paths)

dataset = dataset.map(read\_image, num\_parallel\_calls=AUTOTUNE)

배치로 묶어서 모델에 넣어주기

dataset = tf.data.Dataset.from\_tensor\_slices(train\_paths)

dataset = dataset.map(read\_image)

dataset = dataset.batch(4) #batch\_size: 4만큼 묶인다.

**Shuffle(섞기)**

Label하고 같이 넣기

dataset = tf.data.Dataset.from\_tensor\_slices((train\_paths, labels))

dataset = dataset.map(load\_data, num\_parallel\_calls=AUTOTUNE)

dataset = dataset.batch(4)

dataset = dataset.shuffle(buffer\_size=len(train\_paths))

dataset = dataset.repeat() # 반복적으로 돌아갈 수 있도록

tensorflow 함수로 label얻기

def onehot\_encoding(label):

return np.array(class\_names == label, np.uint8)

Data Preprocess

train\_dataset = tf.data.Dataset.from\_tensor\_slices(train\_paths)

train\_dataset = train\_dataset.map(load\_image\_label, num\_parallel\_calls=AUTOTUNE)

train\_dataset = train\_dataset.map(image\_preprocess, num\_parallel\_calls=AUTOTUNE)

train\_dataset = train\_dataset.batch(batch\_size)

train\_dataset = train\_dataset.shuffle(buffer\_size=len(train\_paths))

train\_dataset = train\_dataset.repeat()

test\_dataset = tf.data.Dataset.from\_tensor\_slices(test\_paths)

test\_dataset = test\_dataset.map(load\_image\_label, num\_parallel\_calls=AUTOTUNE)

test\_dataset = test\_dataset.batch(batch\_size)

test\_dataset = test\_dataset.repeat()

training

steps\_per\_epoch = len(train\_paths) // batch\_size

validation\_steps = len(test\_paths) // batch\_size

model.fit\_generator(

train\_dataset,

steps\_per\_epoch=steps\_per\_epoch,

validation\_data=test\_dataset,

validation\_steps=validation\_steps,

epochs=num\_epochs

)

**callbacks:학습 도중 이벤트**

tensorboard열기

callbacks

logdir = os.path.join('logs', datetime.now().strftime("%Y%m%d-%H%M%S"))

tf.keras.callbacks.TensorBoard(

log\_dir = logdir,

write\_graph = True,

write\_images = True,

histogram\_freq = 1

)

%tensorboard --logdir logs --port 8008

Training

LamdaCallback : 맞춤형 그래프 가져오기(복붙)

# Define the per-epoch callback.

cm\_callback = tf.keras.callbacks.LambdaCallback(on\_epoch\_end=log\_confusion\_matrix)

Expert : 시간을 정해서 넣을 수 있다.

logdir = os.path.join('logs', datetime.now().strftime("%Y%m%d-%H%M%S"))

file\_writer = tf.summary.create\_file\_writer(logdir)

for epoch in range(num\_epochs):

for step, (images, labels) in enumerate(train\_dataset):

train\_step(images, labels)

with file\_writer.as\_default():

tf.summary.image('input\_image', images, step=step)

tf.summary.scalar('loss', train\_loss.result(), step=step)

for test\_images, test\_labels in test\_dataset:

test\_step(test\_images, test\_labels)

template = 'Epoch {}, Loss: {}, Accuracy: {}, Test Loss: {}, Test Accuracy: {}'

print (template.format(epoch+1,

train\_loss.result(),

train\_accuracy.result()\*100,

test\_loss.result(),

test\_accuracy.result()\*100))

**callbacks-learing rate schedule : 최적화된 위치까지 도달하게 하는 것**

def scheduler(epoch):

if epoch < 10:

return 0.001

else:

return 0.001 \* math.exp(0.1 \* (10 - epoch))

learning\_rate\_scheduler = tf.keras.callbacks.LearningRateScheduler(scheduler)

**checkpoint** : 모델이 학습하다가 weight를 저장시킴. 나중에 weight로 돌아갈 수 있도록

save\_path = 'checkpoints'

checkpoint = tf.keras.callbacks.ModelCheckpoint(save\_path, monitor='val\_accuracy', verbose=1, save\_best\_only=True, mode='max')

val\_accuracy가 올라가면 저장하고, 아니면 저장안함.(save\_best\_only=True)

val\_accuracy이면 mode = ‘max’ , loss이면 ‘min’

history 들여다보기

history.history.keys()

history.params

new\_model = history.model

plt.plot(history.history[‘accuracy’])

plt.plot(history.history[‘val\_accuracy’])

plt.title(“Model Accuracy”)

plt.ylabel(‘accuracy’)

plt.xlabel(‘epoch’)

plt.legend([‘tran’, ‘validation’])

plt.show()

plt.plot(history.history[‘loss’])

plt.plot(history.history[‘val\_loss’])

plt.title(‘Model Loss’)

plt.ylabel(‘loss’)

plt.xlabel(‘epoch’)

plt.legend([‘tran’, ‘validation’])

plt.show()

이미지를 load 직접load해서 넣는 방법

path = train\_paths[0]

test\_image, test\_label = load\_image\_label(path)

test\_image.shape

test\_image = test\_image[tf.newaxis, ...]

test\_image.shape

pred = model.predict(test\_image)

pred

generator에서 데이터 가져오는 방법

generator에 넣는 방법

pred = model.predict\_generator(test\_dataset.take(1)) #한 배치만 가져온다

evals = model.evaluate(image, label)

tf케라스로 저장하기

save\_path=’my\_model.h5’

model.save(save\_path, include\_optimizer=True)

tf.keras.models.load\_moel(‘my\_model.h5’) #모델 불러오기

모델을 weight만 저장하기

model.save\_weights(‘model\_weights.h3)

with open('model\_architecture.json', 'w') as f:

f.write(model.to\_json())

from tensorflow.keras.models import model\_from\_json

with open('model\_architecture.json', 'r') as f:

model = model\_from\_json(f.read())

model.load\_weights('model\_weights.h5')