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router.get

var getData = function () {

    var data = {

        'item1': 'http://public-domain-photos.com/free-stock-photos-1/flowers/cactus-76.jpg',

        'item2': 'http://public-domain-photos.com/free-stock-photos-1/flowers/cactus-77.jpg',

        'item3': 'http://public-domain-photos.com/free-stock-photos-1/flowers/cactus-78.jpg'

    }

    return data;

}

router.get

router.get('/', function (req, res) {

    res.render('index', { title: 'Express', "data" });

});

Project Euler

### **Problem 1**

If we list all the natural numbers below 10 that are multiples of 3 or 5, we get 3, 5, 6 and 9. The sum of these multiples is 23.

Find the sum of all the multiples of 3 or 5 below 1000.

< script >

function sumOfMultiple(limit) {

    var  i, sum = 0;

    for (i = 3; i < limit; i += 1) {

        if (i % 3 === 0 || i % 5 === 0) {

**Sonuç : 233168**

            sum += i

        }

    }

    return sum;

}

console.log(sumOfMultiple(1000));

</script>

### **Problem 11**

In the 20×20 grid below, four numbers along a diagonal line have been marked in red.

08 02 22 97 38 15 00 40 00 75 04 05 07 78 52 12 50 77 91 08  
49 49 99 40 17 81 18 57 60 87 17 40 98 43 69 48 04 56 62 00  
81 49 31 73 55 79 14 29 93 71 40 67 53 88 30 03 49 13 36 65  
52 70 95 23 04 60 11 42 69 24 68 56 01 32 56 71 37 02 36 91  
22 31 16 71 51 67 63 89 41 92 36 54 22 40 40 28 66 33 13 80  
24 47 32 60 99 03 45 02 44 75 33 53 78 36 84 20 35 17 12 50  
32 98 81 28 64 23 67 10 **26** 38 40 67 59 54 70 66 18 38 64 70  
67 26 20 68 02 62 12 20 95 **63** 94 39 63 08 40 91 66 49 94 21  
24 55 58 05 66 73 99 26 97 17 **78** 78 96 83 14 88 34 89 63 72  
21 36 23 09 75 00 76 44 20 45 35 **14** 00 61 33 97 34 31 33 95  
78 17 53 28 22 75 31 67 15 94 03 80 04 62 16 14 09 53 56 92  
16 39 05 42 96 35 31 47 55 58 88 24 00 17 54 24 36 29 85 57  
86 56 00 48 35 71 89 07 05 44 44 37 44 60 21 58 51 54 17 58  
19 80 81 68 05 94 47 69 28 73 92 13 86 52 17 77 04 89 55 40  
04 52 08 83 97 35 99 16 07 97 57 32 16 26 26 79 33 27 98 66  
88 36 68 87 57 62 20 72 03 46 33 67 46 55 12 32 63 93 53 69  
04 42 16 73 38 25 39 11 24 94 72 18 08 46 29 32 40 62 76 36  
20 69 36 41 72 30 23 88 34 62 99 69 82 67 59 85 74 04 36 16  
20 73 35 29 78 31 90 01 74 31 49 71 48 86 81 16 23 57 05 54  
01 70 54 71 83 51 54 69 16 92 33 48 61 43 52 01 89 19 67 48

The product of these numbers is 26 × 63 × 78 × 14 = 1788696.

What is the greatest product of four adjacent numbers in the same direction (up, down, left, right, or diagonally) in the 20×20 grid?

< script >

   var grid = [

        [08, 02, 22, 97, 38, 15, 00, 40, 00, 75, 04, 05, 07, 78, 52, 12, 50, 77, 91, 08],

        [49, 49, 99, 40, 17, 81, 18, 57, 60, 87, 17, 40, 98, 43, 69, 48, 04, 56, 62, 00],

        [81, 49, 31, 73, 55, 79, 14, 29, 93, 71, 40, 67, 53, 88, 30, 03, 49, 13, 36, 65],

        [52, 70, 95, 23, 04, 60, 11, 42, 69, 24, 68, 56, 01, 32, 56, 71, 37, 02, 36, 91],

        [22, 31, 16, 71, 51, 67, 63, 89, 41, 92, 36, 54, 22, 40, 40, 28, 66, 33, 13, 80],

        [24, 47, 32, 60, 99, 03, 45, 02, 44, 75, 33, 53, 78, 36, 84, 20, 35, 17, 12, 50],

        [32, 98, 81, 28, 64, 23, 67, 10, 26, 38, 40, 67, 59, 54, 70, 66, 18, 38, 64, 70],

        [67, 26, 20, 68, 02, 62, 12, 20, 95, 63, 94, 39, 63, 08, 40, 91, 66, 49, 94, 21],

        [24, 55, 58, 05, 66, 73, 99, 26, 97, 17, 78, 78, 96, 83, 14, 88, 34, 89, 63, 72],

        [21, 36, 23, 09, 75, 00, 76, 44, 20, 45, 35, 14, 00, 61, 33, 97, 34, 31, 33, 95],

        [78, 17, 53, 28, 22, 75, 31, 67, 15, 94, 03, 80, 04, 62, 16, 14, 09, 53, 56, 92],

        [16, 39, 05, 42, 96, 35, 31, 47, 55, 58, 88, 24, 00, 17, 54, 24, 36, 29, 85, 57],

        [86, 56, 00, 48, 35, 71, 89, 07, 05, 44, 44, 37, 44, 60, 21, 58, 51, 54, 17, 58],

        [19, 80, 81, 68, 05, 94, 47, 69, 28, 73, 92, 13, 86, 52, 17, 77, 04, 89, 55, 40],

        [04, 52, 08, 83, 97, 35, 99, 16, 07, 97, 57, 32, 16, 26, 26, 79, 33, 27, 98, 66],

        [88, 36, 68, 87, 57, 62, 20, 72, 03, 46, 33, 67, 46, 55, 12, 32, 63, 93, 53, 69],

        [04, 42, 16, 73, 38, 25, 39, 11, 24, 94, 72, 18, 08, 46, 29, 32, 40, 62, 76, 36],

        [20, 69, 36, 41, 72, 30, 23, 88, 34, 62, 99, 69, 82, 67, 59, 85, 74, 04, 36, 16],

        [20, 73, 35, 29, 78, 31, 90, 01, 74, 31, 49, 71, 48, 86, 81, 16, 23, 57, 05, 54],

        [01, 70, 54, 71, 83, 51, 54, 69, 16, 92, 33, 48, 61, 43, 52, 01, 89, 19, 67, 48]

    ];

var maxProduct = 0;

for (var i = 0; i < grid.length; i++) {

    var row = grid[i];

    for (var j = 0; j < row.length; j++) {

        if (j < row.length - 3) {

            var product = row[j] \* row[j + 1] \* row[j + 2] \* row[j + 3];

            if (product > maxProduct) {

                maxProduct = product;

            }

        }

        if (i < grid.length - 3) {

            var product = grid[i][j] \* grid[i + 1][j] \* grid[i + 2][j] \* grid[i + 3][j];

            if (product > maxProduct) {

                maxProduct = product;

            }

        }

        if ((j < row.length - 3) && (i < grid.length - 3)) {

            var product = grid[i][j] \* grid[i + 1][j + 1] \* grid[i + 2][j + 2] \* grid[i + 3][j + 3];

            if (product > maxProduct) {

                maxProduct = product;

            }

        }

        if ((j > 2) && (i < grid.length - 3)) {

            var product = grid[i][j] \* grid[i + 1][j - 1] \* grid[i + 2][j - 2] \* grid[i + 3][j - 3];

            if (product > maxProduct) {

                maxProduct = product;

            }

        }

    }

}

**Sonuç : 70600674**

console.log(maxProduct);

</script>

### **Problem 21**

Let d(*n*) be defined as the sum of proper divisors of *n* (numbers less than *n* which divide evenly into *n*).  
If d(*a*) = *b* and d(*b*) = *a*, where *a* ≠ *b*, then *a* and *b* are an amicable pair and each of *a* and *b* are called amicable numbers.

For example, the proper divisors of 220 are 1, 2, 4, 5, 10, 11, 20, 22, 44, 55 and 110; therefore d(220) = 284. The proper divisors of 284 are 1, 2, 4, 71 and 142; so d(284) = 220.

Evaluate the sum of all the amicable numbers under 10000.

< script >

var factors = {};

factors.getFactors = function (number){

    var factors = [];

    var highFactors = [];

    var possibleFactor = 1;

    var sqrt = Math.sqrt(number);

    while(possibleFactor <= sqrt){

        if(number % possibleFactor == 0){

            factors[factors.length] = possibleFactor;

            var otherPossibleFactor = number / possibleFactor;

            if(otherPossibleFactor > possibleFactor){

                highFactors[highFactors.length] = otherPossibleFactor;

            }

        }

        possibleFactor++;

    }

    for(var i=highFactors.length-1; i >= 0; i--){

        factors[factors.length] = highFactors[i];

    }

    return factors;

};

var getNaturalFactors = function(number){

    var naturalFactors = factors.getFactors(number);

    naturalFactors.splice(naturalFactors.length - 1, 1);

    return naturalFactors;

};

var getSumOfArray = function(array){

    var sum = 0;

    for(var i = 0; i < array.length; i++){

        sum += array[i];
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    }

    return sum;

}

var amicableNumbersSum = 0;

for(var i = 1; i < 10000; i++){

    var naturalFactorsSum = getSumOfArray(getNaturalFactors(i));

    if(naturalFactorsSum != i){

        var testI = getSumOfArray(getNaturalFactors(naturalFactorsSum));

        if(i == testI){

            amicableNumbersSum += i;

            console.log('Amicable number found: ' + i);

        }

    }

}

document.write(amicableNumbersSum);

</script>

**Problem 31**

In the United Kingdom the currency is made up of pound (£) and pence (p). There are eight coins in general circulation:

1p, 2p, 5p, 10p, 20p, 50p, £1 (100p), and £2 (200p).

It is possible to make £2 in the following way:

1×£1 + 1×50p + 2×20p + 1×5p + 1×2p + 3×1p

How many different ways can £2 be made using any number of coins?

<script>

var coinValues = [1, 2, 5, 10, 20, 50, 100, 200];

var comboCounts = [];

for(var i = 0; i < coinValues.length; i++){

    comboCounts[i] = [];

}

var findDifferentCoinCombos = function(amount, maxIndex) {

    var combos = 0;

    maxIndex = (maxIndex || maxIndex == 0) ? maxIndex : coinValues.length - 1;

    if(maxIndex == 0 || amount == 0){

        return 1;

    }

    if(comboCounts[maxIndex][amount]){

        return comboCounts[maxIndex][amount];

    }

    var coinValue = coinValues[maxIndex];

    var coinAmount = 0;

    while(amount >= coinAmount){

        combos += findDifferentCoinCombos(amount - coinAmount, maxIndex - 1);

        coinAmount += coinValue;

    }

    comboCounts[maxIndex][amount] = combos;

    return combos;

**Sonuç : 73682**

};

console.log(findDifferentCoinCombos(200));

    </script>

**Problem 71**

Consider the fraction, *n/d*, where *n* and *d* are positive integers. If *n*<*d* and HCF(*n,d*)=1, it is called a reduced proper fraction.

If we list the set of reduced proper fractions for *d* ≤ 8 in ascending order of size, we get:

1/8, 1/7, 1/6, 1/5, 1/4, 2/7, 1/3, 3/8, **2/5**, 3/7, 1/2, 4/7, 3/5, 5/8, 2/3, 5/7, 3/4, 4/5, 5/6, 6/7, 7/8

It can be seen that 2/5 is the fraction immediately to the left of 3/7.

By listing the set of reduced proper fractions for *d* ≤ 1,000,000 in ascending order of size, find the numerator of the fraction immediately to the left of 3/7.

       var program = require('commander');

program

    .version('0.1.0')

    .description('Ordered fractions')

    .option('-l, --limit <int>', 'The maximum denominator', Number, 1000000)

    .parse(process.argv);

var RIGHT\_FRAC = [3, 7];

var left\_frac = [2, 7];

for (var d = 2; d <= program.limit; d++) {

    var start\_n = Math.floor(left\_frac[0] / left\_frac[1] \* d);

    var end\_n = Math.floor(RIGHT\_FRAC[0] / RIGHT\_FRAC[1] \* d) + 1;

    for (var n = start\_n; n <= end\_n; n++) {

        if (compare\_fractions(n, d, RIGHT\_FRAC[0], RIGHT\_FRAC[1]) >= 0) {

            continue;

        }

        if (compare\_fractions(n, d, left\_frac[0], left\_frac[1]) > 0) {

            left\_frac = [n, d];

        }

    }

**428570/999997 3/7**

}

console.log(left\_frac[0]);

function compare\_fractions(numer1, denom1, numer2, denom2) {

    return numer1 \* denom2 - numer2 \* denom1;

}

LeetCode

1. **Two Sum**

Given an array of integers, return **indices** of the two numbers such that they add up to a specific target.

You may assume that each input would have ***exactly*** one solution, and you may not use the *same* element twice.

**Example:**

Given nums = [2, 7, 11, 15], target = 9,

Because nums[**0**] + nums[**1**] = 2 + 7 = 9,

return [**0**, **1**].

public int[] twoSum(int[] nums, int target) {

for (int i = 0; i < nums.length; i++) {

for (int j = i + 1; j < nums.length; j++) {

if (nums[j] == target - nums[i]) {

return new int[] { i, j };

}

}

}

throw new IllegalArgumentException("No two sum solution");

}

< script >

dizi =[2, 7, 11, 15]

hedef=9

var toplam = function(dizi, hedef) {

    const length = dizi.length;

    const cacheNumbToIndex = {};

**Sonuç : [0,1]**

    let index;

    for (index = 0; index < length; index++) {

        const gotNum = dizi[index];

        const wantedNum = hedef - gotNum;

        if (cacheNumbToIndex[wantedNum] !== undefined) {

            return [index, cacheNumbToIndex[wantedNum]].sort();

        }

        cacheNumbToIndex[gotNum] = index;

    }

};

</script>

**121. Best Time to Buy and Sell Stock**

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

If you were only permitted to complete at most one transaction (i.e., buy one and sell one share of the stock), design an algorithm to find the maximum profit.

Note that you cannot sell a stock before you buy one.

**Example 1:**

**Input:** [7,1,5,3,6,4]

**Output:** 5

**Explanation:** Buy on day 2 (price = 1) and sell on day 5 (price = 6), profit = 6-1 = 5.

  Not 7-1 = 6, as selling price needs to be larger than buying price.

**Example 2:**

**Input:** [7,6,4,3,1]

**Output:** 0

**Explanation:** In this case, no transaction is done, i.e. max profit = 0.

public class Solution {

public int maxProfit(int prices[]) {

int maxprofit = 0;

for (int i = 0; i < prices.length - 1; i++) {

for (int j = i + 1; j < prices.length; j++) {

int profit = prices[j] - prices[i];

if (profit > maxprofit)

maxprofit = profit;

}

}

return maxprofit;

}

}

< script >

sayilar: [3,8,2,5,4,7]

**Sonuç : 5**

var maxProfit = function(prices) {

    if(prices.length < 2) {

        return 0;

    }

    let maxProfit = 0;

    let maxStock = Math.max(prices[prices.length - 1], prices[prices.length - 2]);

    for(let i = prices.length - 2; i > -1; i--) {

        let profit = maxStock - prices[i];

        maxStock = Math.max(maxStock, prices[i]);

        maxProfit = Math.max(profit, maxProfit);

    }

    return maxProfit;

};

</script>

**371. Sum of Two Integers**

Calculate the sum of two integers *a* and *b*, but you are **not allowed** to use the operator + and -.

**Example 1:**

**Input:** a = 1, b = 2

**Output:** 3

**Example 2:**

**Input:** a = -2, b = 3

**Output:** 1

< script >

var s1=5

var s2=5

**Sonuç : 10**

var toplam=Number(s1)+Number(s2);

window.alert(toplam);

</script>

**Soru 41**

Given an unsorted integer array, find the smallest missing positive integer.

**Example 1:**

Input: [1,2,0]

Output: 3

**Example 2:**

Input: [3,4,-1,1]

Output: 2

**Example 3:**

Input: [7,8,9,11,12]

Output: 1

   <script>

    var firstMissingPositive = function(nums) {

    const n = nums.length

    for (let i = 1; i < n; i++) {

        while (nums[i] <= n && nums[i] !== nums[nums[i] - 1]) {

        const t = nums[i]

        nums[i] = nums[t - 1]

        nums[t - 1] = t

        }

    }

    for (let i = 0; i < n; i++) {
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        if (nums[i] !== i + 1) {

        return i + 1

        }

    }

    return n + 1

    };

    <script>

**Soru 11**

Given n non-negative integers a1, a2, ..., an, where each represents a point at coordinate (i, ai). n vertical lines are drawn such that the two endpoints of line i is at (i, ai) and (i, 0). Find two lines, which together with x-axis forms a container, such that the container contains the most water.

Note: You may not slant the container and n is at least 2.

The above vertical lines are represented by array [1,8,6,2,5,4,8,3,7]. In this case, the max area of water (blue section) the container can contain is 49.

**Example:**

**Input:** [1,8,6,2,5,4,8,3,7]

**Output:** 49

    <script>

    var maxArea = function (height) {

  let max = 0

  for (let l = 0, r = height.length - 1; l < r; l++, r--) {

    max = Math.max(max, (r - l) \* Math.min(height[l], height[r]))

    if (height[l] < height[r]) {

      r++

    } else {

      l--

**Sonuç : 49**

    }

  }

  return max

};

    <script>