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**Ход работы**

Простейшие шифры подстановки (substitution) реализуют замену каждого символа исходного текста на один из символов алфавита шифротекста. В общем случае подстановочный шифр описывается таблицей подстановки, состоящей из двух строк и n столбцов. Количество столбцов таблицы подстановки соответствует количеству различных символов в алфавите исходного текста. Верхняя строка таблицы подстановки содержит все возможные символы исходного текста, а нижняя – соответствующие им символы шифротекста.

**Задание:**

1. Реализовать программное средство, осуществляющее шифрование и дешифрование текстового файла, содержащего текст на заданном языке (нечетный номер в списке – английский язык, четный номер – русский).

2. Реализовать программное средство, осуществляющее криптоанализ зашифрованного по методу Виженера текста. Для криптоанализа использовать тест Касиски.

3. Провести экспериментальное исследование зависимости вероятности успешного проведения атаки по методу Касиски от длины шифротекста.

4. Провести экспериментальное исследование зависимости вероятности успешного проведения атаки по методу Касиски от длины использованного при шифровании ключевого слова.

Листинг 1 - реализация программы:

internal class Vijener

{

public static string VijenerEncrypt(string inputString, string keyWord)

{

inputString = inputString.ToLower();

keyWord = keyWord.ToLower();

string encryptedString = "";

for (int i = 0; i < inputString.Length; i++)

{

if (inputString[i] == ' ')

{

encryptedString += ' ';

continue;

}

int encryptingChar = (char)(inputString[i] + (keyWord[i % keyWord.Length] - 'a'));

if (encryptingChar > 122) encryptingChar = (encryptingChar % 122) + 96;

encryptedString += (char)encryptingChar;

}

return encryptedString;

}

public static string VijenarDecrypt(string inputString, string keyWord)

{

inputString = inputString.ToLower();

keyWord = keyWord.ToLower();

string decryptedString = "";

for (int i = 0; i < inputString.Length; i++)

{

if (inputString[i] == ' ')

{

decryptedString += ' ';

continue;

}

int decryptingChar = (char)(inputString[i] - (keyWord[i % keyWord.Length] - 'a'));

if (decryptingChar < 97) decryptingChar = decryptingChar + 26;

decryptedString += (char)decryptingChar;

}

return decryptedString;

}

}

class Attack

{

string alphabet = "ABCDEFGHIJKLMNOPQRSTUVWXYZ";

public static Dictionary<string, List<int>> RepeatedBlocks(string input)

{

var repeatedMap = new Dictionary<string, List<int>>();

for (var i = 0; i < input.Length - 3; i++)

{

string block = input.Substring(i, 3);

if (!repeatedMap.ContainsKey(block))

repeatedMap[block] = new List<int>();

repeatedMap[block].Add(i);

}

return repeatedMap;

}

public static List<int> CalcKeyLengths(Dictionary<string, List<int>> repeatedMap)

{

var keyLengths = new List<int>();

foreach (var map in repeatedMap)

{

var positions = map.Value;

for (var i = 0; i < positions.Count - 1; i++)

{

for (var j = i + 1; j < positions.Count; j++)

{

var distance = positions[j] - positions[i];

if (distance > 0)

keyLengths.Add(distance);

}

}

}

return keyLengths;

}

}

class Program

{

public static void Main()

{

Vijener vijener = new Vijener();

string words = "cryptography and data security",

key = "Mouse";

var cryptedText = Vijener.VijenerEncrypt(words, key);

Console.WriteLine(cryptedText);

string encr = Vijener.VijenerEncrypt(words,key);

Console.WriteLine(Vijener.VijenarDecrypt(encr,key));

var lengths = Attack.CalcKeyLengths(Attack.RepeatedBlocks(cryptedText));

foreach (var length in lengths)

Console.WriteLine($"Possible key length: {length}");

}

}

![](data:image/png;base64,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)

Рисунок 1. Результат работы программы