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1. API

Rest services supported http headers

1. Accept: application/json

2. Content-Type: **application/json**

Both headers are required.

Response Format

Response format is json.

For services with GET method instead of using http headers can be used parameter fmt set to json. Just add“fmt=json” to your url.

|  |
| --- |
| * + 1. Implemented services |
| User service |

1. User service
   * 1. Get user

**Endpoint:** [GET] /user/{ID}

**Description:** Returns user data.

**Base user fields:**

|  |  |  |
| --- | --- | --- |
| **Field** | **Description** | **Example value** |
| operation | Internal operation name | «get user» |
| status | Status result («ok», «error») | «ok» |
| error | Description of the error if it happens. The value could be null if status=ok. | null |
| data | User data | JSON |
| data.\_id | The id of the user | 563b3f77e8d64c3f52ad008e |
| data.name | The name of the user | user |
| data.password | The hash of the user password (currently it displays a real password) | user |
| data.email | The email of the user | user@sample.com |
| data.published | The flag of user visibility. Only published users can access the website | true |
| data.created | The date the the user has been created | 2015-11-05T11:37:27.203Z |
| data.updated | The date the the user has been updated last time | 2015-11-05T11:37:27.203Z |

**Example request:**

<http://localhost:3000/user/563b3f77e8d64c3f52ad008e>

**Example response (data found):**

{

"operation": "get user",

"status": "ok",

"error": null,

"data": {

"\_id": "563b3f77e8d64c3f52ad008e",

"name": "user",

"password": "user",

"email": "user@sample.com",

"\_\_v": 0,

"published": true,

"updated": "2015-11-05T11:37:27.203Z",

"created": "2015-11-05T11:37:27.203Z"

}

}

**Example responce (error):**

{

"operation": "get user",

"status": "error",

"error": {

// … Stacktrace

},

"data": {}

}

* + 1. Get users

**Endpoint:** [GET] /users

**Description:** Returns users data.

**Fields:** The same like in Get user with one difference. Field «data» consists of array list of all users.

**Example request:**

<http://localhost:3000/users>

**Example response (data found):**

{

"operation": "list users",

"status": "ok",

"error": null,

"data": [

{

"\_id": "563a02626e1f1c3f13bcc253",

"name": "test1",

"password": "",

"email": "sample@sample.com",

"\_\_v": 0,

"published": true,

"updated": "2015-11-04T13:04:34.771Z",

"created": "2015-11-04T13:04:34.770Z"

},

//...,

{

"\_id": "563b4018e8d64c3f52ad008f",

"name": "admin",

"password": "admin",

"email": "admin@sample.com",

"\_\_v": 0,

"published": true,

"updated": "2015-11-05T11:40:08.318Z",

"created": "2015-11-05T11:40:08.317Z"

}

]

}

**Example responce (error):**

{

"operation": "list users",

"status": "error",

"error": {

// … Stacktrace

},

"data": {}

}

* + 1. Create user

**Endpoint:** [PUT] /user/create

**Description:** Creates a new user.

**Request fields:**

|  |  |  |
| --- | --- | --- |
| **Field** | **Description** | **Default value** |
| name (mandatory) | The name of the user |  |
| password (mandatory) | The hash of the user password (currently it displays a real password) |  |
| email (mandatory) | The email of the user |  |
| published | The flag of user visibility. Only published users can access the website | true |
| created (fills automatically) | The date the the user has been created | Date.now() |
| updated (fills automatically) | The date the the user has been updated last time | Date.now() |

**Example request:**

<http://localhost:3000/user/create>

**Example request fields:**

{

"name": "admin",

"password" : "admin",

"email": "admin@sample.com"

}

**Example response (data created):**

{

"operation": "create user",

"status": "ok",

"error": null,

"data": {

"\_\_v": 0,

"name": "dshghsfh",

"password": "325fghd",

"email": "admin@sample.com",

"\_id": "563b553a8027e8605880aced",

"published": true,

"updated": "2015-11-05T13:10:18.343Z",

"created": "2015-11-05T13:10:18.343Z"

}

}

**Example response (data not created):**

{

"operation": "create user",

"status": "error",

"error": {

//... Stack trace

},

"data": null

}

* + 1. Update user

**Endpoint:** [PUT] /user/{ID}/update

**Description:** Creates a new user.

**Request fields:**

|  |  |  |
| --- | --- | --- |
| **Field** | **Description** | **Default value** |
| name (mandatory) | The name of the user |  |
| password (mandatory) | The hash of the user password (currently it displays a real password) |  |
| email (mandatory) | The email of the user |  |
| published | The flag of user visibility. Only published users can access the website | true |
| created | The date the the user has been created |  |
| updated (fills automatically) | The date the the user has been updated last time. This field fills forced by current time | Date.now() |

**Example request:**

<http://localhost:3000/user/563b145051dadda3493474e0/update>

**Example request:**

{

"name": "admin33aaa",

"password" : "325fghd",

"email": "admin@sample.com"

}

**Example response (data created):**

{

"operation": "update user",

"status": "ok",

"error": null,

"data": {

"\_id": "563b145051dadda3493474e0",

"name": "admin33aaa",

"password": "325fghd",

"email": "admin@sample.com",

"\_\_v": 1,

"published": true,

"updated": "2015-11-05T13:05:15.979Z",

"created": "2015-11-05T08:33:20.923Z"

}

}

**Example response (data not created):**

{

"operation": "create user",

"status": "error",

"error": {

//... Stack trace

},

"data": null

}

* + 1. Delete user

**Endpoint:** [DELETE] /user/{ID}/delete

**Description:** Deletes user

**Example request:**

<http://localhost:3000/user/563b145051dadda3493474e0/delete>

**Example response (user deleted):**

{

"operation": "delete user",

"status": "ok",

"error": null,

"data": null

}

**Example response (user has no deleted):**

{

"operation": "delete user",

"status": "error",

"error": {

//... Stack trace

},

"data": null

}

Permission service

Base permissions:

1. VIEW\_ARTICLE — allows to read articles
2. USE\_SEARCH — allows to access search and see results
3. VIEW\_OWN\_CART — allows to access cart of the current user
4. VIEW\_ANY\_CART — allows to access cart of any user
5. EDIT\_OWN\_CART — allows to have full access for cart of the current user
6. EDIT\_ANY\_CART — allows to have full access for cart of any user
7. VIEW\_OWN\_PROFILE — allows to access current profile for viewing
8. VIEW\_ANY\_PROFILE — allows to access any profile for viewing
9. EDIT\_OWN\_PROFILE — allows to have full access for editing current profile
10. EDIT\_ANY\_PROFILE — allows to have full access for editing any profile
11. ACCESS\_ADMIN\_PANEL — allows to open any administrative page

Get user permissions

**Endpoint:** [GET] /role/get/{USER\_ID}

**Description:** Returns permissions for user USER\_ID

**Example request:** [http://localhost:3000/role/123456789](http://localhost:3000/role/set/123456789)

**Example response (role found):**

{

"operation": "get user permissions",

"status": "ok",

"error": null,

"data": [

"VIEW\_ARTICLE",

"USE\_SEARCH"

]

}

**Example response (role has not found):**

{

"operation": "delete user",

"status": "error",

"error": {

//... Stack trace

},

"data": null

}

Set user permissions

**Endpoint:** [POST] /role/set/{USER\_ID}

**Description:** Sets permissions for user USER\_ID. Implements create/update features. If permission for USER\_ID already exists it updates.

**Example request:** <http://localhost:3000/role/set/123456789>

**Example request fields:**

{

"name": "Sample permissions",

"permissions": [

"VIEW\_ARTICLE",

"USE\_SEARCH"

]

}

**Example response (permission set):**

{

"operation": "set user permissions",

"status": "ok",

"error": null,

"data": {

"\_\_v": 0,

"name": "Sample permissions",

"userId": "123456789",

"\_id": "563b67c24077fd4b5cacff38",

"permissions": [

"VIEW\_ARTICLE",

"USE\_SEARCH"

]

}

}

**Example response (permission not set):**

{

"operation": "delete user",

"status": "error",

"error": {

//... Stack trace

},

"data": null

}

Tags service

Tags service implemented by 2 entities: Tag and ArticleTagAssignment.

**Tag entity:** {

**name**: { // Displayable tag name

**type**: String,

**mandatory**: **true**

},

**textColor**: { // Text color

**type**: String,

**mandatory**: **false**,

**default**: **'#000'**

},

**backgroundColor**: { // Background color

**type**: String,

**mandatory**: **false**,

**default**: **'#EEE'**

},

**glyph**: { // Glyph id (featured)

**type**: String,

**mandatory**: **false**,

**default**: **'none'**

},

**published**: { // Visibility flag

**type**: Boolean,

**mandatory**: **false**,

**default**: **true**

}

}

**ArticleTagAssignment entity:** {

**tagId**: { // Tag.\_id reference

**type**: String,

**mandatory**: **true**

},

articleId: { // Article.\_id reference

**type**: String,

**mandatory**: **true**

}

}

Get tags list

**Endpoint:** [GET] **/service/tags**

**Description:** Returns list of existing tags. Each list item is fullfiled Tag object without references.

**Example request URL:** <http://localhost:3000/service/tags>

**Example request fields:** NONE

**Example response fields:** {

**"operation"**: **"list tags"**,

**"status"**: **"ok"**,

**"error"**: **null**,

**"data"**:

[

{

**"\_id"**: **"5645aa82ccca02445f9fb6e9"**,

**"name"**: **"Random tag [52376]"**,

**"\_\_v"**: 0,

**"published"**: **true**,

**"glyph"**: **"none"**,

**"backgroundColor"**: **"#E64"**,

**"textColor"**: **"#016"**

},

{

**"\_id"**: **"5645aa82ccca02445f9fb6ef"**,

**"name"**: **"Random tag [56481]"**,

**"\_\_v"**: 0,

**"published"**: **true**,

**"glyph"**: **"none"**,

**"backgroundColor"**: **"#E77"**,

**"textColor"**: **"#016"**

}

]

}

Get tag by id

**Endpoint:** [GET] **/service/tag/get-by-id/:tagId**

**Description:** Returns one tag object without references.

**Example request URL:** <http://localhost:3000/service/tag/get-by-id/5645aa82ccca02445f9fb6e9>

**Example request fields:** NONE

**Example response fields:** {

**"operation"**: **"get tag by id"**,

**"status"**: **"ok"**,

**"error"**: **null**,

**"data"**: {

**"\_id"**: **"5645aa82ccca02445f9fb6e9"**,

**"name"**: **"Random tag [52376]"**,

**"\_\_v"**: 0,

**"published"**: **true**,

**"glyph"**: **"none"**,

**"backgroundColor"**: **"#E64"**,

**"textColor"**: **"#016"**

}

}

Get tag by name

**Endpoint:** [GET] **/service/tag/get-by-name/:tagName**

**Description:** Returns one tag object without references.

**Example request URL:** [http://localhost:3000/service/tag/get-by-name/Random tag [52376]](http://localhost:3000/service/tag/get-by-name/Random tag %5B52376%5D)

**Example request fields:** NONE

**Example response fields:** {

**"operation"**: **"get tag by id"**,

**"status"**: **"ok"**,

**"error"**: **null**,

**"data"**: {

**"\_id"**: **"5645aa82ccca02445f9fb6e9"**,

**"name"**: **"Random tag [52376]"**,

**"\_\_v"**: 0,

**"published"**: **true**,

**"glyph"**: **"none"**,

**"backgroundColor"**: **"#E64"**,

**"textColor"**: **"#016"**

}

}

Get tags by article

**Endpoint:** [GET] **/service/tag/get-by-article/:articleId**

**Description:** Returns tags that assigned to article :articleId

**Example request URL:** <http://localhost:3000/service/tag/get-by-article/56449616955e1ed12ad7acb5>

**Example request fields:** NONE

**Example response fields:** {

**"operation"**: **"get tag by article id"**,

**"status"**: **"ok"**,

**"error"**: **null**,

**"data"**: {}

}

Create tag

**Endpoint:** [PUT] **/service/tag/create**

**Description:** Creates a new tag.

**Example request URL:** <http://localhost:3000/service/tag/create>

**Example request fields:** {

**"name"**: **"A new tag name"**,

**"textColor"**: **"#123"**,

**"backgroundColor"**: **"#ABC"**,

**"glyph"**: **"rage-face"**,

**"published"**: **true**

}

**Example response fields:** {

**"operation"**: **"create tag"**,

**"status"**: **"ok"**,

**"error"**: **null**,

**"data"**: {

**"\_\_v"**: 0,

**"name"**: **"A new tag name"**,

**"\_id"**: **"5649e5032ba6f05336d3ce9c"**,

**"published"**: **true**,

**"glyph"**: **"rage-face"**,

**"backgroundColor"**: **"#ABC"**,

**"textColor"**: **"#123"**

}

}

Delete tag

**Endpoint:** [DELETE] **/service/tag/delete/:tagId**

**Description:** Deletes tag by ID only.

**Example request URL:** <http://localhost:3000/service/tag/delete/5649e5032ba6f05336d3ce9c>

**Example request fields:** NONE

**Example response fields:** {

**"operation"**: **"delete tag"**,

**"status"**: **"ok"**,

**"error"**: **null**,

**"data"**: {}

}

Tags autocomplete service

**Endpoint:** [GET] **/service/tag/autocomplete/:arg**

**Description:** Returns a list of tags. :arg — is a string that should start tag names.

**Example request URL:** [http://localhost:3000/service/tag/autocomplete/Random tag [5](http://localhost:3000/service/tag/autocomplete/Random tag %5B5)

**Example request fields:** NONE

**Example response fields:** [

{

**"\_id"**: **"5645aa82ccca02445f9fb6e9"**,

**"name"**: **"Random tag [52376]"**,

**"\_\_v"**: 0,

**"published"**: **true**,

**"glyph"**: **"none"**,

**"backgroundColor"**: **"#E64"**,

**"textColor"**: **"#016"**

},

{

**"\_id"**: **"5645aa82ccca02445f9fb6ef"**,

**"name"**: **"Random tag [56481]"**,

**"\_\_v"**: 0,

**"published"**: **true**,

**"glyph"**: **"none"**,

**"backgroundColor"**: **"#E77"**,

**"textColor"**: **"#016"**

}

]

Assign tag to article

**Endpoint:** [GET] **/service/assign-article-tag/:articleId/:tagId**

**Description:** Assigns tag with article.

**Example request URL:** <http://localhost:3000/service/assign-article-tag/56449616955e1ed12ad7acb5/5645aa82ccca02445f9fb6ea>

**Example request fields:** NONE

**Example response fields:** {

**"operation"**: **"article tag assignment"**,

**"status"**: **"ok"**,

**"error"**: **null**,

**"data"**: {

**"\_\_v"**: 0,

**"tagId"**: **"5645aa82ccca02445f9fb6ea"**,

**"articleId"**: **"****56449616955e1ed12ad7acb5"**,

**"\_id"**: **"5649e8d64205471738f49d0d"**

}

}

Remove tag from article

**Endpoint:** [DELETE] **/service/remove-article-tag/:articleId/:tagId**

**Description:** Remove tag from article.

**Example request URL:** <http://localhost:3000/service/remove-article-tag/56449616955e1ed12ad7acb5/5645aa82ccca02445f9fb6ea>

**Example request fields:** NONE

**Example response fields:** {

**"operation"**: **"article tag unassignment"**,

**"status"**: **"ok"**,

**"error"**: **null**,

**"data"**: {

**"\_id"**: **"5649e8d64205471738f49d0d"**,

**"tagId"**: **"5645aa82ccca02445f9fb6ea"**,

**"articleId"**: **"56449616955e1ed12ad7acb5"**,

**"\_\_v"**: 0

}

}

Remove all tags from article

**Endpoint:** [DELETE] **/service/remove-article-tags/:articleId**

**Description:** Removes all tags from article.

**Example request URL:** <http://localhost:3000/service/remove-article-tags/56449616955e1ed12ad7acb5>

**Example request fields:** NONE

**Example response fields:** {

**"operation"**: **"article tag unassignment"**,

**"status"**: **"ok"**,

**"error"**: **null**,

**"data"**: [

{

**"\_id"**: **"5649e8d64205471738f49d0d"**,

**"tagId"**: **"5645aa82ccca02445f9fb6ea"**,

**"articleId"**: **"56449616955e1ed12ad7acb5"**,

**"\_\_v"**: 0

}

]

}

Generate random tag

**Endpoint:** [GET] **/service/tags/generate/:number**

**Description:** Creates an random and unassigned tags. Replace «:number» with a real number of tags that are you want to be created.

**Example request URL:** <http://localhost:3000/service/tags/generate/2>

**Example request fields:** NONE

**Example response fields:** {

**"operation"**: **"create random tag"**,

**"status"**: **"ok"**,

**"error"**: **null**,

**"data"**: {

**"tagsCreated"**: 2

}

}