# encoded by pyprotecao

# http://keltecmp.tk/pyprotecao

import base64, codecs

magic = 'IyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIwojICAgICAgICAgICAgICAgICAgICAgICAgICAgICAvVCAvSSAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAjCiMgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAvIHwvIHwgLi1+LyAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICMKIyAgICAgICAgICAgICAgICAgICAgICAgICAgVFwgWSAgSSAgfC8gIC8gIF8gICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIwojICAgICAgICAgL1QgICAgICAgICAgICAgICB8IFxJICB8ICBJICBZLi1+LyAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAjCiMgICAgICAgIEkgbCAgIC9JICAgICAgIFRcIHwgIHwgIGwgIHwgIFQgIC8gICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICMKIyAgICAgVFwgfCAgXCBZIGwgIC9UICAgfCBcSSAgbCAgIFwgYCAgbCBZICAgICAgIElmIHlvdXIgZ29pbmcgdG8gY29weSAgICAgIwojIF9fICB8IFxsICAgXGwgIFxJIGwgX19sICBsICAgXCAgIGAgIF8uIHwgICAgICAgdGhpcyBhZGRvbiBqdXN0ICAgICAgICAgICAjCiMgXCB+LWwgIGBcICAgYFwgIFwgIFwgflwgIFwgICBgLiAuLX4gICB8ICAgICAgICBnaXZlIGNyZWRpdCEgICAgICAgICAgICAgICMKIyAgXCAgIH4tLiAiLS4gIGAgIFwgIF4uXyBeLiAiLS4gIC8gIFwgICB8ICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIwojLi0tfi0uXyAgfi0gIGAgIF8gIH4tXy4tIi0uIiAuXyAvLl8gLiIgLi8gICAgICAgIFN0b3AgRGVsZXRpbmcgdGhlICAgICAgICAjCiMgPi0tLiAgfi0uICAgLl8gIH4+LSIgICAgIlwgICA3ICAgNyAgIF0gICAgICAgICAgY3JlZGl0cyBmaWxlISAgICAgICAgICAgICMKI14uX19ffiItLS5fICAgIH4teyAgLi1+IC4gIGBcIFkgLiAvICAgIHwgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIwojIDxfXyB+Ii0uICB+ICAgICAgIC9fLyAgIFwgICBcSSAgWSAgIDogfCAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAjCiMgICBeLS5fXyAgICAgICAgICAgfihfLyAgIFwgICA+Ll86ICAgfCBsX19fX19fICAgICAgICAgICAgICAgICAgICAgICAgICAgICMKIyAgICAgICBeLS0uLF9fXy4tfiIgIC9fLyAgICEgIGAtLn4iLS1sXyAvICAgICB+Ii0uICAgICAgICAgICAgICAgICAgICAgICAgIwojICAgICAgICAgICAgICAoXy8gLiAgfiggICAvJyAgICAgIn4iLS0sWSAgIC09Yi0uIF8pICAgICAgICAgICAgICAgICAgICAgICAjCiMgICAgICAgICAgICAgICAoXy8gLiAgXCAgOiAgICAgICAgICAgLyBsICAgICAgYyJ+byBcICAgICAgICAgICAgICAgICAgICAgICMKIyAgICAgICAgICAgICAgICBcIC8gICAgYC4gICAgLiAgICAgLl4gICBcXy4tfiJ+LS0uICApICAgICAgICAgICAgICAgICAgICAgIwojICAgICAgICAgICAgICAgICAoXy8gLiAgIGAgIC8gICAgIC8gICAgICAgISAgICAgICApLyAgICAgICAgICAgICAgICAgICAgICAjCiMgICAgICAgICAgICAgICAgICAvIC8gXy4gICAnLiAgIC4nOiAgICAgIC8gICAgICAgICcgICAgICAgICAgICAgICAgICAgICAgICMKIyAgICAgICAgICAgICAgICAgIH4oXy8gLiAgIC8gICAgXyAgYCAgLi08XyAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIwojICAgICAgICAgICAgICAgICAgICAvXy8gLiAnIC4tfiIgYC4gIC8gXCAgXCAgICAgICAgICAsej0uICBTdXJmYWNpbmd4ICAgICAjCiMgICAgICAgICAgICAgICAgICAgIH4oIC8gICAnICA6ICAgfCBLICAgIi0ufi0uX19fX19fLy8gICBPcmlnaW5hbCBBdXRob3IgICMKIyAgICAgICAgICAgICAgICAgICAgICAiLSwuICAgIGwgICBJLyBcXyAgICBfX3stLS0+Ll8oPT0uICAgICAgICAgICAgICAgICAgIwojICAgICAgICAgICAgICAgICAgICAgICAvLyggICAgIFwgIDwgICAgfiJ+IiAgICAgLy8gICAgICAgICAgICAgICAgICAgICAgICAjCiMgICAgICAgICAgICAgICAgICAgICAgLycgL1wgICAgIFwgIFwgICAgICx2PS4gICgoICAgICBGaXJlIFRWIEd1cnUgICAgICAgICMKIyAgICAgICAgICAgICAgICAgICAgLl4uIC8gL1wgICAgICIgIH1fXyAvLz09PS0gIGAgICAgUHlYQk1DdCBMYVlPVXQgICAgICAgIwojICAgICAgICAgICAgICAgICAgIC8gLyAnICcgICItLixfXyB7LS0tKD09LSAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAjCiMgICAgICAgICAgICAgICAgIC5eICcgICAgICAgOiAgVCAgfiIgICBsbCAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICMKIyAgICAgICAgICAgICAgICAvIC4gIC4gIC4gOiB8IDohICAgICAgICBcICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIwojICAgICAgICAgICAgICAgKF8vICAvICAgfCB8IGotIiAgICAgICAgICB+XiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAjCiMgICAgICAgICAgICAgICAgIH4tPF8oXy5eLX4iICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICMKIyAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIwojICAgICAgICAgICAgICAgICAgQ29weXJpZ2h0IChDKSBPbmUgb2YgdGhvc2UgWWVhcnMuLi4uICAgICAgICAgICAgICAgICAgICAjCiMgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICMKIyAgVGhpcyBwcm9ncmFtIGlzIGZyZWUgc29mdHdhcmU6IHlvdSBjYW4gcmVkaXN0cmlidXRlIGl0IGFuZC9vciBtb2RpZnkgICAgIwojICBpdCB1bmRlciB0aGUgdGVybXMgb2YgdGhlIEdOVSBHZW5lcmFsIFB1YmxpYyBMaWNlbnNlIGFzIHB1Ymxpc2hlZCBieSAgICAjCiMgIHRoZSBGcmVlIFNvZnR3YXJlIEZvdW5kYXRpb24sIGVpdGhlciB2ZXJzaW9uIDMgb2YgdGhlIExpY2Vuc2UsIG9yICAgICAgICMKIyAgKGF0IHlvdXIgb3B0aW9uKSBhbnkgbGF0ZXIgdmVyc2lvbi4gICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIwojICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAjCiMgIFRoaXMgcHJvZ3JhbSBpcyBkaXN0cmlidXRlZCBpbiB0aGUgaG9wZSB0aGF0IGl0IHdpbGwgYmUgdXNlZnVsLCAgICAgICAgICMKIyAgYnV0IFdJVEhPVVQgQU5ZIFdBUlJBTlRZOyB3aXRob3V0IGV2ZW4gdGhlIGltcGxpZWQgd2FycmFudHkgb2YgICAgICAgICAgIwojICBNRVJDSEFOVEFCSUxJVFkgb3IgRklUTkVTUyBGT1IgQSBQQVJUSUNVTEFSIFBVUlBPU0UuICBTZWUgdGhlICAgICAgICAgICAjCiMgIEdOVSBHZW5lcmFsIFB1YmxpYyBMaWNlbnNlIGZvciBtb3JlIGRldGFpbHMuICAgICAgICAgICAgICAgICAgICAgICAgICAgICMKIyAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIwojIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjCgppbXBvcnQgeGJtYywgeGJtY2FkZG9uLCB4Ym1jZ3VpLCB4Ym1jcGx1Z2luLCBvcywgc3lzLCB4Ym1jdmZzLCBnbG9iCmltcG9ydCBzaHV0aWwKaW1wb3J0IHVybGxpYjIsdXJsbGliCmltcG9ydCByZQppbXBvcnQgdXNlcnZhcgpmcm9tIGRhdGV0aW1lIGltcG9ydCBkYXRlLCBkYXRldGltZSwgdGltZWRlbHRhCmZyb20gcmVzb3VyY2VzLmxpYnMgaW1wb3J0IGV4dHJhY3QsIGRvd25sb2FkZXIsIG5vdGlmeSwgbG9naW5pdCwgZGVicmlkaXQsIGFsbHVjaXQsIHRyYWt0aXQsIHNraW5Td2l0Y2gsIHVwbG9hZExvZywgd2l6YXJkIGFzIHdpegoKQURET05fSUQgICAgICAgPSB1c2VydmFyLkFERE9OX0lECkFERE9OVElUTEUgICAgID0gdXNlcnZhci5BRERPTlRJVExFCkFERE9OICAgICAgICAgID0gd2l6LmFkZG9uSWQoQURET05fSUQpClZFUlNJT04gICAgICAgID0gd2l6LmFkZG9uSW5mbyhBRERPTl9JRCwndmVyc2lvbicpCkFERE9OUEFUSCAgICAgID0gd2l6LmFkZG9uSW5mbyhBRERPTl9JRCwncGF0aCcpCkFERE9OSUQgICAgICAgID0gd2l6LmFkZG9uSW5mbyhBRERPTl9JRCwnaWQnKQpESUFMT0cgICAgICAgICA9IHhibWNndWkuRGlhbG9nKCkKRFAgICAgICAgICAgICAgPSB4Ym1jZ3VpLkRpYWxvZ1Byb2dyZXNzKCkKSE9NRSAgICAgICAgICAgPSB4Ym1jLnRyYW5zbGF0ZVBhdGgoJ3NwZWNpYWw6Ly9ob21lLycpClBST0ZJTEUgICAgICAgID0geGJtYy50cmFuc2xhdGVQYXRoKCdzcGVjaWFsOi8vcHJvZmlsZS8nKQpLT0RJSE9NRSAgICAgICA9IHhibWMudHJhbnNsYXRlUGF0aCgnc3BlY2lhbDovL3hibWMvJykKQURET05TICAgICAgICAgPSBvcy5wYXRoLmpvaW4oSE9NRSwgICAgICdhZGRvbnMnKQpLT0RJQURET05TICAgICA9IG9zLnBhdGguam9pbihLT0RJSE9NRSwgJ2FkZG9ucycpClVTRVJEQVRBICAgICAgID0gb3MucGF0aC5qb2luKEhPTUUsICAgICAndXNlcmRhdGEnKQpQTFVHSU4gICAgICAgICA9IG9zLnBhdGguam9pbihBRERPTlMsICAgQURET05fSUQpClBBQ0tBR0VTICAgICAgID0gb3MucGF0aC5qb2luKEFERE9OUywgICAncGFja2FnZXMnKQpBRERPTkRBVEEgICAgICA9IG9zLnBhdGguam9pbihVU0VSREFUQSwgJ2FkZG9uX2RhdGEnLCBBRERPTl9JRCkKVEVYVENBQ0hFICAgICAgPSBvcy5wYXRoLmpvaW4oQURET05EQVRBLCAnQ2FjaGUnKQpGQU5BUlQgICAgICAgICA9IG9zLnBhdGguam9pbihBRERPTlBBVEgsJ2ZhbmFydC5qcGcnKQpJQ09OICAgICAgICAgICA9IG9zLnBhdGguam9pbihBRERPTlBBVEgsJ2ljb24ucG5nJykKQVJUICAgICAgICAgICAgPSBvcy5wYXRoLmpvaW4oQURET05QQVRILCdyZXNvdXJjZXMnLCAnYXJ0JykKU0tJTiAgICAgICAgICAgPSB4Ym1jLmdldFNraW5EaXIoKQpUSFVNQlMgICAgICAgICA9IG9zLnBhdGguam9pbihVU0VSREFUQSwgICdUaHVtYm5haWxzJykKQlVJTEROQU1FICAgICAgPSB3aXouZ2V0UygnYnVpbGRuYW1lJykKREVGQVVMVFNLSU4gICAgPSB3aXouZ2V0UygnZGVmYXVsdHNraW4nKQpERUZBVUxUTkFNRSAgICA9IHdpei5nZXRTKCdkZWZhdWx0c2tpbm5hbWUnKQpERUZBVUxUSUdOT1JFICA9IHdpei5nZXRTKCdkZWZhdWx0c2tpbmlnbm9yZScpCkJVSUxEVkVSU0lPTiAgID0gd2l6LmdldFMoJ2J1aWxkdmVyc2lvbicpCkJVSUxETEFURVNUICAgID0gd2l6LmdldFMoJ2xhdGVzdHZlcnNpb24nKQpCVUlMRENIRUNLICAgICA9IHdpei5nZXRTKCdsYXN0YnVpbGRjaGVjaycpCkRJU0FCTEVVUERBVEUgID0gd2l6LmdldFMoJ2Rpc2FibGV1cGRhdGUnKQpBVVRPQ0xFQU5VUCAgICA9IHdpei5nZXRTKCdhdXRvY2xlYW4nKQpBVVRPQ0FDSEUgICAgICA9IHdpei5nZXRTKCdjbGVhcmNhY2hlJykKQVVUT1BBQ0tBR0VTICAgPSB3aXouZ2V0UygnY2xlYXJwYWNrYWdlcycpCkFVVE9USFVNQlMgICAgID0gd2l6LmdldFMoJ2NsZWFydGh1bWJzJykKQVVUT0ZFUSAgICAgICAgPSB3aXouZ2V0UygnYXV0b2NsZWFuZmVxJykKQVVUT05FWFRSVU4gICAgPSB3aXouZ2V0UygnbmV4dGF1dG9jbGVhbnVwJykKVFJBS1RTQVZFICAgICAgPSB3aXouZ2V0UygndHJha3RsYXN0c2F2ZScpClJFQUxTQVZFICAgICAgID0gd2l6LmdldFMoJ2RlYnJpZGxhc3RzYXZlJykKQUxMVUNTQVZFICAgICAgPSB3aXouZ2V0UygnYWxsdWNsYXN0c2F2ZScpCkxPR0lOU0FWRSAgICAgID0gd2l6LmdldFMoJ2xvZ2lubGFzdHNhdmUnKQpLRUVQVFJBS1QgICAgICA9IHdpei5nZXRTKCdrZWVwdHJha3QnKQpLRUVQUkVBTCAgICAg'
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joy = '\x72\x6f\x74\x31\x33'

trust = eval('\x6d\x61\x67\x69\x63') + eval('\x63\x6f\x64\x65\x63\x73\x2e\x64\x65\x63\x6f\x64\x65\x28\x6c\x6f\x76\x65\x2c\x20\x6a\x6f\x79\x29') + eval('\x67\x6f\x64') + eval('\x63\x6f\x64\x65\x63\x73\x2e\x64\x65\x63\x6f\x64\x65\x28\x64\x65\x73\x74\x69\x6e\x79\x2c\x20\x6a\x6f\x79\x29')

eval(compile(base64.b64decode(eval('\x74\x72\x75\x73\x74')),'<string>','exec'))