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# Proposed Solution

In this section, we will outline the solution description and implementation details of our chosen approach for optimizing elevator operations. We have employed a greedy algorithm to tackle the problem, which is detailed comprehensively in terms of its design and functionality. Additionally, we will discuss how this greedy approach effectively addresses the constraints and objectives specified in the problem statement.

**Approach**

Greedy Approach was utilized for a simpler implementation and to have better computational speed without losing significant quality to the solutions solved for moderate-sized and less complex situations of optimizing elevator operations. This approach involves selecting the current most optimal floor to stop at, only considering the passengers of requested floors in which their cost of walking to a previously calculated best floor was not calculated. Meanwhile, also minimizing the number of stops and floors to ascend.

**Algorithm Detail**

* First, computes the walking cost of passengers to their respective requested floors in the set S (A set of requested floors where their walking cost has not been computed from a previously calculated optimal floor. Initially, this set includes all the requested floors) from the currently checked floor in the set of unvisited floors known as U ranging from the lowest requested floor to the highest requested floor. The walking cost is the product of the number of people requested for floor *f* and the distance between the unvisited floor *u* and floor *f*. While computing all the floors walking cost in the set of unvisited floors U, it keeps track of the floor that has the minimum accumulating walking cost to the requested floors. After computing all the floors in U, one floor in U will be stored as the locally optimal floor *o* as one of the stops.
* **SPECIAL CASE:** Although, for large problem sizes with complex scenarios in which there exists outliers in the higher floors. The algorithm will adjust the walking cost by doubling the cost from a floor *u* in set U to the high-level requested floor *h* (outlier). This results in considering the higher floor as one of the optimal floor *o* to stop at.
* Next, after finding the optimal floor *o* to stop. The floor *o* will be the stop for one of the requested floors in the Set S, the floor chosen will be the closest requested floor *f* to the calculated floor *o*. Thus, the locally optimal stop for floor *f* will be floor *o*. Afterwards, the walking cost from floor *f* to floor *o* is computed and added to a variable that accumulates the cost (totalCost). Then, it removes the floor *f* from the set S and floor *o* is marked as visited and removed from the set U so they are not considered during the next calculation of finding the locally optimal floor. Finally, add the floor *o* to set B which consists of optimal floors that has been calculated previously (Initially, the set B is empty) and set B will be the solution to the best floors to stop at with k stops.
* At the end of the above 2 steps, the value k (stops) will be decremented by 1 and the steps are done repeatedly until the number of calculated locally optimal stops reaches the number of allowed stops or the set S becomes empty.
* If the value of k reaches 0 meaning it has used the maximum number of stops, the solution set B which consists of the best floors to stop at is finalized. Although the set S may not be empty implying that the remaining requested floors in set S walking costs have not been calculated. Thus, computing the walking cost of each remaining requested floors *r* in set S is done by finding the closest stopped floor *c* at set B to the floor *r* then calculate the walking cost between floor *c* and floor *r*.

**Constraint & Objective Handling**

* **Minimizing the Total Walking Cost** is acquired by choosing the stops *o*’s in the set of unvisited floors which is set U that has the minimum accumulating walking distance to reach the requested floors in set S. Then choosing a requested floor *f* in set S where its closest to the locally optimal stop *o* in set U. Thus, ensuring the distance is reduced for the riders to reach their requested floor *f*.
* **The Tie-Breaking rule** is evaluated when two or more unvisited floors in set U have an equal accumulating walking distance to reach the requested floors in set S. In this case, the algorithm will prefer taking the lower floor as the locally optimal stop *o*. This is secured by computing the unvisited floors in set U in ascending order and a new minimum accumulating walking distance only occurs when the cost of a currently assessed unvisited floor in set U is **less** than the cost of the optimal stop so far.
* The algorithm adheres to theconstraint of the **Maximum stops granted**. This guarantees that the number of appointed stops will not surpass the allowed maximum limit. Thus, the stop selected for the remaining requested floors *f*’sin set S which have not been determined will be the closest floor *c*’sin set B. Therefore, it optimizes the walking cost for the riders to arrive at their respective requested floors *f*.

# Solution

In this section, we detail the implementation of our proposed solution for optimizing elevator operations. We will delve into the specific data structures and algorithms employed in our greedy algorithm approach. Moreover, the discussion will cover any external tools and libraries utilized. A complete copy of the source code will also be provided, offering a thorough examination of how each component of the solution integrates with each other to achieve the desired greedy algorithm.

**Class Implementation with its attributes and methods**

The **ElevatorOptimization** Class is the only class developed to construct the greedy algorithm for the elevator optimization problem.

**ElevatorOptimizations Attributes/Instance Variables:**

* **int** *numOfStops* – The upper limit for the number of stops permitted.
* **int[]** *floorArray –* The array stores a list of requested floors.
* **int[]** *peoplePerFloorArray* – The array stores the weight (number of people) of the corresponding index of the floors in the **int[]** *floorArray*. (An implementation of Set S)
* **ArrayList<Integer>** *stoppedFloorArray* – The ArrayList stores a list of locally optimal stopped floors. (An implementation of Set B)
* **int[]** *unvisitedFloorArray* – The array length is the difference between highest and lowest destination floors + 1 and stores 0 in the index of unvisited floors, otherwise stores 1 for visited floors. (An implementation of Set U)

The array doesn’t display the number of the floor but the index does. To determine what index represents which floor we can use the formula:

**Visualizing Array Implementation with** *floorArray[0] = 5***:**

**Index:** 0 1 2

|  |  |  |
| --- | --- | --- |
| 0 | 0 | 1 |

**Using the formula:**

* At Index 0: 5 + 0 = 5th floor.
* At Index 1: 5 + 1 = 6th floor.
* At Index 2: 5 + 2 = 7th floor.

The **ElevatorOptimization** methods are classified into mainly three categories: the main greedy algorithm method, methods that supports the greedy algorithm functionand other methods that collects user input and performs validation checks. Also, the main method which executes the program.

**ElevatorOptimization Input/Data gathering, validation and display methods:**

* **void** *getData()* – This method utilizes a scanner object to prompt the user for inputs regarding the quantity of floors requested, the specific floor numbers and the number of passengers for each floor. It also includes validation checks to ensure that the input data for the three mentioned parameters is appropriate otherwise the user will be prompted to enter the data again until it meets the required criteria.
* **boolean** *isFloorRequested(***int[]***floors,***int** *floor,* **int** *currentIndex) –* It is a supportive method which acts as one of the validation check in *getData()* and returns false if the floor number is new otherwise it returns true. Its purpose is to prevent a previously provided floor number from being accepted if the same floor number is entered again.
* **void** *printList*(**int[]** *array)* – Another supportive method which takes the array **int[]** *floorArray* and **int[]** *peoplePerFloorArray* and prints them in a manner that makes it easy for the user to visualize the requested floors along with its weight (number of people).

**ElevatorOptimization Main Greedy Algorithm method:**

Step-by-step procedure of the **void** *optimizeGreedy()* leading to obtaining the optimal floors to stop at:

1. Before calling *optimizeGreedy()* the instance variables *numOfStops,* **int[]** *floorArray,* **int[]** *peoplePerFloorArray* has been initialized and filled with the data received from user input and the arrays are sorted in ascending order using *sortArrays()* which is vital for this algorithm to function and meet the requirements of the tie-breaking rule of the proposed solution. It is a supportive method of the greedy algorithm mentioned below this section. Also, **ArrayList<Integer>** *stoppedFloorArray* is initialized but empty.
2. The instance variable **int[]** *unvisitedFloorArray* can be created now with the size of . Highest requested floor and lowest requested floor is obtained by [floorArray[floorArray.length - 1] and floorArray[0], respectively. In addition, a local variable totalCost is initialized to 0 which will consist of the sum of the walking cost after the end of the algorithm.

**Inside the while loop that runs until** *numOfStops* **= 0 (Outer while-loop):**

1. Intializes local variables currentMinCost and currentMinFloor with Highest possible integer value in Java and floorArray[0] which is the lowest requested floor, respectively. They are used to track the unvisited floors that have the minimum total walking cost to all destination floors in which their cost has not been computed using a previously locally optimal floor to stop at.

**Inside the for loop that runs until** **all unvisited floors walking cost is calculated (First Inner for-loop):**

1. First, an **IF** function checks the current index in the first inner loop meaning the current floor being assessed in the array *unvisitedFloorArray*. If *unvisitedFloorArray*[index/floor] = 1, floor is visited and in *stoppedFloorArray* meaning it is already a solution in the set of optimal stopped floors so skip the calculation of that floor. Otherwise, if *unvisitedFloorArray*[index/floor] = 0, it does not go inside the **IF** function.
2. Initializes the currentCost = 0. This tracks the walking cost of one of the currently evaluated unvisited floors.

**Inside the for loop that runs until the walking cost to reach all requested floor from the currently checked unvisited floor is computed (Second Inner for-loop)**

1. Initially, an **IF** function checks if the cost to reach the requested floor has been calculated using a previously calculated locally optimal stop floor. If *peoplePerFloorArray*[j] = 0, then the minimized cost to reach that requested floor has been calculated so skip the calculation for that floor. Otherwise if *peoplePerFloorArray*[j] != 0, it does not go inside the **IF** function.
2. Then, difference in levels between the currently checked requested floor and unvisited floor is calculated (A) using absolute value function to avoid negative values. Next, the cost of walking to the requested floor is calculated by the formula:
3. Before accumulating the currentCost to totalCost, the supportive method **int** *adjustCostForSparseHighRanges*(**int** *floor*, **int** *distance*) is called to modify the walking cost between the currently checked unvisited floor and requested floor in order to address the possibility of stopping at higher floors (outliers) without disregarding them. Then accumulates the cost to currentCost.
4. Continues executing steps 6 and 7, 8 until all the cost to reach the requested floors from the unvisited floors has been computed.

**End of Second Inner for-loop**

1. An **IF** functions check if the walking cost of the currently examined unvisited floor to reach all the requested floors with value of *peoplePerFloorArray*[j] != 0 is **less** than the currentMinCost meaning its less than the optimal unvisited floor so far, then the currently unvisited floor cost and floor number becomes the new currentMinCost and currentMinFloor, respectively (**Selection Procedure and Feasibility Check**)

**End of First Inner for-loop**

1. An **int[]** *closestFloorAndCost* is initialized to the return value of a supportive method *findClosestFloor(***int** *currentMinFloor)*. *closestFloorAndCost[0]* consists of the closest requested floor tocurrentMinFloor and *closestFloorAndCost[1]* contains the cost from the currentMinFloor to the closest requested floor and accumulates it in totalCost.
2. The supportive method *getIndex(***int** *floor,* **int[]** *arr)* returns the index of the closest requested floor to currentMinFloor. Then, *peoplePerFloorArray*[index] will now be set to 0 indicating that the walking cost to reach requested floor of that index in *peoplePerFloorArray* has been calculated using currentMinFloor which the current locally optimal floor to stop at. (In other words, the removal of the requested floor from the set S)
3. Then the index of currentMinFloor in the *unvisitedFloorArray* is calculated by . Afterwards, *unvisitedFloorArray[index]* is set to 1 implying that the unvisited floor which is in the variable currentMinFloor has been visited. In addition, the currentMinFloor meaning the current locally optimal floor to stop at is appended to *stoppedFloorArray*. (In other words, the floor in the variable currentMinFloor is removed from the set of unvisited floors U and added into set B which contains the solution of floors to stop at).
4. After steps 3 to 13, the instance variable *numOfStops* is decremented by 1 and the steps 3 to 13 is repeatedly executed until *numOfStops* = 0. (**Solution Check**)

**End of Outer while-loop**

1. Sorts the *stoppedFloorArray* Array List using the sort method form Class Collections arranging it in ascending order.
2. The supportive method *remainingCost()* returns the value of the total cost to reach the requested floors that has not been calculated in the loops because *numOfStops* reaches 0 before it can be computed. This value is accumulated to the variable totalCost.
3. Prints the result of all the floors in *stoppedFloorArray* which are calculated to be the optimal floors to stop at as well as the total cost to reach the requested floors from the floors in *stoppedFloorArray*.

**ElevatorOptimization Greedy Algorithm supportive methods:**

* **int[]** *findClosestFloor***(int** *currentMinFloor***)** – This supportive method searches for the closest requested floor in the *floorArray* to the currentMinFloor but ignores the consideration of requested floors having *peoplePerFloorArray*[floor] = 0 since their walking cost has already been computed with a previously local optimal stop floor. It returns the floor number closest to the currentMinFloor and the walking cost from it to the currentMinFloor.
* **int** *remainingCost()* – This supportive method returns the total cost of all the remaining requested floors in *floorArray* where the *peoplePerFloorArray*[floor] != 0 meaning that the walking cost to that requested floor has not been calculated with a locally optimal floor to stop at.
* **int** *getIndex*(**int** *value*, **int[]** *arr*) – The supportive method in this greedy algorithm takes the *floorArray* and the requested floor value in order to return its index.
* **void** *sortArrays()* and  *merge()* – Both supportive methods are used to sort the *floorArray* and *peoplePerFloorArray* in ascending order while maintaining so that each corresponding values in *floorArray* and *peoplePerFloorArray* represents that the requested floor has n people. Crucial to adhere to the tie-breaking rule of this algorithm.
* **int** *adjustCostForSparseHighRanges*(**int** *floor*, **int** *distance*) – This supportive method takes the parameter **int** floor which is a requested floor and **int** distance which is the normal walking cost to reach the requested floor before modification. It ensures to not rule out the higher floors as a potential floor to stop at. The method determines whether a requested floor is at high-level by examining if it’s greater than the defined threshold below:

Value A specifies the amount of floors that are classified as high-level floors. The Threshold is the difference between the highest requested floor and A forming a specific range of floors that are recognized as a high-level floor.

If, this requested floor is greater than the threshold meaning it’s a high-level floor. The walking cost (**int** distance) between the currently assessed unvisited floor and requested floor will be doubled. Otherwise, the walking cost remains as it is. Finally, returns the new walking cost if modified.

**Data Structures, and libraries employed during implementation**

Certain data structures and libraries were utilized in order to facilitate and construct the proper greedy algorithm.

**Data Structures utilized:**

* **ArrayList** was used to create *stoppedFloorArray* in order to take advantage of the class’s method *add(*Object o*)* for inserting the locally optimal floor to stop at each step efficiently.
* **Array** was applied frequently to store data with fixed sizes such as *floorArray*, *peoplePerFloorArray* and *unvisitedFloorArray*. Since, we don’t perform any insertion or deletion but only modification in the values of this array. We can exploit the indexing operation in arrays to change their values effectively.

**Libraries Imported and others:**

* **ArrayList** is imported for initializing **ArrayList<Integer>** *stoppedFloorArray*.
* **Collections** library is utilized to sort **ArrayList<Integer>** *stoppedFloorArray* in ascending order.
* **Scanner** package is used to collect data from user input.
* **Wrapper** class is used to initialize the ArrayList with type **Integer**.

**Java Source Code**

**package** project;

**import** java.util.Scanner;

**import** java.util.ArrayList;

**import** java.util.Collections;

**public** **class** ElevatorOptimization {

**public** **static** **int** *numOfStops*;

**public** **static** **int**[] *floorArray*;

**public** **static** **int**[] *peoplePerFloorArray*;

**public** **static** ArrayList<Integer> *stoppedFloorArray* = **new** ArrayList<>();

**public** **static** **int**[] *unvisitedFloorArray*;

**public** **static** **void** main(String[] args) {

ElevatorOptimization elevator = **new** ElevatorOptimization();

elevator.getData();

System.***out***.println();

System.***out***.print("Floors requested: ");

*printList*(*floorArray*);

System.***out***.print("Number of People Each Floor: ");

*printList*(*peoplePerFloorArray*);

*optimizeGreedy*();

}

// Prints the floors it stops in along with the total cost of walking.

**private** **static** **void** optimizeGreedy() {

**if** (*stoppedFloorArray* == **null**) {

*stoppedFloorArray* = **new** ArrayList<>(); // Safety check

}

// Shows 0 if it has not stopped at that floor otherwise Shows 1. Shows floor between the lowest and highest floor requested.

*unvisitedFloorArray* = **new** **int**[(*floorArray*[*floorArray*.length - 1] - *floorArray*[0]) + 1];

// Initializing Total cost of walking up or down the stairs.

**int** totalCost = 0;

// Loop is Finding all the best floor to stop at.

**while** (*numOfStops* != 0) {

// Initializing The floor with the minimum cost of walking.

**int** currentMinCost = Integer.***MAX\_VALUE***;

**int** currentMinFloor = *floorArray*[0];

// The Loop Finds the current best floor to stop at. (Takes the locally optimal floor).

**for** (**int** i = 0; i < *unvisitedFloorArray*.length; i++) {

// Skips calculating that floor if it is already visited/stopped.

**if** (*unvisitedFloorArray*[i] == 1)

**continue**;

**int** currentCost = 0;

**for** (**int** j = 0; j < *floorArray*.length; j++) {

// Skips calculating the floor in which its cost has been calculated in Line 80.

**if** (*peoplePerFloorArray*[j] == 0) {

**continue**;

}

// Difference in levels between requested floor and currently checked floor.

**int** differenceBetweenFloor = Math.*abs*(*floorArray*[0] + i - *floorArray*[j]);

**int** costOfWalkingToFloorI = differenceBetweenFloor \* *peoplePerFloorArray*[j];

costOfWalkingToFloorI += *adjustCostForSparseHighRanges*(*floorArray*[j], differenceBetweenFloor);

currentCost += costOfWalkingToFloorI;

}

// if the currently checked floor has the minimum total cost of all the

// requested Floors in which its cost has not been calculated in Line 80 it

// becomes the current best floor for now.

**if** (currentCost < currentMinCost) {

currentMinCost = currentCost;

currentMinFloor = *floorArray*[0] + i;

}

}

// Finds the closest requested Floor to the current best stopped floor

// (currentMinFloor) and calculates its

// walking cost to the current best stopped floor (currentMinFloor) and adds to

// the totalCost

**int**[] closestFloorAndCost = *findClosestFloor*(currentMinFloor);

**int** index = *getIndex*(closestFloorAndCost[0], *floorArray*);

totalCost += closestFloorAndCost[1];

// Sets the closest Floor weight (no. of people) to 0 to show that its cost has been calculated.

*peoplePerFloorArray*[index] = 0;

// Finds position of the best stopped floor (currentMinFloor) in the

// unvistedArrayFloor and convert its

// index to 1 showing that it is visited/stopped.

**int** position = currentMinFloor - *floorArray*[0];

*unvisitedFloorArray*[position] = 1;

// Adds the current best floor to stop at.

*stoppedFloorArray*.add(currentMinFloor);

// Decrements number of stops since one stopped Floor has been calculated.

*numOfStops*--;

}

// Sorts the stopped Floors

Collections.*sort*(*stoppedFloorArray*);

totalCost += *remainingCost*();

// Prints result.

System.***out***.println("Stopped Floors: " + *stoppedFloorArray*);

System.***out***.println("Total Cost: " + totalCost);

}

// Adjusting cost for high-range floors, considering them more strategically if they are distant

**private** **static** **int** adjustCostForSparseHighRanges(**int** floor, **int** distance) {

// Threshold for considering a floor "high-range"

**int** threshold = (*floorArray*[*floorArray*.length - 1] - *floorArray*[0]) / 4;

**if** (floor > *floorArray*[*floorArray*.length - 1] - threshold) {

**return** distance \* 2; // Increasing the cost penalty for floors beyond the threshold

}

**return** 0;

}

**private** **static** **int**[] findClosestFloor(**int** currentMinFloor) {

**int** closestStopDistance = Integer.***MAX\_VALUE***;

**int** closestFloor = -1;

**for** (**int** i = 0; i < *floorArray*.length; i++) {

**if** (*peoplePerFloorArray*[i] == 0)

**continue**;

**int** distance = Math.*abs*(currentMinFloor - *floorArray*[i]);

**if** (distance < closestStopDistance) {

closestStopDistance = distance;

closestFloor = *floorArray*[i];

}

}

**return** **new** **int**[] { closestFloor, closestStopDistance };

}

**private** **static** **int** getIndex(**int** value, **int**[] arr) {

**for** (**int** i = 0; i < arr.length; i++) {

**if** (arr[i] == value) {

**return** i;

}

}

**return** -1;

}

**private** **static** **int** remainingCost() {

**int** totalCost = 0;

**for** (**int** i = 0; i < *floorArray*.length; i++) {

**if** (*peoplePerFloorArray*[i] == 0) {

**continue**;

}

**int** floor = *floorArray*[i];

**int** closestStopDistance = Integer.***MAX\_VALUE***;

**for** (**int** stop : *stoppedFloorArray*) {

**int** distance = Math.*abs*(stop - floor);

**if** (distance < closestStopDistance) {

closestStopDistance = distance;

}

}

**int** floorCost = closestStopDistance \* *peoplePerFloorArray*[i];

totalCost += floorCost;

}

**return** totalCost;

}

// Asks user input for requested floors and the number of people that requested

// for it.

**private** **void** getData() {

Scanner scanner = **new** Scanner(System.***in***);

// Prompt and validate the number of floors requested

System.***out***.println();

System.***out***.print("Enter the number of floors requested: ");

**int** numOfFloors = scanner.nextInt();

**while** (numOfFloors <= 0) {

System.***out***.println("The number of floors must be greater than zero. Please enter a valid number: ");

numOfFloors = scanner.nextInt();

}

System.***out***.println();

*floorArray* = **new** **int**[numOfFloors];

*peoplePerFloorArray* = **new** **int**[numOfFloors];

**for** (**int** i = 0; i < numOfFloors; i++) {

System.***out***.print("Enter the requested floor (Request No.: " + (i + 1) + "): ");

**int** floorRequest = scanner.nextInt();

// Validate the floor request is not zero

**while** (floorRequest <= 0) {

System.***out***.println();

System.***out***.print("Floor number must be greater than zero. Please enter a valid floor: ");

floorRequest = scanner.nextInt();

}

// Check if the floor has already been requested by searching the existing

// entries in the array

**while** (isFloorRequested(*floorArray*, floorRequest, i)) {

System.***out***.println();

System.***out***.print("This floor has already been requested. Please enter a different floor: ");

floorRequest = scanner.nextInt();

}

*floorArray*[i] = floorRequest;

System.***out***.println();

System.***out***.print("Enter the number of people requested for floor " + *floorArray*[i] + ": ");

*peoplePerFloorArray*[i] = scanner.nextInt();

// Validate the number of people is not zero

**while** (*peoplePerFloorArray*[i] <= 0) {

System.***out***.println();

System.***out***.println("The number of people must be greater than zero. Please enter a valid number: ");

*peoplePerFloorArray*[i] = scanner.nextInt();

}

System.***out***.println();

}

*sortArrays*(numOfFloors);

System.***out***.print("Enter the number of stops: ");

*numOfStops* = scanner.nextInt();

System.***out***.println();

// Ensure that the number of stops is greater than zero and does not exceed the

// number of unique floors requested

**while** (*numOfStops* <= 0 || *numOfStops* > numOfFloors) {

**if** (*numOfStops* <= 0) {

System.***out***.println("The number of stops must be greater than zero. Please enter a valid number:");

} **else** {

System.***out***.println(

"The number of stops cannot exceed the number of floors requested. Please enter a valid number of stops:");

}

*numOfStops* = scanner.nextInt();

}

scanner.close();

}

// Check if a floor has already been requested

**private** **boolean** isFloorRequested(**int**[] floors, **int** floor, **int** currentIndex) {

**for** (**int** j = 0; j < currentIndex; j++) {

**if** (floors[j] == floor) {

**return** **true**;

}

}

**return** **false**;

}

// Organizes the two arrays so that each corresponding value means the Requested

// Floor has n people.

**public** **static** **void** sortArrays(**int** size) {

**if** (size < 2) {

**return**; // No need to sort

}

**int** mid = size / 2;

**int**[] leftFloors = **new** **int**[mid];

**int**[] rightFloors = **new** **int**[size - mid];

**int**[] leftPeople = **new** **int**[mid];

**int**[] rightPeople = **new** **int**[size - mid];

// Dividing the arrays into two halves

**for** (**int** i = 0; i < mid; i++) {

leftFloors[i] = *floorArray*[i];

leftPeople[i] = *peoplePerFloorArray*[i];

}

**for** (**int** i = mid; i < size; i++) {

rightFloors[i - mid] = *floorArray*[i];

rightPeople[i - mid] = *peoplePerFloorArray*[i];

}

*sortArrays*(leftFloors, leftPeople, mid);

*sortArrays*(rightFloors, rightPeople, size - mid);

// Merging the sorted halves

*merge*(*floorArray*, *peoplePerFloorArray*, leftFloors, rightFloors, leftPeople, rightPeople, mid, size - mid);

}

// Recursive sort function

**private** **static** **void** sortArrays(**int**[] floors, **int**[] people, **int** size) {

**if** (size < 2) {

**return**;

}

**int** mid = size / 2;

**int**[] leftFloors = **new** **int**[mid];

**int**[] rightFloors = **new** **int**[size - mid];

**int**[] leftPeople = **new** **int**[mid];

**int**[] rightPeople = **new** **int**[size - mid];

**for** (**int** i = 0; i < mid; i++) {

leftFloors[i] = floors[i];

leftPeople[i] = people[i];

}

**for** (**int** i = mid; i < size; i++) {

rightFloors[i - mid] = floors[i];

rightPeople[i - mid] = people[i];

}

*sortArrays*(leftFloors, leftPeople, mid);

*sortArrays*(rightFloors, rightPeople, size - mid);

*merge*(floors, people, leftFloors, rightFloors, leftPeople, rightPeople, mid, size - mid);

}

// Merging the sorted arrays back together

**private** **static** **void** merge(**int**[] floors, **int**[] people, **int**[] leftFloors, **int**[] rightFloors, **int**[] leftPeople,

**int**[] rightPeople, **int** left, **int** right) {

**int** i = 0, j = 0, k = 0;

**while** (i < left && j < right) {

**if** (leftFloors[i] <= rightFloors[j]) {

floors[k] = leftFloors[i];

people[k] = leftPeople[i];

i++;

} **else** {

floors[k] = rightFloors[j];

people[k] = rightPeople[j];

j++;

}

k++;

}

**while** (i < left) {

floors[k] = leftFloors[i];

people[k] = leftPeople[i];

i++;

k++;

}

**while** (j < right) {

floors[k] = rightFloors[j];

people[k] = rightPeople[j];

j++;

k++;

}

}

**private** **static** **void** printList(**int**[] array) {

System.***out***.print("[");

**for** (**int** i = 0; i < array.length; i++) {

System.***out***.print(array[i]);

**if** (i < array.length - 1) {

System.***out***.print(", ");

}

}

System.***out***.println("]");

}

}

# Experimental Results and Screenshots

In this section, we will detail the methods employed to gather and analyze both quantitative and qualitative data regarding the algorithm's performance. Here, we will showcase various trial scenarios, discussing each quantitatively and qualitatively to provide a comprehensive understanding of the results. This analysis will provide interpretations to assess the practical implications of the optimization under different conditions, reflecting on how effectively our proposed algorithm meets the designated performance criteria.

**Experimental Setup**

The experimental setup of the elevator optimization code involves simulating the elevator request scenarios to evaluate the effectiveness and efficiency of the algorithm. The primary function facilitating this setup is the getData() method, which collects user inputs necessary for the experiment. Below is a detailed description of how this function contributes to setting up the experiment.

**Functionality of getData method**

* **Collect Number of Floors Requested**
  + The function prompts the user to enter the total number of floor requests and validates if the entered value is greater than zero.
* **Request Specific Floors and People Count**
  + For each floor request, the function asks for two specific pieces of information:
    - The floor number, ensuring that each entered floor is a positive integer.
    - The number of people who have requested that specific floor, also ensuring this number is positive.
  + This step is crucial as it mimics practical scenarios where different floors may have varying numbers of people waiting, affecting the decision of the greedy algorithm.
* **Input for Number of Stops**
  + After gathering all floor requests, the function requests the number of stops the elevator is allowed to make. This number must not exceed the number of unique floors requested and must also be a positive integer.

**Implementing the sortArrays Method**

* In addition to the earlier description of the getData() function, the sortArrays method plays a crucial role in presenting the data for the experimental setup.
* It is designed to organize the input data collected via the getData() method. It sorts the arrays using **merge sort** that store the floor numbers (floorArray) and the corresponding number of people requesting each floor (peoplePerFloorArray) in ascending order based on the floor numbers.

**Usage of the remainingCost method**

* In the experimental setup, the remainingCost() function is essential for quantitatively assessing the effectiveness of the elevator optimization algorithm. Calculating the total walking cost is invaluable as it provides a direct metric to evaluate how well the implemented optimization strategy reduces passenger inconvenience.

**Experimental Results**

We present the experimental results from testing our algorithm across six different instances, evaluating its performance under various conditions. Each test case details setup specifics, such as floor requests, passenger distribution, and allowed stops, with quantitative and qualitative assessments comparing algorithm decisions to expected outcomes. This analysis illustrates the effectiveness and reliability of the greedy approach in unique scenarios.

Figure 1. Experimental Result of Trial 1
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**Quantitative Analysis of Trial 1**

* Floors Requested: [13, 14, 15]
* Number of People Each Floor: [1, 1, 1] where each floor has one person requesting a stop.
* Stopped Floors: [13, 14, 15] where the algorithm chose to stop at every requested floor.
* Number of Stops: 3, which matches the number of requested floors.
* Total Cost: 0, indicating that no passenger had to walk to another floor.

**Qualitative Analysis of Trial 1**

* The algorithm's greedy approach was ideally suited to the scenario, allowing a stop at each requested floor, and thus minimizing walking distances for all passengers, leading to an optimal performance.
* In this case, the alignment of the number of stops with the number of requests. This showcases the algorithm's effectiveness in providing optimal service under specific conditions where the number of floors requested is equal to the number of stopped floors, while the number of people are equal on each floor.

Figure 2. Experimental Result of Trial 2
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**Quantitative Results of Trial 2**

* Floors Requested: [10, 15, 20, 30, 50]
* Number of People Each Floor: [3, 6, 1, 7, 3]
* Stopped Floors: [15, 30, 50] which are amid the requested range, minimizing the total distance passengers need to travel.
* Number of Stops: 3, which is less than the number of requested floors.
* Total Cost: 20

**Qualitative Analysis of Trial 2**

* The algorithm's choices reflect a tendency to **minimize the walking distance for the maximum number of people**. By choosing floors 15, 30, and 50, the algorithm effectively covered most passenger requests efficiently, particularly benefiting the larger groups on floors 15 and 30.
* The chosen stops suggest a prioritization of larger passenger groups, which could be seen as a fair compromise under the restriction of limited stops. Even if the total cost of 20 indicates that while the system is efficient in minimizing stops, it does not completely eliminate passenger inconvenience, particularly for those on unselected floors (10 and 20).

Figure 3. Experimental Result of Trial 3
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**Quantitative Results of Trial 3**

* Floors Requested: [34, 36]
* Number of People Each Floor: [4, 4]
* Stopped Floor: [34], which is the lower floor of the two requested floors.
* Number of Stops: 1, where we will account for the tie-breaker rule.
* Total Cost: 8

**Qualitative Analysis of Trial 3**

* The total cost of 8, although minimal, reflects the algorithm's success in accounting for the compromise made by allowing only one stop. This scenario tests the algorithm’s ability to decide in a tie-breaker situation.
* In a **tie-breaker situation**, the algorithm’s preference to stop at floor 34 instead of floor 36 suggests that it favors the lower floor. This preference aligns with management's strategy to reduce electricity consumption.

Figure 4. Experimental Result of Trial 4 (with unequal and equal floors)
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**Quantitative Results of Trial 4 (unequal floors)**

* Floors Requested: [1, 25, 75, 100]
* Number of People Each Floor: [1, 1, 1, 3]
* Stopped Floors: [100], which has the highest demand of all the floors.
* Total Cost: 199

**Qualitative Analysis of Trial 4**

* The algorithm chose to stop only at floor 100, the highest requested floor, which had the most people waiting (3 people). However, it incurred a significant walking penalty for those who are on the lower floors. Given that the algorithm was constrained to make only one stop due to the limit set at one stop, it opted for the floor with the highest number of people.
* If in such scenarios where the number of passengers is equal across all floors, *if each floor had one passenger*, the algorithm would opt to stop at **floor 75, the upper median among the requested floors**, which is a strategic choice given the spread of the floors.

Figure 5. Experimental Result of Trial 5

![A screenshot of a computer program

Description automatically generated](data:image/png;base64,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)

**Quantitative Results of Trial 5**

* Floors Requested: [3, 7, 10, 20, 25, 30, 200]
* Number of People Each Floor: [1, 1, 1, 1, 1, 1, 1]
* Stopped Floors: [10, 20, 25, 30, 200], which also includes the far outlier *floor 200.*
* Total Cost: 10

**Qualitative Analysis of Trial 5**

* This trial exhibits the importance of the **adjustCostForSparseHighRanges** function. In the trial results, stopping at floor 200 despite it being an extreme outlier demonstrates that the function effectively adjusts the perceived cost of not stopping at such a high range compared to the rest of the floors.
* The selection of floors 10, 20, 25, 30, and 200, with the omission of the nearest low floors (3 and 7), suggests a balancing act between minimizing total stops and reducing walking distances. This spread effectively covers the middle to high range, ensuring passengers on the omitted floors have access to nearby stops, albeit with some walking involved.

Figure 6. Experimental Result of Trial 6 (with unequal and equal floors)
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**Quantitative Results of Trial 6 (unequal floors)**

* Floors Requested: [5, 10, 20, 40, 50, 300]
* Number of People Each Floor: [10, 3, 4, 2, 3, 1]
* Stopped Floors: [5, 10, 20, 50], which does not include the far outlier *floor 300.*
* Total Cost: 270

**Qualitative Analysis of Trial 6**

* The algorithm chose to stop at floors 5, 10, 20, and 50. This selection covers the floors with higher concentrations of passengers and omits the floor with the single passenger at the extreme outlier (floor 300). The stops cover the more densely populated lower floors.
* **Choosing not to stop at floor 300 can be seen as a limitation in terms of coverage** even if it makes sense from a demand perspective. Since the algorithm is designed to minimize total travel time and maximize service to the largest groups, stopping at a floor with only one passenger doesn't align with these goals, particularly under stop limitations.
* If in such scenarios where the number of passengers is equal across all floors, *if each floor had one passenger*, the algorithm would opt to stop at **floors [20, 40, 50, 300]**.Here, our algorithm also accounts for floor 300, since it ensures that the floor is not disproportionately disadvantaged by the algorithm's other choices.

# Discussion

**Time Complexity Analysis of the optimizeGreedy Method**

**Overall Time Complexity**

The overall time complexity of the optimizeGreedy method can be approximated as **O(k\*m\*n)** due to the nested loops involving the calculation of stopping costs, where:

* k is the number of stops,
* m is the range of floors, and
* n is the number of floor requests.

**Loops of Optimize Greedy**

* **Outer While-Loop**
  + while (numOfStops != 0)
* **First Inner For-Loop**
  + for (int i = 0; i < unvisitedFloorArray.length; i++)
* **Second Inner For-Loop**
  + for (int j = 0; j < floorArray.length; j++)

Figure 1. Critical Part of the optimizeGreedy Method

while(*numOfStops* != 0) { //loops up to k times

for (int i = 0; i < unvisitedFloorArray.length; i++) { // loops up to m times

if (unvisitedFloorArray[i] == 1) continue; // skip if already visited

int currentCost = 0;

for (int j = 0; j < *floorArray*.length; j++) { // loops n times

if (*peoplePerFloorArray*[j] == 0) {continue;}

// cost calculation here

int costOfWalkingToFloorI = differenceBetweenFloor \* *peoplePerFloorArray*[j];

costOfWalkingToFloorI += *adjustCostForSparseHighRanges*(*floorArray*[j],

differenceBetweenFloor);

currentCost += costOfWalkingToFloorI;

}

//calculations for calculating closest floor and indexing

}

}

**Implications of the Time Complexity of greedyOptimize Method**

In our algorithm, the complexity of O(k\*m\*n) might appear high, but it is essential to consider the problem's requirements and constraints. For many practical applications, especially where decisions aren't required in milliseconds, this complexity might be acceptable. This complexity can become quite large if any of these variables increases significantly, particularly in scenarios involving tall buildings with many floor requests and several stops allowed. However, in realistic elevator system applications, the number of floors (m) is generally finite and usually not exceedingly high. Moreover, the allowed stops per run (k) are fewer than the total floors, and the number of floor requests (n) per trip is limited. This reduces the practical workload for the algorithm, making a theoretically high complexity less of a concern in practical instances.

**Interpretation of Experimental Results**

The experimental results demonstrate the effectiveness of the greedy algorithm in optimizing elevator operations under various conditions:

* **Trial 1**: When the number of stops equaled the number of requested floors, the algorithm achieved zero total cost, indicating optimal alignment with the goal of minimizing walking distance.
* **Trial 2**: Facing unevenly distributed demands across many floors, the algorithm effectively chose stops to benefit floors with higher passenger densities, optimizing for general efficiency and convenience.
* **Trial 3**: With the tie-breaking rule in effect, the algorithm opted for the lower floor (34 instead of 36), demonstrating cost-efficiency by favoring easier-to-reach stops.
* **Trial 4**: Challenged by a wide range of floor requests and varying passenger numbers, the algorithm stopped only at the most populated floor (floor 100), revealing limitations in scenarios with restricted stops and diverse needs.
* **Trial 5**: In a densely populated setting, the algorithm chose stops across a broad spectrum of floors (10, 20, 25, 30, and 200), effectively minimizing walking for most but not for those on the lowest floors.
* **Trial 6**: Confronted with uneven passenger distribution, the algorithm skipped the least occupied floor (300) to focus on more populated stops (5, 10, 20, and 50), maximizing efficiency but showing limits in servicing less popular floors.

**Strengths of the Proposed Solution**

* The primary strength of the proposed solution lies in its **simplicity and computational efficiency**, which makes it suitable for practical applications in elevator systems.
* The greedy algorithm **adeptly accounts for the number of people and their demand on each floor**, prioritizing stops at floors with higher passenger concentrations. This strategy not only maximizes service efficiency but also adheres to the goal of minimizing overall walking costs.
* We have further refined the algorithm by incorporating the **adjustCostForSparseHighRanges()** method, specifically designed to reduce the likelihood of overlooking high floor outliers.
* Additionally, the algorithm's flexibility to adapt to various building sizes and passenger distributions without requiring significant modifications is a significant advantage.

**Limitations of the Proposed Solution**

* The greedy algorithm's **primary limitation is its nature of local optimization**. It makes decisions based on current, available information without forecasting future needs or consequences, which can prevent it from achieving globally optimal solutions.
* As demonstrated in Trial 4, the algorithm's focus on current conditions—**like servicing the floors with the highest numbers of passengers—can result in high total walking costs**. This occurs because it may neglect lower floors or upper floors with fewer passengers, leading to significant inefficiencies in scenarios where passenger distribution is highly uneven.
* The algorithm **may struggle in scenarios where extreme outliers are present**. In cases where certain floors are significantly higher or lower than the majority, the algorithm might either overlook these outliers or suffer higher operational costs to include them, which can compromise overall efficiency and cost-effectiveness.

**Areas for Improvement and Future Research**

* **Investigate the use of other optimization algorithms** such as dynamic programming or branch and bound techniques to determine if they offer more effective solutions to elevator optimization problems than the current greedy approach.
* Check if it is possible to **combine the greedy method with other optimization strategies**, such as dynamic programming or branch and bound, to develop a more robust and comprehensive solution.
* **Integrate priority queues or hash maps within the greedy algorithm** to enhance operational efficiency and reduce the computational complexity of the optimizeGreedy() method, since arrays were used.
* **Refine the thresholds used in the adjustCostForSparseHighRanges() method** to better manage extreme outliers and prevent excessive operational costs.

# Conclusion

**Key Findings**

* The Greedy Algorithm successfully minimized walking distances for passengers by making informed decisions on which floors to stop, based on the number of passenger requests. We found that the algorithm was particularly effective in small to moderate-sized buildings with a limited number of stops allowed.
* Through extensive simulation and testing, we demonstrated that our algorithm can efficiently handle a variety of scenarios, from evenly distributed passenger loads to scenarios where passenger distribution is heavily skewed toward certain floors.
* The algorithm's strength lies in its simplicity and efficiency. Even if the algorithm has limitations for where extreme outliers are present (floors that are higher than 150), it is suitable enough for realistic and real-time applications in building management systems.

**Significance of the Results**

The success of the Greedy Algorithm in our project underscores the significant potential of algorithmic approaches in enhancing the efficiency of elevator systems where the number of stops is limited. By optimizing the number of stops and minimizing passenger walking distances, the algorithm can lead to reduced energy consumption and improved overall efficiency for the elevator. Moreover, the algorithm reduces the waiting time for the people going to the upper floors, since it reduces the number of stops on the lower floors.

**Future Directions and Practical Applications** **for Elevator Optimization Algorithm**

* **Multi-Origin Elevator Traffic**
  + Future research should explore optimization strategies for scenarios where passenger traffic is not limited to a single origin or destination floor, which would add a realistic layer to the elevator optimization simulation.
* **Public Transportation Efficiency**
  + Apply optimization principles such as this to public transit systems like subway stations or airports to streamline the movement of large crowds, reducing wait times and costs.
* **Residential and Commercial Applications**
  + Deploy the algorithm in residential high-rises and commercial buildings to manage elevator traffic during peak and off-peak hours.
* **Handling Priority Requests**
  + Integrate a priority handling mechanism to accommodate emergency stops and requests from individuals with special needs, ensuring they are serviced promptly while maintaining overall system efficiency.

In conclusion, our solution successfully implemented the Greedy Algorithm approach to optimize elevators where there are a limited number of stops, particularly focusing on minimizing the total walking distance for people going to other floors. This approach proved effective in handling the constraints of elevator stop optimization by making informed, locally optimal choices that accounted for the number of floors, passenger distribution each floor, and the sparseness of the floors. The implementation not only demonstrates the algorithm’s adaptability to varied scenarios but also sets a foundation for future enhancements that could create hybrid algorithms in solving the problem in better efficiency. This paves the way for smarter, more efficient building management systems, promising significant improvements in cost and operational efficiency.