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**Experiment no 3:**Evaluation of postfix Expression using stack ADT

**Aim:** Implementation of Evaluation of Postfix Expression using stack ADT

Objective:

1. Understand the use of stack
2. Understand importing an ADT in an application program
3. Understand the instantiation of stack ADT in an application Program
4. Understand how the member function of an ADT are accessed in an application program

**Theory:**

Postfix Expression: A postfix expression, also known as Reverse Polish Notation (RPN), is a mathematical expression in which every operator follows all of its operands. For example, the infix expression "3 + 5" would be written in postfix as "3 5 +". Postfix notation eliminates the need for parentheses to indicate the order of operations.

Abstract Data Type (ADT) Stack: A stack is a fundamental data structure that follows the Last-In-First-Out (LIFO) principle. In other words, the last element added to the stack is the first one to be removed. An ADT stack typically supports two main operations: push, which adds an element to the top of the stack, and pop, which removes and returns the top element of the stack.

## Example for Evaluation of Postfix Expression: 456\*+**postfix evolutions through stack in C**

**Algorithm:**

1) Add ) to postfix expression.

2) Read postfix expression Left to Right until ) encountered

3) If operand is encountered, push it onto Stack

[End If]

4) If operator is encountered, Pop two elements

i) A -> Top element

ii) B-> Next to Top element

iii) Evaluate B operator A

push B operator A onto Stack

5) Set result = pop

6) END

**Code :**

#include<stdio.h>

#include<ctype.h>

int stack[20];

int top = -1;

void push(int x)

{

stack[++top] = x;

}

int pop()

{

return stack[top--];

}

int main()

{

char exp[20];

char \*e;

int n1,n2,n3,num;

printf("Enter the expression :: ");

scanf("%s",exp);

e = exp;

while(\*e != '\0')

{

if(isdigit(\*e))

{

num = \*e - 48;

push(num);

}

else

{

n1 = pop();

n2 = pop();

switch(\*e)

{

case '+':

{

n3 = n1 + n2;

break;

}

case '-':

{

n3 = n2 - n1;

break;

}

case '\*':

{

n3 = n1 \* n2;

break;

}

case '/':

{

n3 = n2 / n1;

break;

}

}

push(n3);

}

e++;

}

printf("\nThe result of expression %s = %d\n\n",exp,pop());

return 0;

}

**Output:**

![](data:image/png;base64,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)

**Conclusion :**

Evaluating a postfix expression using an ADT stack is a fundamental algorithm that showcases the practical application of stacks in computer science. This approach efficiently handles the evaluation of mathematical expressions and can be extended to support various operations and functions.