**Challenge Details**

The goal of this challenge is to build an API that will manage (add, update, list, delete) players with some skills and select the best players with the desired position/skill.

The players will need to have:

* name
* position
* list of skills

The available positions for players are:

* 'defender'
* 'midfielder'
* 'forward'

The skill will have:

* skill name
* value

The available skills for a player are:

* 'defense'
* 'attack'
* 'speed'
* 'strength'
* 'stamina'

The player needs to have at least one skill, but it does not need to have values for all available skills. A valid player in JSON format is:

{

{ "name": "player name",

"position": "midfielder",

"playerSkills":

[ { "skill": "defense", "value": 60 },

{ "skill": "speed", "value": 80 } ]

}

Automatic Testing

Team lead will use their test suite to run automatic tests to verify your implementation.

Files under *\_\_tests\_\_* directory provide example test cases. You should read them to figure out how to properly implement the solution and throw exceptions.

You are also encouraged to write your own test cases under tests directory.

# **Existing Source Code**

Even though this is a new project you will not be starting from scratch. In the repository you will also find some preexisting source code.

You must continue building on top of that preexisting source code and you should NOT DELETE any of the existing source code, files and folders NOR move or rename any of the existing files, classes, methods or variables. However, you’re free to add new source files to the project and extend existing classes with your own methods and variables.

IMPORTANT NOTES:

1. Please follow the instructions in the existing source code. Not following the instructions and not using the preexisting source code as a base might result in automatic test failures.
2. Please DO NOT CHANGE the folder structure of WebApi and WebApiTest projects, and DO NOT MOVE the provided files to a different place, as this will result in a test failure.
3. All the new classes should have public access.
4. Before you submit the challenge, please make sure the project was successfully built.

# **API Description**

# **Basic Config:**

The app needs to be served at [http://localhost:3000](http://localhost:3000/) and the API requests should be available at <http://localhost:3000/api/>.

In case of errors, the body should return the correct error message following this pattern:

{ "message": "Invalid value for position: midfielder1" }

JSONCopy

It is important that the error message contains the field that is invalid (position field in this case) and the invalid value used in the request (midfielder1 in this case).

If the field is inside an array, the error message should show the field inside it, for example if the skill of the player (inside playerSkills array) has an invalid value, the error should contain the "skill" field and the invalid value for that skill.

The solution should return only the first error found. If the request to create the player has invalid values for position and skill fields, the solution should return only the message for one of those fields. The validation rules do not need to follow any specific order.

# **Create Player:**

The app will need to support player creation on <http://localhost:3000/api/player>.

The player info will be sent in the body in JSON format:

{ "name": "player name 2", "position": "midfielder", "playerSkills": [ { "skill": "attack", "value": 60 }, { "skill": "speed", "value": 80 } ] }

The expected result from this endpoint is the created player. The result can also have additional fields, like id's created for the player and the skills ex:

{ "id": 1, "name": "player name 2", "position": "midfielder", "playerSkills": [ { "id": 1, "skill": "attack", "value": 60, "playerId": 1 }, { "id": 2, "skill": "speed", "value": 80, "playerId": 1 } ] }

# **Update Player:**

The app will need to support player update on [http://localhost:3000/api/player/{playerId}](http://localhost:3000/api/player/%7BplayerId%7D) where {playerId} is the id of the player that is being updated.

The player info will be sent in the body in JSON format:

{ "name": "player name updated", "position": "midfielder", "playerSkills": [ { "skill": "strength", "value": 40 }, { "skill": "stamina", "value": 30 } ] }
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The expected result from this endpoint is the updated player. The result can also have additional fields, like id's created for the player and the skills ex:

{ "id": 1, "name": "player name updated", "position": "midfielder", "playerSkills": [ { "id": 3, "skill": "strength", "value": 40, "playerId": 1 }, { "id": 4, "skill": "stamina", "value": 30, "playerId": 1 } ] }
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# **Delete Player:**

The app will need to support player deletion on [http://localhost:3000/api/player/{playerId}](http://localhost:3000/api/player/%7BplayerId%7D) where {playerId} is the id of the player that is being deleted.

Important!

The endpoint to delete the player should be protected using Bearer token in the Authorization Header. The value of the Authorization Header should be:

Bearer SkFabTZibXE1aE14ckpQUUxHc2dnQ2RzdlFRTTM2NFE2cGI4d3RQNjZmdEFITmdBQkE=

# **List of Players:**

The app will need to support an endpoint to list the available players on <http://localhost:3000/api/player/>.

The expected result from this endpoint is the list of players in the database, for example:

[ { "id": 1, "name": "player name 1", "position": "defender", "playerSkills": [ { "id": 1, "skill": "defense", "value": 60, "playerId": 1 }, { "id": 2, "skill": "speed", "value": 80, "playerId": 1 } ] }, { "id": 2, "name": "player name 2", "position": "midfielder", "playerSkills": [ { "id": 3, "skill": "attack", "value": 20, "playerId": 2 }, { "id": 4, "skill": "speed", "value": 70, "playerId": 2 } ] } ]

JSONCopy

# **Team Selection:**

The app will need to support an endpoint to select the players available based on some parameters sent on the request. The endpoint to select the best team should be <http://localhost:3000/api/team/process>.

The team requirements will be sent to the body in JSON format:

[ { "position": "midfielder", "mainSkill": "speed", "numberOfPlayers": 1 }, { "position": "defender", "mainSkill": "strength", "numberOfPlayers": 2 } ]
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The expected result from this endpoint is the best list of players from the database according to the requirements ex:

[ { "name": "player name 2", "position": "midfielder", "playerSkills": [ { "skill": "speed", "value": 90 } ] }, { "name": "player name 3", "position": "defender", "playerSkills": [ { "skill": "strength", "value": 50 }, { "skill": "stamina", "value": 2 } ] }, { "name": "player name 4", "position": "defender", "playerSkills": [ { "skill": "strength", "value": 37 } ] } ];
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# **Rules To Select The Best Team:**

* 1. Given a position and the skill desired for that position, the app should be able to find the best player in the database with that skill and position. If there are more than one player with the highest skill value, the solution can select any of those players.
  2. The same skill can be used in different positions. For example: you can send a request with a requirement for defender with the highest speed, and a midfielder with the highest speed in the same request.
  3. The request should allow the same position and skill combination only once but should accept the same position multiple times. For example: you cannot send a request with two requirements for defender with the highest speed, but you can send a request with a requirement for defender with the highest speed and a defender with the highest strength. In the example above the same player cannot be used multiple times.
  4. If there are no players in the database with the desired skill, the app should find the highest skill value for any players in the selected position. For example, if in the database we have 3 defenders with these skills:  
     + player 1 has {speed: 90}
     + player 2 has {strength: 20}
     + player 3 has {stamina: 95}  
         
       And the requirements ask for a defender with defense skill, the app should select player 3, because there are no defenders with defense skill, and the defender with highest skill value is player 3. The same rule should be applied if the player has multiple skills, so if we have in the database the following players:
       - player 1 has {stamina: 90, speed: 100, strength: 20}
       - player 2 has {stamina: 80, speed: 80, strength: 80}
       - player 3 has {stamina: 95, speed 90, strength: 50}  
           
         And the requirements specify a defender with defense skill, the app should select player 1, because it is the player with highest skill: speed 100.
  5. The app should always fill the number of required players with the correct position. For example, if the requirement is for 2 defenders, the app should find the best 2 defenders with the desired skill and use rule number 4 if there are no available defenders with the desired skill.
  6. The app should return an error if there are no available players in the required position. For example, if the request requires 2 defenders and there is only one defender in the database, the app should return an error with the message: “Insufficient number of players for position: defender”. This rule should only be applied for positions. The skill requirement should follow the rules described in point 4.