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library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.4 ✔ readr 2.1.5  
## ✔ forcats 1.0.0 ✔ stringr 1.5.1  
## ✔ ggplot2 3.4.4 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.3 ✔ tidyr 1.3.1  
## ✔ purrr 1.0.2   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library(lubridate)  
library(ggplot2)  
library(scales)

##   
## Attaching package: 'scales'  
##   
## The following object is masked from 'package:purrr':  
##   
## discard  
##   
## The following object is masked from 'package:readr':  
##   
## col\_factor

library(dplyr)  
library(rmarkdown)  
library(tinytex)  
library(marginaleffects)  
library(modelsummary)  
library(sandwich)  
library(GGally)

## Registered S3 method overwritten by 'GGally':  
## method from   
## +.gg ggplot2

library(ggrepel)  
library(stringr)  
library(readr)  
library(patchwork)  
library(jtools)  
library(knitr)

# Step 1: Load Data

divvy\_2019 <- read.csv("C:/Users/Fatih/Desktop/Final\_Project/DataSets/Divvy\_2019\_Q1.csv")  
divvy\_2020 <- read.csv("C:/Users/Fatih/Desktop/Final\_Project/DataSets/Divvy\_2020\_Q1.csv")

# Step 2: Wrangle Data and Combine into a Single File

# Compare Column Names Each of the Files

colnames(divvy\_2019)

## [1] "trip\_id" "start\_time" "end\_time"   
## [4] "bikeid" "tripduration" "from\_station\_id"   
## [7] "from\_station\_name" "to\_station\_id" "to\_station\_name"   
## [10] "usertype" "gender" "birthyear"

colnames(divvy\_2020)

## [1] "ride\_id" "rideable\_type" "started\_at"   
## [4] "ended\_at" "start\_station\_name" "start\_station\_id"   
## [7] "end\_station\_name" "end\_station\_id" "start\_lat"   
## [10] "start\_lng" "end\_lat" "end\_lng"   
## [13] "member\_casual" "ride\_length" "ride\_length\_in\_min"  
## [16] "day\_of\_week"

#Rename Columns for Consistency

divvy\_2019 <- divvy\_2019 %>%  
 rename(  
 start\_station\_id = from\_station\_id,  
 end\_station\_id = to\_station\_id,  
 start\_station\_name = from\_station\_name,  
 end\_station\_name = to\_station\_name  
 )

divvy\_2020 <- divvy\_2020 %>%  
 rename(  
 trip\_id = ride\_id,  
 usertype = member\_casual,  
 start\_time = started\_at,  
 end\_time = ended\_at  
 )

# Inspect the dataframes and look for incongruencies

str(divvy\_2019)

## 'data.frame': 365069 obs. of 12 variables:  
## $ trip\_id : int 21742443 21742444 21742445 21742446 21742447 21742448 21742449 21742450 21742451 21742452 ...  
## $ start\_time : chr "2019-01-01 0:04:37" "2019-01-01 0:08:13" "2019-01-01 0:13:23" "2019-01-01 0:13:45" ...  
## $ end\_time : chr "2019-01-01 0:11:07" "2019-01-01 0:15:34" "2019-01-01 0:27:12" "2019-01-01 0:43:28" ...  
## $ bikeid : int 2167 4386 1524 252 1170 2437 2708 2796 6205 3939 ...  
## $ tripduration : chr "390" "441" "829" "1,783.00" ...  
## $ start\_station\_id : int 199 44 15 123 173 98 98 211 150 268 ...  
## $ start\_station\_name: chr "Wabash Ave & Grand Ave" "State St & Randolph St" "Racine Ave & 18th St" "California Ave & Milwaukee Ave" ...  
## $ end\_station\_id : int 84 624 644 176 35 49 49 142 148 141 ...  
## $ end\_station\_name : chr "Milwaukee Ave & Grand Ave" "Dearborn St & Van Buren St (\*)" "Western Ave & Fillmore St (\*)" "Clark St & Elm St" ...  
## $ usertype : chr "Subscriber" "Subscriber" "Subscriber" "Subscriber" ...  
## $ gender : chr "Male" "Female" "Female" "Male" ...  
## $ birthyear : int 1989 1990 1994 1993 1994 1983 1984 1990 1995 1996 ...

#Remove Unnecessary Variables

divvy\_2019 <- divvy\_2019 %>%   
 select(-c(gender, birthyear,bikeid,tripduration))

# To ensure that the trip\_id values stack correnctly, it’s necessary to convert them to characters.

divvy\_2019 <- mutate(divvy\_2019, trip\_id = as.character(trip\_id))

str(divvy\_2019)

## 'data.frame': 365069 obs. of 8 variables:  
## $ trip\_id : chr "21742443" "21742444" "21742445" "21742446" ...  
## $ start\_time : chr "2019-01-01 0:04:37" "2019-01-01 0:08:13" "2019-01-01 0:13:23" "2019-01-01 0:13:45" ...  
## $ end\_time : chr "2019-01-01 0:11:07" "2019-01-01 0:15:34" "2019-01-01 0:27:12" "2019-01-01 0:43:28" ...  
## $ start\_station\_id : int 199 44 15 123 173 98 98 211 150 268 ...  
## $ start\_station\_name: chr "Wabash Ave & Grand Ave" "State St & Randolph St" "Racine Ave & 18th St" "California Ave & Milwaukee Ave" ...  
## $ end\_station\_id : int 84 624 644 176 35 49 49 142 148 141 ...  
## $ end\_station\_name : chr "Milwaukee Ave & Grand Ave" "Dearborn St & Van Buren St (\*)" "Western Ave & Fillmore St (\*)" "Clark St & Elm St" ...  
## $ usertype : chr "Subscriber" "Subscriber" "Subscriber" "Subscriber" ...

str(divvy\_2020)

## 'data.frame': 426887 obs. of 16 variables:  
## $ trip\_id : chr "EACB19130B0CDA4A" "8FED874C809DC021" "789F3C21E472CA96" "C9A388DAC6ABF313" ...  
## $ rideable\_type : chr "docked\_bike" "docked\_bike" "docked\_bike" "docked\_bike" ...  
## $ start\_time : chr "2020-01-21 20:06:59" "2020-01-30 14:22:39" "2020-01-09 19:29:26" "2020-01-06 16:17:07" ...  
## $ end\_time : chr "2020-01-21 20:14:30" "2020-01-30 14:26:22" "2020-01-09 19:32:17" "2020-01-06 16:25:56" ...  
## $ start\_station\_name: chr "Western Ave & Leland Ave" "Clark St & Montrose Ave" "Broadway & Belmont Ave" "Clark St & Randolph St" ...  
## $ start\_station\_id : int 239 234 296 51 66 212 96 96 212 38 ...  
## $ end\_station\_name : chr "Clark St & Leland Ave" "Southport Ave & Irving Park Rd" "Wilton Ave & Belmont Ave" "Fairbanks Ct & Grand Ave" ...  
## $ end\_station\_id : int 326 318 117 24 212 96 212 212 96 100 ...  
## $ start\_lat : num 42 42 41.9 41.9 41.9 ...  
## $ start\_lng : num -87.7 -87.7 -87.6 -87.6 -87.6 ...  
## $ end\_lat : num 42 42 41.9 41.9 41.9 ...  
## $ end\_lng : num -87.7 -87.7 -87.7 -87.6 -87.6 ...  
## $ usertype : chr "member" "member" "member" "member" ...  
## $ ride\_length : chr "0:07:31" "0:03:43" "0:02:51" "0:08:49" ...  
## $ ride\_length\_in\_min: chr "168:00:00" "89:12:00" "68:24:00" "211:36:00" ...  
## $ day\_of\_week : int 3 5 5 2 5 6 6 6 6 6 ...

divvy\_2020 <- divvy\_2020 %>%   
 select(-c(start\_lat, end\_lat,start\_lng,end\_lng,rideable\_type,ride\_length,ride\_length\_in\_min,day\_of\_week))

# Creating Combined Data Frame

combined\_data <- bind\_rows(divvy\_2019,divvy\_2020)

colnames(combined\_data)

## [1] "trip\_id" "start\_time" "end\_time"   
## [4] "start\_station\_id" "start\_station\_name" "end\_station\_id"   
## [7] "end\_station\_name" "usertype"

str(combined\_data)

## 'data.frame': 791956 obs. of 8 variables:  
## $ trip\_id : chr "21742443" "21742444" "21742445" "21742446" ...  
## $ start\_time : chr "2019-01-01 0:04:37" "2019-01-01 0:08:13" "2019-01-01 0:13:23" "2019-01-01 0:13:45" ...  
## $ end\_time : chr "2019-01-01 0:11:07" "2019-01-01 0:15:34" "2019-01-01 0:27:12" "2019-01-01 0:43:28" ...  
## $ start\_station\_id : int 199 44 15 123 173 98 98 211 150 268 ...  
## $ start\_station\_name: chr "Wabash Ave & Grand Ave" "State St & Randolph St" "Racine Ave & 18th St" "California Ave & Milwaukee Ave" ...  
## $ end\_station\_id : int 84 624 644 176 35 49 49 142 148 141 ...  
## $ end\_station\_name : chr "Milwaukee Ave & Grand Ave" "Dearborn St & Van Buren St (\*)" "Western Ave & Fillmore St (\*)" "Clark St & Elm St" ...  
## $ usertype : chr "Subscriber" "Subscriber" "Subscriber" "Subscriber" ...

# I checked the new data frame  
colnames(combined\_data) # Column Names

## [1] "trip\_id" "start\_time" "end\_time"   
## [4] "start\_station\_id" "start\_station\_name" "end\_station\_id"   
## [7] "end\_station\_name" "usertype"

nrow(combined\_data) # Numbers of the Rows

## [1] 791956

dim(combined\_data) #Dimensions

## [1] 791956 8

head(combined\_data) # The first 6 rows of the combined data frame

## trip\_id start\_time end\_time start\_station\_id  
## 1 21742443 2019-01-01 0:04:37 2019-01-01 0:11:07 199  
## 2 21742444 2019-01-01 0:08:13 2019-01-01 0:15:34 44  
## 3 21742445 2019-01-01 0:13:23 2019-01-01 0:27:12 15  
## 4 21742446 2019-01-01 0:13:45 2019-01-01 0:43:28 123  
## 5 21742447 2019-01-01 0:14:52 2019-01-01 0:20:56 173  
## 6 21742448 2019-01-01 0:15:33 2019-01-01 0:19:09 98  
## start\_station\_name end\_station\_id  
## 1 Wabash Ave & Grand Ave 84  
## 2 State St & Randolph St 624  
## 3 Racine Ave & 18th St 644  
## 4 California Ave & Milwaukee Ave 176  
## 5 Mies van der Rohe Way & Chicago Ave 35  
## 6 LaSalle St & Washington St 49  
## end\_station\_name usertype  
## 1 Milwaukee Ave & Grand Ave Subscriber  
## 2 Dearborn St & Van Buren St (\*) Subscriber  
## 3 Western Ave & Fillmore St (\*) Subscriber  
## 4 Clark St & Elm St Subscriber  
## 5 Streeter Dr & Grand Ave Subscriber  
## 6 Dearborn St & Monroe St Subscriber

str(combined\_data) # List of Columns and Data Types

## 'data.frame': 791956 obs. of 8 variables:  
## $ trip\_id : chr "21742443" "21742444" "21742445" "21742446" ...  
## $ start\_time : chr "2019-01-01 0:04:37" "2019-01-01 0:08:13" "2019-01-01 0:13:23" "2019-01-01 0:13:45" ...  
## $ end\_time : chr "2019-01-01 0:11:07" "2019-01-01 0:15:34" "2019-01-01 0:27:12" "2019-01-01 0:43:28" ...  
## $ start\_station\_id : int 199 44 15 123 173 98 98 211 150 268 ...  
## $ start\_station\_name: chr "Wabash Ave & Grand Ave" "State St & Randolph St" "Racine Ave & 18th St" "California Ave & Milwaukee Ave" ...  
## $ end\_station\_id : int 84 624 644 176 35 49 49 142 148 141 ...  
## $ end\_station\_name : chr "Milwaukee Ave & Grand Ave" "Dearborn St & Van Buren St (\*)" "Western Ave & Fillmore St (\*)" "Clark St & Elm St" ...  
## $ usertype : chr "Subscriber" "Subscriber" "Subscriber" "Subscriber" ...

summary(combined\_data) # Summary of the Combined Data Frame

## trip\_id start\_time end\_time start\_station\_id  
## Length:791956 Length:791956 Length:791956 Min. : 2.0   
## Class :character Class :character Class :character 1st Qu.: 77.0   
## Mode :character Mode :character Mode :character Median :174.0   
## Mean :204.4   
## 3rd Qu.:291.0   
## Max. :675.0   
##   
## start\_station\_name end\_station\_id end\_station\_name usertype   
## Length:791956 Min. : 2.0 Length:791956 Length:791956   
## Class :character 1st Qu.: 77.0 Class :character Class :character   
## Mode :character Median :174.0 Mode :character Mode :character   
## Mean :204.4   
## 3rd Qu.:291.0   
## Max. :675.0   
## NA's :1

# Step 3: Clean Up and Add Data to Prepare for Analysis

#Remove NA and Duplicate Data

# Remove rows with NAs  
combined\_data <- na.omit(combined\_data)  
  
# Remove duplicate rows  
combined\_data <- distinct(combined\_data)  
  
# Check the updated structure of the data frame  
str(combined\_data)

## 'data.frame': 791955 obs. of 8 variables:  
## $ trip\_id : chr "21742443" "21742444" "21742445" "21742446" ...  
## $ start\_time : chr "2019-01-01 0:04:37" "2019-01-01 0:08:13" "2019-01-01 0:13:23" "2019-01-01 0:13:45" ...  
## $ end\_time : chr "2019-01-01 0:11:07" "2019-01-01 0:15:34" "2019-01-01 0:27:12" "2019-01-01 0:43:28" ...  
## $ start\_station\_id : int 199 44 15 123 173 98 98 211 150 268 ...  
## $ start\_station\_name: chr "Wabash Ave & Grand Ave" "State St & Randolph St" "Racine Ave & 18th St" "California Ave & Milwaukee Ave" ...  
## $ end\_station\_id : int 84 624 644 176 35 49 49 142 148 141 ...  
## $ end\_station\_name : chr "Milwaukee Ave & Grand Ave" "Dearborn St & Van Buren St (\*)" "Western Ave & Fillmore St (\*)" "Clark St & Elm St" ...  
## $ usertype : chr "Subscriber" "Subscriber" "Subscriber" "Subscriber" ...  
## - attr(\*, "na.action")= 'omit' Named int 779496  
## ..- attr(\*, "names")= chr "779496"

# Checking variables and preparing data for analysis.

# We will modify the values so that the data becomes consistent.   
combined\_data <- combined\_data %>%  
 mutate(usertype = recode(usertype  
 , "member" = "Subscriber"  
 , "casual" = "Customer"))

# Confirming normal distribution of observations.

table(combined\_data$usertype)

##   
## Customer Subscriber   
## 71642 720313

# Adding “ride\_length” to combined\_data in seconds.

# Convert start\_time and end\_time to POSIXct objects  
combined\_data$start\_time <- as.POSIXct(combined\_data$start\_time)  
combined\_data$end\_time <- as.POSIXct(combined\_data$end\_time)  
  
# Calculate ride\_length in seconds  
combined\_data$ride\_length <- as.numeric(difftime(combined\_data$end\_time, combined\_data$start\_time, units = "secs"))  
  
# Check the updated structure of the data frame  
str(combined\_data)

## 'data.frame': 791955 obs. of 9 variables:  
## $ trip\_id : chr "21742443" "21742444" "21742445" "21742446" ...  
## $ start\_time : POSIXct, format: "2019-01-01 00:04:37" "2019-01-01 00:08:13" ...  
## $ end\_time : POSIXct, format: "2019-01-01 00:11:07" "2019-01-01 00:15:34" ...  
## $ start\_station\_id : int 199 44 15 123 173 98 98 211 150 268 ...  
## $ start\_station\_name: chr "Wabash Ave & Grand Ave" "State St & Randolph St" "Racine Ave & 18th St" "California Ave & Milwaukee Ave" ...  
## $ end\_station\_id : int 84 624 644 176 35 49 49 142 148 141 ...  
## $ end\_station\_name : chr "Milwaukee Ave & Grand Ave" "Dearborn St & Van Buren St (\*)" "Western Ave & Fillmore St (\*)" "Clark St & Elm St" ...  
## $ usertype : chr "Subscriber" "Subscriber" "Subscriber" "Subscriber" ...  
## $ ride\_length : num 390 441 829 1783 364 ...  
## - attr(\*, "na.action")= 'omit' Named int 779496  
## ..- attr(\*, "names")= chr "779496"

# Check for duplicate values in ride\_length  
duplicate\_ride\_length <- any(duplicated(combined\_data$ride\_length))  
  
# Check for NA values in ride\_length  
na\_ride\_length <- any(is.na(combined\_data$ride\_length))  
  
# Print the results  
cat("Duplicate ride\_length values:", duplicate\_ride\_length, "\n")

## Duplicate ride\_length values: TRUE

cat("NA ride\_length values:", na\_ride\_length, "\n")

## NA ride\_length values: FALSE

# Add date columns such as month, day and year to the combined\_data frame.

# This will enable us to aggregate ride data by month, day, or year.

combined\_data$date <- as.Date(combined\_data$start\_time)   
combined\_data$month <- format(as.Date(combined\_data$date), "%m")  
combined\_data$day <- format(as.Date(combined\_data$date), "%d")  
combined\_data$year <- format(as.Date(combined\_data$date), "%Y")  
combined\_data$day\_of\_week <- format(as.Date(combined\_data$date), "%A")

# Inspecting column structure.

str(combined\_data)

## 'data.frame': 791955 obs. of 14 variables:  
## $ trip\_id : chr "21742443" "21742444" "21742445" "21742446" ...  
## $ start\_time : POSIXct, format: "2019-01-01 00:04:37" "2019-01-01 00:08:13" ...  
## $ end\_time : POSIXct, format: "2019-01-01 00:11:07" "2019-01-01 00:15:34" ...  
## $ start\_station\_id : int 199 44 15 123 173 98 98 211 150 268 ...  
## $ start\_station\_name: chr "Wabash Ave & Grand Ave" "State St & Randolph St" "Racine Ave & 18th St" "California Ave & Milwaukee Ave" ...  
## $ end\_station\_id : int 84 624 644 176 35 49 49 142 148 141 ...  
## $ end\_station\_name : chr "Milwaukee Ave & Grand Ave" "Dearborn St & Van Buren St (\*)" "Western Ave & Fillmore St (\*)" "Clark St & Elm St" ...  
## $ usertype : chr "Subscriber" "Subscriber" "Subscriber" "Subscriber" ...  
## $ ride\_length : num 390 441 829 1783 364 ...  
## $ date : Date, format: "2019-01-01" "2019-01-01" ...  
## $ month : chr "01" "01" "01" "01" ...  
## $ day : chr "01" "01" "01" "01" ...  
## $ year : chr "2019" "2019" "2019" "2019" ...  
## $ day\_of\_week : chr "Tuesday" "Tuesday" "Tuesday" "Tuesday" ...  
## - attr(\*, "na.action")= 'omit' Named int 779496  
## ..- attr(\*, "names")= chr "779496"

# To ensure accuracy of data, it is necessary to remove the insufficient data from the combined\_data frame which contains a some entries with negative ride\_length because some bikes checked for quality by Cyclistic. Then We will create a new version of the dataframe after removing the insufficient data.

combined\_data <- combined\_data[combined\_data$ride\_length >= 0, ]

bike\_share <- combined\_data[!(combined\_data$start\_station\_name == "HQ QR" | combined\_data$ride\_length<0),]

# Step 4: Conduct Descriptive Analysis

# Summary Statistics for Bike Share Data

summary(bike\_share)

## trip\_id start\_time   
## Length:788189 Min. :2019-01-01 00:04:37.00   
## Class :character 1st Qu.:2019-02-28 13:39:58.00   
## Mode :character Median :2020-01-07 07:59:53.00   
## Mean :2019-08-31 14:14:43.81   
## 3rd Qu.:2020-02-19 12:38:46.00   
## Max. :2020-03-31 23:51:34.00   
## end\_time start\_station\_id start\_station\_name  
## Min. :2019-01-01 00:11:07.00 Min. : 2.0 Length:788189   
## 1st Qu.:2019-02-28 13:51:45.00 1st Qu.: 77.0 Class :character   
## Median :2020-01-07 08:10:57.00 Median :174.0 Mode :character   
## Mean :2019-08-31 14:34:33.26 Mean :202.2   
## 3rd Qu.:2020-02-19 12:57:45.00 3rd Qu.:289.0   
## Max. :2020-05-19 20:10:34.00 Max. :673.0   
## end\_station\_id end\_station\_name usertype ride\_length   
## Min. : 2.0 Length:788189 Length:788189 Min. : 1   
## 1st Qu.: 77.0 Class :character Class :character 1st Qu.: 331   
## Median :173.0 Mode :character Mode :character Median : 539   
## Mean :202.1 Mean : 1189   
## 3rd Qu.:289.0 3rd Qu.: 912   
## Max. :675.0 Max. :10632022   
## date month day year   
## Min. :2019-01-01 Length:788189 Length:788189 Length:788189   
## 1st Qu.:2019-02-28 Class :character Class :character Class :character   
## Median :2020-01-07 Mode :character Mode :character Mode :character   
## Mean :2019-08-31   
## 3rd Qu.:2020-02-19   
## Max. :2020-04-01   
## day\_of\_week   
## Length:788189   
## Class :character   
## Mode :character   
##   
##   
##

# Comparison Between Subscriber and Customer Users

# Comparison of subscribers and customers.  
aggregate(bike\_share$ride\_length ~ bike\_share$usertype, FUN = mean)

## bike\_share$usertype bike\_share$ride\_length  
## 1 Customer 5372.7839  
## 2 Subscriber 795.2523

aggregate(bike\_share$ride\_length ~ bike\_share$usertype, FUN = median)

## bike\_share$usertype bike\_share$ride\_length  
## 1 Customer 1393  
## 2 Subscriber 508

aggregate(bike\_share$ride\_length ~ bike\_share$usertype, FUN = max)

## bike\_share$usertype bike\_share$ride\_length  
## 1 Customer 10632022  
## 2 Subscriber 6096428

aggregate(combined\_data$ride\_length ~ combined\_data$usertype, FUN = min)

## combined\_data$usertype combined\_data$ride\_length  
## 1 Customer 0  
## 2 Subscriber 1

# The average ride time for subscribers and customers per day.   
aggregate (bike\_share$ride\_length ~ bike\_share$usertype + bike\_share$day\_of\_week, FUN = mean)

## bike\_share$usertype bike\_share$day\_of\_week bike\_share$ride\_length  
## 1 Customer Friday 6729.3254  
## 2 Subscriber Friday 754.0477  
## 3 Customer Monday 4511.3061  
## 4 Subscriber Monday 816.3495  
## 5 Customer Saturday 5388.6502  
## 6 Subscriber Saturday 936.7971  
## 7 Customer Sunday 5159.2264  
## 8 Subscriber Sunday 1012.5387  
## 9 Customer Thursday 6997.1665  
## 10 Subscriber Thursday 715.1399  
## 11 Customer Tuesday 4414.2919  
## 12 Subscriber Tuesday 814.3137  
## 13 Customer Wednesday 4525.9530  
## 14 Subscriber Wednesday 699.3865

# I fixed the order of the days of the week.   
bike\_share$day\_of\_week <- ordered(bike\_share$day\_of\_week, levels=c("Sunday", "Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday"))

# Categorizing the bike share data by the type of riders and the day of the week.   
  
bike\_share %>%  
 mutate(weekday = wday(start\_time, label = TRUE)) %>%  
 group\_by(usertype, weekday) %>%  
 summarise(  
 number\_of\_rides = n(),  
 average\_duration = mean(ride\_length)  
 ) %>%  
 arrange(usertype, weekday)

## `summarise()` has grouped output by 'usertype'. You can override using the  
## `.groups` argument.

## # A tibble: 14 × 4  
## # Groups: usertype [2]  
## usertype weekday number\_of\_rides average\_duration  
## <chr> <ord> <int> <dbl>  
## 1 Customer Sun 18652 5061.  
## 2 Customer Mon 5591 4752.  
## 3 Customer Tue 7311 4562.  
## 4 Customer Wed 7690 4480.  
## 5 Customer Thu 7147 8452.  
## 6 Customer Fri 8013 6091.  
## 7 Customer Sat 13473 4951.  
## 8 Subscriber Sun 60197 973.  
## 9 Subscriber Mon 110430 822.  
## 10 Subscriber Tue 127974 769.  
## 11 Subscriber Wed 121902 712.  
## 12 Subscriber Thu 125228 707.  
## 13 Subscriber Fri 115168 797.  
## 14 Subscriber Sat 59413 974.

# When creating a ggplot for numerical distribution, it is important to ensure that the entire number is displayed. To achieve this, scientific notation must be turned off. By doing so, you can provide your audience with a clear and accurate representation of your data.  
options(scipen=999)

# STEP 5: Visualizations

# This code calculates the total number of rides and average ride duration for each user type and day of the week. Then it creates a grouped bar plot with ggplot to display the total number of rides by user type on different days of the week.   
  
bike\_share %>%  
 mutate(weekday = wday(start\_time, label = TRUE)) %>%  
 group\_by(usertype, weekday) %>%  
 summarise(  
 number\_of\_rides = n(),  
 average\_duration = mean(ride\_length)  
 ) %>%  
 arrange(usertype, weekday) %>%  
 ggplot(aes(x = weekday, y = number\_of\_rides, fill = usertype)) +  
 geom\_col(position = "dodge") +  
 labs(title = "Total Number of Rides by UserType in A Week", x = "Week Day",   
 y = "Number of Rides") +  
 theme(axis.text.x = element\_text(angle = 60, hjust = 1))

## `summarise()` has grouped output by 'usertype'. You can override using the  
## `.groups` argument.
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# The number of rides taken by customers is significanly greater in comparison to that of subscribers. This suggests that customers tend to utilize the ride-sharing service more frequenty than subscribers.

# This code calculates the average ride duration by user type and day of the week, and creates a grouped bar plot using ggplot to visualize the results.  
  
bike\_share %>%  
 mutate(weekday = format(start\_time, "%A")) %>%  
 group\_by(usertype, weekday) %>%  
 summarise(number\_of\_rides = n(), average\_duration = mean(ride\_length)) %>%  
 arrange(usertype, weekday) %>%  
 ggplot(aes(x = weekday, y = average\_duration, fill = usertype)) +  
 geom\_col(position = "dodge") +  
 labs(title = "Average Duration by UserType",  
 x = "Week Day",  
 y = "Average Duration") +  
 theme(axis.text.x = element\_text(angle = 60, hjust = 1))

## `summarise()` has grouped output by 'usertype'. You can override using the  
## `.groups` argument.
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# The data indicatetes that customers tend to take longer rides compared to subscribers. Weekdays appear to be busier for customers as their average ride duration is higher during this period , while subscribers' ride duration remains consistent throughout the week. This information can help identify patterns and trends in ride behavior and assist in optimizing the service to better cater to the needs of both customers and subscribers.

# This code calculates average ride duration for users types and months, and visualizes the trends over time using a line plot created with ggplot.   
bike\_share %>%  
 mutate(month = format(start\_time, "%b %Y")) %>%  
 group\_by(usertype, month) %>%  
 summarise(average\_duration = mean(ride\_length)) %>%  
 arrange(usertype, month) %>%  
 ggplot(aes(x = month, y = average\_duration, group = usertype)) +  
 geom\_line(aes(color = usertype)) +  
 geom\_point() +  
 labs(title = "Average Ride Duration For Each User Type Over Time",  
 x = "Month",  
 y = "Average Duration (sec)",  
 color = "User Type") +  
 scale\_x\_discrete(labels = c("Jan 2019", "Feb 2019", "Mar 2019", "Jan 2020", "Feb 2020", "Mar 2020"))

## `summarise()` has grouped output by 'usertype'. You can override using the  
## `.groups` argument.
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#Bike rides among subscribers far outweighs that of customers. In other words, subscribers are more inclined to use bikes than customers. While the number of bike rides by customers is on the rise, it is still significantly lower than the number of bike rides taken by subscribers.

#I calculated the total rides for each user type and month, and plots a line graph using ggplot to visualize changes over time.  
  
bike\_share %>%  
 mutate(month = format(start\_time, "%b %Y")) %>%  
 group\_by(usertype, month) %>%  
 summarise(number\_of\_rides = n()) %>%  
 arrange(usertype, month) %>%  
 ggplot(aes(x = month, y = number\_of\_rides, group = usertype)) +  
 geom\_line(aes(color = usertype)) +  
 geom\_point() +  
 labs(title = "Number of Rides For Each User Type Over Time",  
 x = "Month",  
 y = "Number of Rides",  
 color = "User Type") +  
 scale\_y\_continuous(labels = scales::label\_number(suffix = " K", scale = 1e-3)) +  
 scale\_x\_discrete(labels = c("Jan 2019", "Feb 2019", "Mar 2019", "Jan 2020", "Feb 2020", "Mar 2020"))

## `summarise()` has grouped output by 'usertype'. You can override using the  
## `.groups` argument.

![](data:image/png;base64,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)

# The usage of bikes among subscribers far outweighs that of customers. In other words, subscribers are more inclined to use bikes than customers. While the number of bike rides by customers is on the rise, it is still significantly lower than the number of bike rides taken by subscribers.

# Top 20 Station Name booked for the Customers

# I filtered and summarized data to identify the top 20 bike share stations with the highest number of customers rides. Then, I created a horizontal bar plot to visualize this information.  
  
top\_stations\_customers <- bike\_share %>%  
 filter(!is.na(start\_station\_name)) %>%  
 filter(usertype == "Customer") %>%  
 group\_by(start\_station\_name) %>%  
 summarise(number\_of\_rides = n(),  
 avg\_ride\_length = mean(ride\_length),  
 avg\_ride\_length\_min = mean(ride\_length) / 60) %>%  
 arrange(desc(number\_of\_rides)) %>%  
 head(20)  
  
# Horizontal bar plot for customers  
ggplot(top\_stations\_customers, aes(x = number\_of\_rides, y = reorder(start\_station\_name, -number\_of\_rides))) +  
 geom\_bar(stat = "identity", fill = "lightcoral") +  
 labs(title = "Top 20 Stations by Number of Rides for Customers",  
 x = "Number of Rides",  
 y = "Station Name") +  
 theme(axis.text.y = element\_text(hjust = 0, vjust = 0.5))
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# Top 20 Stations by number of rides booked for subscribers

#I filtered and summarized data to identify the top 20 bike share stations with the highest number of subscriber rides. Then, I created a horizontal bar plot to visualize this information.  
  
top\_stations\_subscribers <- bike\_share %>%  
 filter(!is.na(start\_station\_name)) %>%  
 filter(usertype == "Subscriber") %>%  
 group\_by(start\_station\_name) %>%  
 summarise(number\_of\_rides = n(),  
 avg\_ride\_length = mean(ride\_length),  
 avg\_ride\_length\_min = mean(ride\_length) / 60) %>%  
 arrange(desc(number\_of\_rides)) %>%  
 head(20)  
  
# Horizontal bar plot for subscribers  
ggplot(top\_stations\_subscribers, aes(x = number\_of\_rides, y = reorder(start\_station\_name, -number\_of\_rides))) +  
 geom\_bar(stat = "identity", fill = "skyblue") +  
 labs(title = "Top 20 Stations by Number of Rides for Subscribers",  
 x = "Number of Rides",  
 y = "Station Name") +  
 theme(axis.text.y = element\_text(hjust = 0, vjust = 0.5))
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#Total rides of Subscribers vs Customer

#I created a bar plot that shows the total number of rides for subscribers and customers.   
  
library(forcats)   
  
ggplot(bike\_share, aes(x = fct\_infreq(usertype), fill = usertype)) +  
 geom\_bar(width = 0.5) +  
 labs(x = NULL, y = "Number of rides", title = "Total rides of Subscribers vs Customers") +  
 scale\_y\_continuous(labels = scales::unit\_format(unit = "M", scale = 1e-6)) +  
 scale\_fill\_manual(values = c("skyblue", "orange"))
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# Subscribers have significantly more rides than customers, as shown by the plot. This suggests that subscribers are more frequent riders, while cutomers use the service less frequently.