**C++虚函数**

C++虚函数是多态性实现的重要方式，当某个虚函数通过指针或者引用调用时，编译器产生的代码直到运行时才能确定到底调用哪个版本的函数。被调用的函数是与绑定到指针或者引用上的对象的动态类型相匹配的那个。因此，借助虚函数，我们可以实现多态性。这也是OOP的核心思想之一。

**引言**

考虑下面一个继承的例子，Dog类与Cat类都继承自Animal类，但是它们拥有不同的speak()方法：

**class** **Animal**

{

**public:**

Animal(**const** string**&** name)**:**

m\_name{name}

{}

**const** string**&** getName() **const**

{

**return** m\_name;

}

string speak() **const**

{

**return** "???";

}

**private:**

string m\_name;

};

**class** **Cat** **:** **public** Animal

{

**public:**

Cat(**const** string**&** name)**:**

Animal(name)

{}

string speak() **const**

{

**return** "Meow";

}

};

**class** **Dog** **:** **public** Animal

{

**public:**

Dog(**const** string**&** name)**:**

Animal(name)

{}

string speak() **const**

{

**return** "Woof";

}

};

我们知道派生类对象可以赋值给基类的指针或者引用，但是我们希望调用这些指针或者引用时，能够调用各个派生类自己的方法，比如下面的例子：

**int** **main**()

{

Cat cat{ "Fred" };

cout **<<** "Cat is named " **<<** cat.getName() **<<** ", and it says " **<<** cat.speak() **<<** endl;

Dog dog{ "Carbo" };

cout **<<** "Dog is named " **<<** dog.getName() **<<** ", and it says " **<<** dog.speak() **<<** endl;

Animal**\*** catAnimal **=** **&**cat;

cout **<<** "Cat is named " **<<** catAnimal**->**getName() **<<** ", and it says " **<<** catAnimal**->**speak() **<<** endl;

Animal**&** dogAnimal **=** dog;

cout **<<** "Dog is named " **<<** dogAnimal.getName() **<<** ", and it says " **<<** dogAnimal.speak() **<<** endl;

**return** 0;

}

但是输出并不是预期的那样：

cat is named Fred, and it says Meow

dog is named Garbo, and it says Woof

pAnimal is named Fred, and it says **???**

pAnimal is named Garbo, and it says **???**

无论是指针还是引用，它们都没有调用其派生对象所重写的方法，而是基类原有的方法。大家可能会想，为什么我非要将派生类对象赋值给基类的指针或者引用来调用派生类的方法？直接利用派生类对象调用不就可以了吗？这样做有很多好处，比如你想使用一个函数，接收一个动物对象类，然后打印其名字以及叫声。但是由于这样的动物类有两个，你必须利用重载的思想实现两个版本：

**void** **print**(Cat**&** cat)

{

cout **<<** cat.getName() **<<** " says " **<<** cat.speak() **<<** endl;

}

**void** **print**(Dog**&** dog)

{

cout **<<** dog.getName() **<<** " says " **<<** dog.speak() **<<** endl;

}

两个版本实现起来并没有那么麻烦，但是如果动物类的种类更多呢？这个时候你就有点不乐意了，仅仅是对象类型不同，但是方法是相同的，为什么不能仅写一个版本：

**void** **print**(Animal**&** animal)

{

cout **<<** animal.getName() **<<** " says " **<<** animal.speak() **<<** endl;

}

如果基类能够动态确定其实际所指向的派生类对象，并调用合适版本的方法，那么一个函数就可以解决上面的问题。

看来尽管每个派生类都有自己实现的speak()方法，但是它们实际上并没有真正的重写基类方法，仅仅是隐藏。因为派生类对象传递给基类的指针或者引用并没有调用派生类版本的方法，依然是基类方法。

所以，你需要虚函数！

**虚函数与多态性**

虚函数是类方法中的一种特殊函数，当你调用它时，它会匹配派生最远的重写版本。这种特性是多态性。匹配的规则是相同的函数签名（函数名，参数个数与类型）以及返回类型（返回类型可以不相同，但必须存在派生关系）。虚函数仅需要再前面加上一个virtual关键字即可，利用虚函数我们可以修改上面的代码：

**class** **Animal**

{

**public:**

Animal(**const** string**&** name)**:**

m\_name{name}

{}

**const** string**&** getName() **const**

{

**return** m\_name;

}

**virtual** string speak() **const**

{

**return** "???";

}

**private:**

string m\_name;

};

**class** **Cat** **:** **public** Animal

{

**public:**

Cat(**const** string**&** name)**:**

Animal(name)

{}

**virtual** string speak() **const**

{

**return** "Meow";

}

};

**class** **Dog** **:** **public** Animal

{

**public:**

Dog(**const** string**&** name)**:**

Animal(name)

{}

**virtual** string speak() **const**

{

**return** "Woof";

}

};

此时，再测试一下下面的代码，可以看到输出实现了预期的效果：

**int** **main**()

{

Cat cat{ "Fred" };

cout **<<** "Cat is named " **<<** cat.getName() **<<** ", and it says " **<<** cat.speak() **<<** endl;

Dog dog{ "Carbo" };

cout **<<** "Dog is named " **<<** dog.getName() **<<** ", and it says " **<<** dog.speak() **<<** endl;

Animal**\*** catAnimal **=** **&**cat;

cout **<<** "Cat is named " **<<** catAnimal**->**getName() **<<** ", and it says " **<<** catAnimal**->**speak() **<<** endl;

Animal**&** dogAnimal **=** dog;

cout **<<** "Dog is named " **<<** dogAnimal.getName() **<<** ", and it says " **<<** dogAnimal.speak() **<<** endl;

**return** 0;

}

output:

cat is named Fred, and it says Meow

dog is named Garbo, and it says Woof

cat is named Fred, and it says Meow

dog is named Garbo, and it says Woof

可以看到，不论是基类版本还是派生类版本，我们都在函数前面使用了virtual关键字，事实上，派生类中的virtual关键字并不是必要的。一旦基类中的方法打上了virtual标签，那么派生类中匹配的函数也是虚函数。但是，还是建议在后面的派生类中加上virtual关键字，作为虚函数的一种提醒，以便后面可能还会有更远的派生。

注意千万不要在构造函数与析构函数中调用虚函数。我们知道派生类对象在创建时，首先基类部分先被创建，如果你在基类构造函数调用虚函数时，它此时将无法调用派生类版本的函数，因为派生类对象还未创建，此时派生类虚函数没有作用的对象。那么，它只能调用基类版本的虚函数。对于析构函数，派生类对象中的派生部分先被析构，如果你在基类析构函数中调用了虚函数，它也只能调用基类版本的虚函数，因为派生类对象已经不存在了。

到底什么时候使用虚函数？大部分时候，我们希望派生类是真正的“重写”基类函数，而不是“隐藏”。所以一般建议将所有方法都声明为virtual。既然如此，为什么编译器不默认这样做呢，其实对于Java语言来说，所有的方法默认是虚函数。但是使用虚函数是有代价的，相对于普通函数，虚函数的调用代价稍高，但是这种差别不会太大，所以还是建议所有方法都使用virtual关键字。

**override标识符**

前面说到，派生类的重写方法必须与基类方法要匹配，否则编译器会认为派生类创建了一个新方法，而不是重写基类的版本，看下面的例子：

**class** **Super**

{

**public:**

**virtual** string getName1(**int** x)

{

**return** "Super";

}

**virtual** string getName2(**int** x)

{

**return** "Super";

}

};

**class** **Sub:** **public** Super

{

**public:**

**virtual** string getName1(**double** x)

{

**return** "Sub";

}

**virtual** string getName2(**int** x) **const**

{

**return** "Sub";

}

};

**int** **main**()

{

Sub sub;

Super**\*** super **=** **&**sub;

cout **<<** super**->**getName1(1) **<<** endl; *// output: Super*

cout **<<** super**->**getName2(2) **<<** endl; *// output: Super*

cin.ignore(10);

**return** 0;

}

可以看到，派生类的两个虚方法并没有重写基类版本，这是由于两个方法的函数签名并不一样。所以将派生类对象赋值给基类的指针只能是调用基类方法。但是，实际上我们希望派生类的两个方法是重写版本。有时候，我们很容易犯一些小错误导致重写失败，比如上面的例子。还有时候，我们修改了基类虚函数，但是没有更新派生类的对应重载版本，也将有可能使重写失效。为了避免这样的错误，C++引入了override标识符，使用这个标识符告诉编译器这是重写的方法，如果方法不匹配，那么将无法通过编译。用override修改代码如下：

**class** **Super**

{

**public:**

**virtual** string getName1(**int** x)

{

**return** "Super";

}

**virtual** string getName2(**int** x)

{

**return** "Super";

}

};

**class** **Sub:** **public** Super

{

**public:**

**virtual** string getName1(**double** x) **override**

{

**return** "Sub";

}

**virtual** string getName2(**int** x) **const** **override**

{

**return** "Sub";

}

*// 此时无法编译*

};

所以，只要重写基类方法，建议使用override标识符，避免无意的错误。

**final标识符**

有时候，你不想派生类重写基类的虚方法，此时可以使用final标识符，这个时候如果派生类重写了基类虚方法，那么将无法编译：

**class** **A**

{

**public:**

**virtual** **void** someMethod() { cout **<<** "A" **<<** endl; }

}

**class** **B:** **public** A

{

**public:**

*// 基类A的someMethod方法没有final标识符，那么B可以重写该方法*

*// 但是此虚方法使用了final标识符，后面的派生类无法重写*

**virtual** **void** someMethod() **override** **final** { cout **<<** "B" **<<** endl; }

}

**class** **C:** **public** B

{

**public:**

*// 无法编译，因为不允许重写*

**virtual** **void** someMethod() **override** { cout **<<** "C" **<<** endl; }

}

final标识符还可以直接用于类，此时该类将不能被继承：

**class** **A**

{

**public:**

**virtual** **void** someMethod() { cout **<<** "A" **<<** endl; }

};

*// B可以继承A*

**class** **B** **final:** **public** A

{

**public:**

**virtual** **void** someMethod() **override** { cout **<<** "B" **<<** endl; }

};

*// B无法被继承，此时无法编译*

**class** **C:** **public** B

{

**public:**

**virtual** **void** someMethod() **override** { cout **<<** "C" **<<** endl; }

};

**协变返回类型**

前面说过，要想成功重写方法，基类虚方法与派生类虚方法必须匹配，其中返回类型也必须一致。但是有时候返回类型不相同，也能实现重写，此时返回类型存在继承关系：基类方法返回类型是一个指向某一类的指针或者引用，而派生类重写版本的返回类型是指向派生类的指针或者引用。这种情况称为协变返回类型。下面是一个例子：

**class** **Super**

{

**public:**

**virtual** Super**\*** getThis() { **return** **this**; }

};

**class** **Sub** **:** **public** Super

{

**virtual** Sub**\*** getThis() **override** { **return** **this**; }

};

**析构函数要声明为虚函数**

对于析构函数，大部分时间我们只需要使用编译器提供的默认版本就好，除非涉及到释放动态分配的内存。但是如果存在继承，虚函数最好声明为虚函数。否则删除一个实际指向派生类的基类指针，只会调用基类的析构函数，而不会调用派生类的析构函数以及派生类数据成员的析构函数。这样就可能造成内存泄露，看下面的例子：

**class** **Resource**

{

**public:**

Resource() { cout **<<** "Resource created!" **<<** endl; }

**~**Resource() { cout **<<** "Resource destoryed!" **<<** endl; }

};

**class** **Super**

{

**public:**

Super() { cout **<<** "Super constructor called!" **<<** endl; }

**~**Super() { cout **<<** "Super destructor called!" **<<** endl; }

};

**class** **Sub** **:** **public** Super

{

**public:**

Sub() { cout **<<** "Sub constructor called!" **<<** endl;}

**~**Sub() { cout **<<** "Sub destructor called!" **<<** endl；}

**private:**

Resource res;

};

如果执行下面的代码：

**int** **main**()

{

Sub**\*** sub **=** **new** Sub;

Super**\*** super **=** sub;

**delete** super;

cin.ignore(10);

**return** 0;

}

其输出为：

Super constructor called**!**

Resource created**!**

Sub constructor called**!**

Super destructor called**!**

可以看到，派生类的析构函数没有执行，其数据成员Resource也没有被析构。但是如果你将析构函数都声明为虚函数，上面的代码将得到如下的结果：

Super constructor called**!**

Resource created**!**

Sub constructor called**!**

Resource destoryed**!**

Sub destructor called**!**

Super destructor called**!**

此时，程序按照预期输出，所以，对于继承问题，没有理由不将析构函数声明为虚函数！

**函数调用捆绑**

要想深刻理解虚函数机理，首先要了解函数调用捆绑机制。捆绑指的是将标识符（如变量名与函数名）转化为地址。这里我们仅仅关注有关函数调用的捆绑。我们知道每个函数在编译的过程中是存在一个唯一的地址的。如果我们在程序段里面直接调用某个函数，那么编译器或者链接器会直接将函数标识符替换为一个机器地址。这种方式是早捆绑，或者说是静态捆绑。因为捆绑是在程序运行之前完成的。看下面的简单例子：

**int** **add**(**int** x, **int** y)

{

**return** x **+** y;

}

**int** **subtract**(**int** x, **int** y)

{

**return** x **-** y;

}

**int** **multiply**(**int** x, **int** y)

{

**return** x **\*** y;

}

**int** **main**()

{

**int** x;

cout **<<** "Enter a number: ";

cin **>>** x;

**int** y;

cout **<<** "Enter another number: ";

cin **>>** y;

**int** op;

cout **<<** "Enter an operation (0=add, 1=subtract, 2=multiply): ";

cin **>>** op;

**int** result;

**switch** (op)

{

*// 使用早绑定来直接调用函数*

**case** 0**:** result **=** add(x, y); **break**;

**case** 1**:** result **=** subtract(x, y); **break**;

**case** 2**:** result **=** multiply(x, y); **break**;

}

cout **<<** "The answer is: " **<<** result **<<** endl;

**return** 0;

}

由于上面三个函数的调用都是直接使用函数名，采用早捆绑的方式。编译器会将每个函数调用替换为一个跳转指令，这个指令告诉CPU跳转到函数的地址来执行。

但是有时候，我们在程序运行前并不知道调用哪个函数，此时必须使用晚捆绑或者动态捆绑。晚绑定的一个例子就是使用函数指针，修改上面的例子：

**int** **main**()

{

**int** x;

cout **<<** "Enter a number: ";

cin **>>** x;

**int** y;

cout **<<** "Enter another number: ";

cin **>>** y;

**int** op;

cout **<<** "Enter an operation (0=add, 1=subtract, 2=multiply): ";

cin **>>** op;

*// 定义一个函数指针*

**int**(**\***opFun)(**int**, **int**) **=** **nullptr**;

**switch** (op)

{

*// 使用早捆绑来直接调用函数*

**case** 0**:** opFun **=** add; **break**;

**case** 1**:** opFun **=** subtract; **break**;

**case** 2**:** opFun **=** multiply; **break**;

}

*// 通过函数指针来调用，只能是晚捆绑*

cout **<<** "The answer is: " **<<** opFun(x, y) **<<** endl;

**return** 0;

}

使用函数指针来间接调用函数，编译器在编译阶段并不知道函数指针到底指向哪个函数，所以必须使用动态捆绑的方式。

动态绑定看起来更灵活，但是其是有代价的。静态捆绑时，CUP可以直接跳转到函数地址。但是动态捆绑，CPU必须先提取指针的地址，然后再跳转到指向的函数地址。这多了一个步骤！

**虚函数表（Vtable)**

C++使用了一种称为“虚表”的晚捆绑技术来实现虚函数。虚表是一个函数查询表，以动态捆绑的方式解析函数调用。每个具有一个或者多个虚函数的类都有一张虚表，这个表是在编译阶段建立的静态数组，其中包含了每个虚方法的函数指针，这些指针指向的是该类可见的派生最远的函数实现。其次，编译器会在基类对象都会添加一个隐含指针，这里我们称为\*\_\_vptr。这个指针当然能够被派生类所继承，这相当重要。当类的实例被创建时，这个指针指向该类所对应的虚表。这样，当使用某个对象调用虚方法时，通过该指针查找虚表，然后根据实际的对象类型执行正确版本的方法调用。看下面的简单例子：

**class** **Base**

{

**public:**

**virtual** **void** function1() { }

**virtual** **void** function2() { }

}

**class** **D1:** **public** Base

{

**public:**

**virtual** **void** function1() **override** { }

}

**class** **D2:** **public** Base

{

**public:**

**virtual** **void** function2() **override** { }

}

上面包含3个类，其中派生类D1与D2分别重写了基类的function1()和function2()虚方法。编译器会相应地创建3个不同的虚表，分别对应每个类。而且编译器也会自动地为基类添加一个函数指针，如下所示：

**class** **Base**

{

**public:**

FunctionPointer **\***\_\_vptr;

**virtual** **void** **function1**() { }

**virtual** **void** **function2**() { }

}

**class** **D1:** **public** Base

{

**public:**

**virtual** **void** function1() **override** { }

}

**class** **D2:** **public** Base

{

**public:**

**virtual** **void** function2() **override** { }

}

这样，每个类实例创建时，\*\_\_vptr将指向该类所对应的虚表，比如基类的一个实例创建时，这个指镇就指向基类的虚表。

下面我们看看每个类的虚表是怎么建立的。因为仅有两个虚方法，所以每个虚表仅包含两个函数指针，分别对应function1()和function2()。但是每个函数指针实际指向的是那个类所可见的派生最远的函数实现：

* Base的虚表：因为Base的实例仅可见自己的成员，所以它的虚表中的指针分别指向Base::function1()和Base::function2()；
* D1的虚表：D1的实例可见Base的成员与自身的成员，但是D1仅重写了function1()，所以虚表中的指针分别指向D1::function1()和Base::function2()；
* D2的虚表：与D1类似，分别指向Base::function1()和D2::function2()。

下面是具体的示意图（来源：[learncpp](https://link.zhihu.com/?target=http%3A//www.learncpp.com/cpp-tutorial/125-the-virtual-table/" \t "_blank)）：
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所以，下面的代码就有了很好的解释：

**int** **main**()

{

D1 d1; *// d1中的\*\_\_vptr指向类D1的虚表*

Base **\***dPtr **=** **&**d1; *// dPtr对\*\_\_vptr是可见的，但是实际上其指向的是D1的虚表；*

dPtr**->**function1(); *// 此时dPtr通过虚表查找，调用的是D1::function1()*

}

使用虚表技术，虚函数得以正确实现！从而实现多态性！

**纯虚函数与抽象基类**

有时候，基类的某个虚方法并不需要实现，但是希望派生类能够提供重写的版本。这个时候，你需要定义纯虚函数。纯虚函数在类的定义中显示说明该方法不需要实现，其作用在于指明派生类必须要重写它。纯虚函数的定义很简单：方法声明后紧跟着=0。如果一个类中至少含有一个纯虚函数，那么这个类是抽象基类，因为这个类无法实例化。当继承一个抽象类时，必须重写所有纯虚函数，否则继承出来的类也是一个抽象类。下面演示例子：

**class** **Animal**

{

**public:**

Animal(**const** string**&** name)**:**

m\_name{name}

{}

**const** string**&** getName() **const**

{

**return** m\_name;

}

**virtual** string speak() **const** **=** 0; *// 纯虚函数*

*// 因为包含一个纯虚方法，所以是抽象基类*

**private:**

string m\_name;

};

**class** **Cat** **:** **public** Animal

{

**public:**

Cat(**const** string**&** name)**:**

Animal(name)

{}

*// 重写了纯虚方法，所以Cat不是抽象类，可以实例化*

**virtual** string speak() **const**

{

**return** "Meow";

}

};

*// Dog没有重写基类的纯虚方法，所以仍然无法实例化*

**class** **Dog** **:** **public** Animal

{

**public:**

Dog(**const** string**&** name)**:**

Animal(name)

{}

};

**int** **main**()

{

*// Animal animal{"luly"}; // 无法编译，因为抽象基类无法实例化*

Cat cat{ "Sally" }; *// 合法*

*// Dog dog{ "Betsy" }; // 非法，抽象类无法实例化*

*// 下面的代码可以运行，因为可以指向可以实例化的派生类对象*

Animal**\*** aPtr **=** **new** Cat{ "Sally" };

cin.ignore(10);

**return** 0;

}

抽象类至少包含一个纯虚方法，抽象类提供了一种禁止其他代码直接实例化对象的方法，但是重写纯虚方法的派生类可以实例化。

**接口类**

接口是一个抽象的概念，使用者只关注功能而不要求了解实现。一个接口类可以看成一些纯虚方法的集合，这意味着接口类仅有定义功能，而没有具体的实现。C++ 其实没有单独的接口概念，而在Java和C#等语言中接口是与类相区别的。但是 C++ 仍然可以使用接口类实现类似的效果。有时候，我们也称接口类为纯抽象类，因为这个类中全是虚方法。下面是一个纯抽象类的例子：

*// 乐器纯抽象类*

**class** **Instrument**

{

**public:**

**virtual** **void** play() **const** **=** 0;

**virtual** string **what**() **const** **=** 0;

**virtual** **void** **adjust**(**int**) **=** 0;

};

**class** **Wind:** **public** Instrument

{

**public:**

**virtual** **void** play() **const** **override**

{

cout **<<** "Wind: paly" **<<** endl;

}

**virtual** string what() **const** **override**

{

**return** "Wind";

}

**virtual** **void** adjust(**int** i) **override** {}

};

**class** **Brass** **:** **public** Instrument

{

**public:**

**virtual** **void** play() **const** **override**

{

cout **<<** "Brass: paly" **<<** endl;

}

**virtual** string what() **const** **override**

{

**return** "Brass";

}

**virtual** **void** adjust(**int** i) **override** {}

};

**void** **tune**(Instrument**&** i)

{

*// ...*

i.play();

}

**void** **f**(Instrument**&** i)

{

i.adjust(1);

}

**int** **main**()

{

Wind wind;

Brass brass;

tune(wind);

tune(brass);

f(wind);

f(brass);

**return** 0;

}

可以看到Instrument是一个纯抽象类，其只提供方法的声明，具体却没有实现。但是它的两个派生类分别重写了这些纯虚方法，因此可以实例化。并且两个函数可以接收任意继承了Instrument的类实例对象。进一步说，这两个函数仅关注接收的对象是否提供了Instrument所要求的接口，但是不关注具体是怎么实现的。纯抽象类提供了更高级的抽象！这符合OOP的思想。

**虚基类**

虚基类主要是用来解决菱形层次结构中的歧义基类问题。菱形层次结构是多重继承中的一个典例，还是例子说话：

**class** **PoweredDevice**

{

**public:**

PoweredDevice(**int** power)

{

cout **<<** "PoweredDevice: " **<<** power **<<** endl;

}

**virtual** **void** reportError() { cout **<<** "Error" **<<** endl; }

};

**class** **Scanner** **:** **public** PoweredDevice

{

**public:**

Scanner(**int** scanner, **int** power) **:**

PoweredDevice(power)

{

cout **<<** "Scanner: " **<<** scanner **<<** endl;

}

};

**class** **Printer** **:** **public** PoweredDevice

{

**public:**

Printer(**int** printer, **int** power) **:**

PoweredDevice(power)

{

cout **<<** "Printer: " **<<** printer **<<** endl;

}

};

**class** **Copier** **:** **public** Scanner, **public** Printer

{

**public:**

Copier(**int** scanner, **int** printer, **int** power)**:**

Scanner(scanner, power), Printer(printer, power)

{}

};

**int** **main**()

{

Copier copier(1, 2, 3);

*// output:*

*// PoweredDevice: 3*

*// Scanner : 1*

*// PoweredDevice : 3*

*// Printer : 2*

*// 可以看到PoweredDevice被继承了两次*

*// 无法编译，有歧义，因为继承了两个版本的PoweredDevice*

copier.reportError();

**return** 0;

}

上面的继承关系有点复杂，但是画出继承图谱（来源：[learncpp](https://link.zhihu.com/?target=http%3A//www.learncpp.com/cpp-tutorial/128-virtual-base-classes/" \t "_blank)）就很清晰了：

![https://pic1.zhimg.com/80/v2-d2abdaa786fdce1a432dfc9c1dc3ae94_hd.jpg](data:image/jpeg;base64,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)

Scanner和Printer分别继承了PoweredDevice类，然后Copier又同时继承了Scanner和Printer类，我们实际希望Copier仅继承一次PoweredDevice类，但是实际上Copier包含了两个版本的PoweredDevice。所以可以看到，次PoweredDevice被构造了两次。而且更严重的是，PoweredDevice中没有被重写的方法是无法调用的，因为编译器会给出一个有歧义的错误！解决这个错误的方法很多，比如你可以在Copier类中明确声明继承的版本：using Scanner::PoweredDevice::reportError;。但是这本质上没有解决多版本的继承问题。

此时，你可以用虚基类，使用虚基类，只需要在继承列表中加上virtual关键字：

**class** **PoweredDevice**

{

**public:**

PoweredDevice(**int** power)

{

cout **<<** "PoweredDevice: " **<<** power **<<** endl;

}

**virtual** **void** reportError() { cout **<<** "Error" **<<** endl; }

};

**class** **Scanner** **:** **virtual** **public** PoweredDevice

{

**public:**

Scanner(**int** scanner, **int** power) **:**

PoweredDevice(power)

{

cout **<<** "Scanner: " **<<** scanner **<<** endl;

}

};

**class** **Printer** **:** **virtual** **public** PoweredDevice

{

**public:**

Printer(**int** printer, **int** power) **:**

PoweredDevice(power)

{

cout **<<** "Printer: " **<<** printer **<<** endl;

}

};

**class** **Copier** **:** **public** Scanner, **public** Printer

{

**public:**

*// Note: 虚基类是由派生最远的类负责创建，所以，*

*// 构造函数初始化列表中需要增加虚基类的构造函数调用*

Copier(**int** scanner, **int** printer, **int** power)**:**

Scanner(scanner, power), Printer(printer, power),

PoweredDevice(power)

{}

};

**int** **main**()

{

Copier copier(1, 2, 3);

*// 合法*

copier.reportError();

*// output:*

*// PoweredDevice: 3*

*// Scanner : 1*

*// Printer : 2*

*// 可以看到PoweredDevice继承了一次*

**return** 0;

}

利用虚基类，可以解决上面多重继承中歧义基类问题，基类仅被继承一次。但是要注意的是此时的虚基类由派生最远的类负责创建（可以看成该类的直接基类），因为PoweredDevice并没有无参构造函数，所以在Copier构造函数初始化列表中必须加上PoweredDevice的有参构造函数调用！

说点题外话，尽管虚基类可以解决多重继承中的菱形层次结构，但是看起来还是很抽象与复杂。实际上，多重继承本来就是一个很有争议的话题，因为使用多重继承会使得继承体系变得复杂，而且产生一系列问题，像Java和C#这类语言，是不允许多重继承的，但是其单独提供了接口，类可以继承多个接口，这也相当于多重继承了。而且好处是接口的继承相当于组合，这也是比较推崇的！

**对象切片**

前面讲过，实现虚函数及多态性必须要用传地址的方式（引用或者指针）。一般，地址具有相同的长度，这意味着派生类对象的地址与基类对象的地址也是相同，尽管派生类对象所占的内存一般要高过基类对象。所以，传地址的方式不会导致类型信息损失，进而可以实现多态性。看下面的例子：

**class** **Base**

{

**public:**

Base(**int** value)**:**

m\_value{value}

{}

**virtual** string getName() **const** { **return** "Base"; }

**int** getValue() **const** { **return** m\_value; }

**protected:**

**int** m\_value;

};

**class** **Derived:** **public** Base

{

**public:**

Derived(**int** value)**:**

Base(value)

{}

**virtual** string getName() **const** **override** { **return** "Derived"; }

}

**int** main()

{

Derived derived{ 5 };

cout **<<** "derived is a " **<<** derived.getName() **<<** " with value " **<<** derived.getValue() **<<** endl;

*// output: derived is a Derived with value 5*

Base**&** ref **=** derived;

cout **<<** "ref is a " **<<** ref.getName() **<<** " with value " **<<** ref.getValue() **<<** endl;

*// output: ref is a Derived with value 5*

Base**\*** ptr **=** **&**derived;

cout **<<** "ptr is a " **<<** ptr**->**getName() **<<** " with value" **<<** ptr**->**getValue() **<<** endl;

*// output: ptr is a Derived with value 5*

Base base **=** derived;

cout **<<** "base is a " **<<** base.getName() **<<** " with value " **<<** base.getValue() **<<** endl;

*// output: base is a Base with value 5*

**return** 0;

}

可以看到使用引用或者指针的方式，多态性都能够实现，但是传值的方式就存在问题。当我们将一个派生类对象直接赋值给基类对象时，仅仅基类的部分被复制，派生类的那部分信息将丢失。我们称这种现象为“对象切片”：对象丢失了自己原有的部分信息。使用对象本身并没有问题，但是处理不当，会造成很多问题，看下面的例子：

**int** **main**()

{

Derived d1{5};

Derived d2{2};

Base**&** b **=** d2;

b **=** d1; *// 有隐患*

**return** 0；

}

上面的例子很简单，但是会有问题：首先d2引用给b时，b将指向d2，这没有问题。但是将d1的值直接赋值给b时，会发生对象切片，只有d1的基类部分复制给b。此时，问题来了，你会发现现在d2拥有d1的基类部分与d2的派生部分，这显得很混乱！所以，尽可能地别使用对象切片，否则你会麻烦不断！

**动态转型**

前面的例子，我们都是将派生类对象复制给基类对象，不管是通过传地址的方式还是对象切片方式。这些都是向上转型——在类层次中向上移动。我们不禁会想，肯定会存在可以向下移动的向下转型。一般来说，派生类包含基类信息，所以向上转型是容易的。但是，反过来可能会失败！因为无法保证基类对象实际上存储的是派生类对象。看下面的例子：

**void** **process**(Base**\*** ptr)

{

Derived**\*** derived **=** **static\_cast<**Derived**\*>**(ptr);

*// 后序处理*

*// ...*

}

process函数接收一个基类指针，但是在内部使用static\_cast向下转型为派生类指针，然后进行后序处理。如果送入process函数的指针实际上就是指向派生类对象，那么上面的代码是没有问题的。但是，如果仅仅传入就是指向基类对象的指针，或者指向其他派生类的指针，那么函数内部的转型将存在问题：由于static\_cast在运行时是不检查对象实际类型的，这将导致不可控行为！

为了解决这样的隐患，C++引入了运行时的动态类型转化操作符dynamic\_cast。dynamic\_cast在运行时检测底层对象的类型信息。如果类型转换没有意义，那么它将返回一个空指针（对于指针类型）或者抛出一个std::bad\_cast异常（对于引用类型）。所以，可以修改上面的代码如下：

**void** **process**(Base**\*** ptr)

{

Derived**\*** derived **=** **dynamic\_cast<**Derived**\*>**(ptr);

**if** (derived **==** **nullptr**)

{

*// 后序处理*

*// ...*

}

}

尽管如此，向下转型还是不推荐的，除非必要！
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