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**1. Формальна постановка задачі**

За допомогою методу декомпозиції розробити алгоритм, який буде розв’язувати наступну задачу.

Вхідні дані. Матриця D натуральних чисел розмірності u\*m, де u — ці кількість користувачів, m — кількість фільмів. Кожний елемент матриці D[i, j] вказує на позицію фільму j в списку

вподобань користувача i. Іншим вхідним елементом є x — номер користувача, з яким будуть порівнюватись всі інші користувачі.

Вихідні дані. Список з впорядкованих за зростанням другого елементу пар (i, c), де i — номер користувача, c — число, яке вказує на степінь схожості вподобань користувачів x та c (кількість інверсій).

**2. Програмний код:**

[main.py](https://github.com/feedblackg44/kpilabs2/blob/master/TA/Lab3/main.py):

import os  
  
import algorithms as alg  
  
fileName = "input.txt"  
  
if (os.path.exists(fileName) == False):  
 print("Error accessing the file!")  
 exit(1)  
  
fileIn = open(fileName, 'r')  
userNum = 0  
filmsNum = 0  
matrixOfMarks = []  
userList = []  
  
for i, line in enumerate(fileIn):  
 temp = line.split(" ")  
 map\_temp = map(int, temp)  
 temp = list(map\_temp)  
 if i == 0:  
 userNum = temp[0]  
 filmsNum = temp[1]  
 else:  
 userList.append(temp[0])  
 temp.pop(0)  
 matrixOfMarks.append(temp)  
  
fileIn.close()  
  
print("Type a usernumber:")  
userToCompare = int(input())  
if ((userToCompare in userList) == False):  
 print("There is no user with choosed number!")  
 exit(1)  
  
curUserMarks = matrixOfMarks[userToCompare - 1]  
matrixOfMarks.pop(userToCompare - 1)  
userList.pop(userToCompare - 1)  
  
matrixOut = []  
for i in range(len(matrixOfMarks)):  
 temp = alg.sortToCount(curUserMarks, matrixOfMarks[i])  
 countInv = alg.InvCount(temp, 1, len(temp))  
 matrixOut.append([userList[i], countInv])  
  
alg.MergeSortBySecond(matrixOut, 1, len(matrixOut))  
matrixOut.insert(0, [userToCompare])  
matrixOut.append([userToCompare])  
  
fileOut = open("output.txt", 'w')  
for i in range(len(matrixOut)):  
 strOut = ""  
 for j in range(len(matrixOut[i])):  
 strOut += str(matrixOut[i][j])  
 if j != len(matrixOut[i]) - 1:  
 strOut += ' '  
 if i != len(matrixOut) - 1:  
 strOut += '\n'  
 fileOut.write(strOut)  
  
fileOut.close()

[algorithms.py](https://github.com/feedblackg44/kpilabs2/blob/master/TA/Lab3/algorithms.py):

import math  
  
def Merge(A, p, q, r): # Принимаем параметры: сортируемый массив, точка начала, середина, точка конца  
 n1 = q - p + 1 # Длина левой части  
 n2 = r - q # Длина правой части  
 L = [] # Создаём пустую левую часть  
 R = [] # Создаём пустую правую часть  
 for i in range(0, n1): # Заполняем левую часть левой частью сортируемого массива  
 L.append(A[p + i - 1]) #  
 for j in range(0, n2): # Заполняем правую часть правой частью сортируемого массива  
 R.append(A[q + j]) #  
 L.append([math.inf, math.inf]) # Добавляем ещё один элемент что бы не выйти за границы массива при объединении массивов в один  
 R.append([math.inf, math.inf]) # Добавляем ещё один элемент что бы не выйти за границы массива при объединении массивов в один  
 i = 0 # Инициализируем итератор для левой части  
 j = 0 # Инициализируем итератор для правой части  
 for k in range(p - 1, r): # Объединяем два массива в один, сортируем  
 if L[i][1] <= R[j][1]: # Если текущий элемент левой части меньше или равен текущему элементу правой  
 A[k] = L[i] # Вставляем текущий элемент левой части  
 i += 1 # Увеличиваем итератор левой части  
 else: # Иначе если текущий элемент левой части больше текущего элемента правой  
 A[k] = R[j] # Вставляем текущий элемент правой части  
 j += 1 # Увеличиваем итератор правой части  
  
def MergeSortBySecond(A, p, r): # Принимаем параметры: сортируемый массив, точка начала, точка конца  
 if p < r: # Если точка начала меньше точки конца  
 q = math.floor((p + r) / 2) # Вычисляем середину массива округлённую вниз  
 MergeSortBySecond(A, p, q) # Рекурсивно вызываем эту функцию для левой части сортируемого массива  
 MergeSortBySecond(A, q + 1, r) # Рекурсивно вызываем эту функцию для правой части сортируемого массива  
 Merge(A, p, q, r) # Вызываем процедуру слияния  
  
def MergeInvCount(A, p, q, r): # Принимаем параметры: сортируемый массив, точка начала, середина, точка конца  
 n1 = q - p + 1 # Длина левой части  
 n2 = r - q # Длина правой части  
 L = [math.inf for i in range(n1 + 1)] # Создаём пустую левую часть  
 R = [math.inf for i in range(n2 + 1)] # Создаём пустую правую часть  
 for i in range(0, n1): # Заполняем левую часть левой частью сортируемого массива  
 L[i] = A[p + i - 1] #  
 for j in range(0, n2): # Заполняем правую часть правой частью сортируемого массива  
 R[j] = A[q + j] #  
 i = 0 # Добавляем ещё один элемент что бы не выйти за границы массива при объединении массивов в один  
 j = 0 # Добавляем ещё один элемент что бы не выйти за границы массива при объединении массивов в один  
 counter = 0 # Инициализируем счётчик инверсий  
 for k in range(p - 1, r): # Объединяем два массива в один, сортируем   
 if L[i] <= R[j]: # Если текущий элемент левой части меньше или равен текущему элементу правой  
 A[k] = L[i] # Вставляем текущий элемент левой части   
 i += 1 # Увеличиваем итератор левой части  
 else: # Иначе если текущий элемент левой части больше текущего элемента правой   
 A[k] = R[j] # Вставляем текущий элемент правой части   
 j += 1 # Увеличиваем итератор правой части   
 counter += n1 - i # Количество инверсий на каждом этапе merge равно оставшемуся количеству элементов в левой части  
 return counter # Возвращаем количество итераций  
  
def InvCount(A, p, r): # Принимаем параметры: сортируемый массив, точка начала, точка конца  
 if p < r: # Если точка начала меньше точки конца  
 q = math.floor((p + r) / 2) # Вычисляем середину массива округлённую вниз  
 x = InvCount(A, p, q) # Рекурсивно вызываем эту функцию для левой части сортируемого массива, получаем количество левых итераций  
 y = InvCount(A, q + 1, r) # Рекурсивно вызываем эту функцию для правой части сортируемого массива, получаем количество правых итераций  
 z = MergeInvCount(A, p, q, r) # Вызываем процедуру слияния, получаем количество разделённых итераций  
 return x + y + z # Возвращаем общее количество итераций  
 else: # Иначе если точка начала больше или равна точке конца  
 return 0 # Возвращаем 0  
  
def sortToCount(arr1, arr2): # Принимаем параметры: массив индексов для результирующего массива, массив значений для перестановки  
 temp = arr1.copy() # Копируем исходный массив индексов в новый временный  
 for i in range (len(arr1)): # Проходимся по всему массиву индексов  
 temp[arr1[i] - 1] = arr2[i] # Во временный массив на элемент с индексом соответствующим текущему элементу массива индексов ставим текущий элемент массива значений  
 return temp # Возвращаем полученный массив

**3. Приклад вхідного файлу, результат запуску програми та приклад вихідного файлу:**

Приклад вхідного файлу:
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![](data:image/png;base64,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)

**4. Висновок:**

В цій лабораторній роботі ми вивчили алгоритм сортування злиттям (merge sort). Цей алгоритм має складність θ(n\*log(n)) та використовує додаткову пам’ять розміром n. Ми навчились використовувати цей алгоритм сортування на практиці, а саме для підрахунку кількості інверсій та сортування двовимірного масиву за другим елементом кожного підмасиву. Вивід та ввід у програмі здійснюється через файли.

Правильність сортування за другим елементом можна побачити наочно нічого не рахуючи. Але правильність підрахунку інверсій потрібно довести. Доведемо:

Візьмемо в нашому прикладі сьомий рядок та порахуємо кількість інверсій відносно першого рядка:

7й рядок – 5 4 3 6 2 1

1й рядок – 4 2 3 5 6 1

Програма порахувавши отримала кількість інверсій: 5.

Перевіримо:

Формуємо масив відмінностей:

1. B[5] = 4;
2. B[4] = 2;
3. B[3] = 3;
4. B[6] = 5;
5. B[2] = 6;
6. B[1] = 1;

B = 1 6 3 2 4 5 – масив відмінностей.

Підрахуємо кількість інверсій:

(2, 3), (2, 4), (2, 5), (2, 6), (3, 4) – 5 інверсій.

Результати співпали, тобто програма працює коректно.