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**1. Завдання**

Нехай заданий вхідний масив A = [x1, ..., xN]. Припустимо, що елементи масиву поступають на вхід програми послідовно: в кожний момент часу розглядається новий елемент xi. Необхідно для кожного i (від 1 до N) визначити медіану підмасиву A' = [x1, ..., xi], тобто медіану для масиву елементів, які були отримані програмою на даний момент часу. Необхідно розв’язати цю задачу, використовуючі структури даних пірамід і так, щоб кожна медіана визначалась за час O(log(i)).

**2. Програмний код:**

[main.py](https://github.com/feedblackg44/kpilabs2/blob/master/TA/Lab6/main.py):

from algorithms import GetMedian, AddElement  
from Heap import Heap  
  
lowHeap = Heap([])  
highHeap = Heap([])  
strOut = ""  
for i, line in enumerate(open("input.txt", "r")):  
 if i > 0:  
 AddElement(lowHeap, highHeap, int(line))  
 med = GetMedian(lowHeap, highHeap)  
 for i in range(len(med)):  
 strOut += str(med[i])  
 if i != len(med) - 1:  
 strOut += " "  
 strOut += "\n"  
  
out = open("output.txt", "w")  
out.write(strOut)  
out.close()

[algorithms.py](https://github.com/feedblackg44/kpilabs2/blob/master/TA/Lab6/algorithms.py):

from Heap import Heap  
  
def GetMedian(lowHeap, highHeap):  
 if len(lowHeap) > len(highHeap):  
 return [lowHeap.HeapMaximum()]  
 elif len(lowHeap) < len(highHeap):  
 return [highHeap.HeapMaximum()]  
 else:  
 return [lowHeap.HeapMaximum(), highHeap.HeapMaximum()]  
  
def AddElement(lowHeap, highHeap, element):  
 if len(lowHeap) == 0:  
 lowHeap.add(element)  
 elif len(highHeap) == 0:  
 if element < lowHeap.HeapMaximum():  
 highHeap.add(lowHeap.HeapExtractMax())  
 lowHeap.add(element)  
 else:  
 highHeap.add(element)  
 elif element < lowHeap.HeapMaximum():  
 lowHeap.ins(0, element)  
 lowHeap.MaxHeapify(0)  
 else:  
 highHeap.ins(0, element)  
 highHeap.MinHeapify(0)  
  
 if len(lowHeap) - len(highHeap) == 2:  
 highHeap.ins(0, lowHeap.HeapExtractMax())  
 elif len(highHeap) - len(lowHeap) == 2:  
 lowHeap.ins(0, highHeap.HeapExtractMax())

[Heap.py](https://github.com/feedblackg44/kpilabs2/blob/master/TA/Lab6/Heap.py):

class Heap:  
 arr = []  
 heap\_size = 0  
  
 def \_\_init\_\_(self, arr):  
 self.arr = arr  
 self.heap\_size = len(arr)  
  
 def MaxHeapify(self, i):  
 p = Heap.Left(i)  
 q = Heap.Right(i)  
 largest = i  
 if p < self.heap\_size and self[p] > self[largest]:  
 largest = p  
 if q < self.heap\_size and self[q] > self[largest]:  
 largest = q  
 if largest != i:  
 self.arr[i], self.arr[largest] = self.arr[largest], self.arr[i]  
 self.MaxHeapify(largest)  
  
 def MinHeapify(self, i):  
 p = Heap.Left(i)  
 q = Heap.Right(i)  
 lowest = i  
 if p < self.heap\_size and self[p] < self[lowest]:  
 lowest = p  
 if q < self.heap\_size and self[q] < self[lowest]:  
 lowest = q  
 if lowest != i:  
 self.arr[i], self.arr[lowest] = self.arr[lowest], self.arr[i]  
 self.MinHeapify(lowest)  
  
 def HeapMaximum(self):  
 return self.arr[0]  
 def HeapExtractMax(self):  
 if self.heap\_size < 1:  
 raise Exception("Heap is empty!")  
 self.heap\_size -= 1  
 return self.arr.pop(0)  
 @staticmethod  
 def Left(i):  
 return i << 1  
 @staticmethod  
 def Right(i):  
 return (i << 1) + 1  
 @staticmethod  
 def Parent(i):  
 return i >> 1  
 def \_\_getitem\_\_(self, key):  
 return self.arr[key]  
 def \_\_len\_\_(self):  
 return len(self.arr)  
 def \_\_str\_\_(self):  
 return str(self.arr)  
 def ins(self, key, obj):  
 self.arr.insert(key, obj)  
 self.heap\_size += 1  
 def add(self, obj):  
 self.arr.append(obj)  
 self.heap\_size += 1

**3. Приклад вхідного файлу та приклад вихідного файлу:**

input.txt:

![](data:image/png;base64,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)

output.txt:

![](data:image/png;base64,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)

**4. Висновок:**

В цій лабораторній роботі ми вивчили нову структуру даних: піраміди. Для цієї структури даних ми вивчили алгоритми зведення піраміди до незростаючої або неспадної (складність О(n\*log(n))) та алгоритми підтримки цих пірамід у вигляді незростаючої або неспадної (складність О(log(n))). На основі цих алгоритмів ми навчилися знаходити медіану отриманого масиву на кожному кроці його отримання.

Перевіримо правильність:

Маємо масив даних: [1, 7, 9, 8, 10, 4, 6, 5, 3, 2]. І з цього масиву будемо поступово отримувати дані. Тобто наступним чином:

1. Отримали елемент 1. Масив: [1]. Медіана – 1.
2. Отримали елемент 7. Масив: [1, 7]. Медіани дві – 1, 7.
3. Отримали елемент 9. Масив: [1, 7, 9]. Медіана – 7.
4. Отримали елемент 8. Масив: [1, 7, 9, 8].

Сортований: [1, 7, 8, 9]. Медіани дві – 7, 8.

1. Отримали елемент 10. Масив: [1, 7, 9, 8, 10].

Сортований: [1, 7, 8, 9, 10] Медіана – 8.

1. Отримали елемент 4. Масив: [1, 7, 9, 8, 10, 4].

Сортований: [1, 4, 7, 8, 9, 10]. Медіани дві – 7, 8.

1. Отримали елемент 6. Масив: [1, 7, 9, 8, 10, 4, 6].

Сортований: [1, 4, 6, 7, 8, 9, 10]. Медіана – 7.

1. Отримали елемент 5. Масив: [1, 7, 9, 8, 10, 4, 6, 5].

Сортований: [1, 4, 5, 6, 7, 8, 9, 10]. Медіани дві – 6, 7.

1. Отримали елемент 3. Масив: [1, 7, 9, 8, 10, 4, 6, 5, 3].

Сортований: [1, 3, 4, 5, 6, 7, 8, 9, 10]. Медіана – 6.

1. Отримали елемент 2. Масив: [1, 7, 9, 8, 10, 4, 6, 5, 3, 2].

Сортований: [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]. Медіани дві – 5, 6.

Таким чином отримали:

1. 1.
2. 1, 7.
3. 7.
4. 7, 8.
5. 8.
6. 7, 8.
7. 7.
8. 6, 7.
9. 6.
10. 5, 6.

Дані співпали з програмою.

Ввід та вивід у програми здійснюється через файли.