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**1. Завдання**

У даній роботі необхідно виконати два завдання.

1. Перетворити вхідне бінарне дерево у бінарне дерево пошуку
2. Пошук сум послідовних вузлів в дереві

**2. Програмний код:**

[main.py](https://github.com/feedblackg44/kpilabs2/blob/master/TA/Lab8/main.py):

from BinarySearchTree import BinarySearchTree, Node, BinaryTree  
  
temp = open("input.txt", "r").read().split(" ")  
arr = [int(temp[i]) for i in range(len(temp))]  
  
Tree = BinaryTree(arr)  
print("Inorder walk on generated binary tree:")  
Tree.InorderTreeWalk(Tree.root)  
print()  
  
f = open("output.txt", "w")  
SearchTree = BinarySearchTree(Tree, f)  
print("Inorder walk on generated binary search tree:")  
SearchTree.InorderTreeWalk(SearchTree.root)  
print()  
  
print("Write needed sum:")  
S = int(input())  
print("All paths by sum", S, "is in file 'output.txt'.")  
SearchTree.PrintPathsBySum(SearchTree.root, S)  
  
f.close()

[BinarySearchTree.py](https://github.com/feedblackg44/kpilabs2/blob/master/TA/Lab8/BinarySearchTree.py):

from BinaryTree import BinaryTree, Node  
  
class BinarySearchTree:  
 def \_\_init\_\_(self, BinTree, file):  
 self.tempPath = []  
 self.pathList = [[]]  
 self.root = BinTree.root  
 self.iterator = 0  
 self.file = file  
 BinTree.CreateArrForSort(BinTree.root)  
 temp = self.NumbersFrom(BinTree.arrForSort)  
 temp.sort()  
 self.sorted = temp  
 self.SearchTreeCreate(self.root)  
  
 def InorderTreeWalk(self, x):  
 if x != None:  
 self.InorderTreeWalk(x.left)  
 print(x.key, end=" ")  
 self.InorderTreeWalk(x.right)  
  
 def SearchTreeCreate(self, x):  
 if x != None:  
 self.SearchTreeCreate(x.left)  
 if x.key != None and x.key != 0:  
 x.key = self.sorted[self.iterator]  
 self.iterator += 1  
 self.SearchTreeCreate(x.right)  
  
 def NumbersFrom(self, arr):  
 arrOut = []  
 for i in range(len(arr)):  
 if arr[i] != None and arr[i] != 0:  
 arrOut.append(arr[i])  
 return arrOut  
  
 def FindPathsBySum(self, root, path, S):  
 if (not root):  
 return  
 path.append(root.key)  
 self.FindPathsBySum(root.left, path, S)  
 self.FindPathsBySum(root.right, path, S)  
 f = 0  
 for j in range(len(path) - 1, -1, -1):  
 f += path[j]  
  
 if (f == S):  
 self.PrintVector(path, j)  
 path.pop(-1)  
  
 def PrintPathsBySum(self, root, S):  
 path = []  
 self.FindPathsBySum(root, path, S)  
  
 def PrintVector(self, v, i):  
 for j in range(i, len(v)):  
 self.file.write(str(v[j]) + " ")  
 self.file.write("\n")

[BinaryTree.py](https://github.com/feedblackg44/kpilabs2/blob/master/TA/Lab8/BinaryTree.py):

from Node import Node  
  
class BinaryTree:  
 def \_\_init\_\_(self, arr):  
 self.root = None  
 self.count = 0  
 self.arrForSort = []  
 self.GenerateTree(arr)  
 self.Kill0Elems(self.root)  
  
 def InorderTreeWalk(self, x):  
 if x != None:  
 self.InorderTreeWalk(x.left)  
 print(x.key, end=" ")  
 self.InorderTreeWalk(x.right)  
  
 def CreateArrForSort(self, x):  
 if x != None:  
 self.CreateArrForSort(x.left)  
 self.arrForSort.append(x.key)  
 self.CreateArrForSort(x.right)  
  
 def Kill0Elems(self, x):  
 if x != None:  
 self.Kill0Elems(x.left)  
 if x.key == 0:  
 if x.parent.left == x:  
 x.parent.left = None  
 elif x.parent.right == x:  
 x.parent.right = None  
 self.Kill0Elems(x.right)  
  
 def GenerateTree(self, arr):  
 parent = None  
 for i in range(len(arr)):  
 node = Node(0)  
 node.key = arr[i];  
 node.parent = parent;  
 if node.key == 0:  
 parent = node.parent  
 else:  
 parent = node  
  
 if node.parent != None:  
 flag = True;  
 while flag:  
 if node.parent.left == None:  
 node.parent.left = node  
 flag = False  
 elif node.parent.right == None:  
 node.parent.right = node  
 flag = False  
 else:  
 node.parent = node.parent.parent  
 if i == 0:  
 self.root = node

[Node.py](https://github.com/feedblackg44/kpilabs2/blob/master/TA/Lab8/Node.py):

class Node:  
 def \_\_init\_\_(self, key):  
 self.key = key  
 self.parent = None  
 self.left = None  
 self.right = None

**3. Приклад вхідного файлу та приклад вихідного файлу:**

input.txt:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAV0AAAAXCAIAAAAnXgteAAAAAXNSR0IArs4c6QAACRdJREFUeF7tmntQU1cex3PzICHhIYHwRiUk8qiElyIERKFF7dYHi1Rkq39std3pdne6Ot3HOLvudHc6a6ePcYeu3e10+lir9YGCQnlEfAEiSoAECCIYUAgQwJAASUgJydmLYH3s3HPvncEhU0/m/pEh33v4ns/5nd95YomJiQz0QQQQAUTgMQLMue8REREICyKACCACcwTm8wLCgQggAojAjwRQXkDBgAggAk8TQHkBxQQigAigvIBiABFABMgIYHPnEfi+o1arfUoMAMsnviAvZ43QXn/i/eN9GEZW2uzvADBDXj6Qv+zG158rjID8FbZ45xsFwrrCf7VNkIiJ/AC+OGVLXoI0kOcwDqpLqypbxp2wolxKD4Bsy3tvvMB5ZBjYlWf/+tUdYtq0/XvGZOTkxIkD3BzGofZKRel1g2NR+QikaVtzZREBPIdB13yuqrJtEhpaUQX/3LaS9WPsaYv3FSntkFCkzYdO/ADAiX/9k02SRwBvn3q7RA3l6RGVkZMrk/i7TRsGVN9XVTa5fnyygoKCcMRCodBoND7OGgC30KzfFGzw61UPLvGf6qxtG6eWF1iBm3JzAtu/O9o1SZ5GADNs7a7NjgtHavqm4WoiP/jfV+Tuz/LtqD5zWtllW7r+1WjQ3NZnJSrN1fQMRkBkplR/6oPiqqvK+qsac2iscLjx+i0LAW36/nmy/Hfl7k2Vp0413poIXpsfx1Wres2Lx8cjdud+uXvjhTMlzVpnxIu5YtuNjsEfIK3vL/uZqOezb06U43zwp6vfbHcSyunzoRc/+MA3pm1UN+BOGvodQUHc7sYatcFGmBcA8E7ctW8Nt6m6qEjZZQlZm5/A06h6JxaPP6X6QvYXfJcFGS//+6MKjQGQd/B5BcBEq3KyOcpT1wccVF7ySXs1avh0pWqcgpjIT1i4mNWhONN5T6fvqlY0DAVLIzkAYtnV9AZdi7J3YGTcOGoas4VIww2tDcOwFEzXv7+fv5tOWdqtGxzRXlXemvD1D4bSpls+TT1THBYy1lJe1t2v03dW1LZaQ8VieOszmdiM1YjzmXssdng80vTDoKfHMGCfHDVNssOzX0vxaCj67L9dJug8122lVGxqPl/c2YfH5+XSy7d9Y5NELh+fkLygv/7d120jJMP4Uy3qnZwvX9Jy8UK3g8LkAnimZMs9Ld6b9xz4+67t6UI2vL2J/AjceFbb1PwIYrVYMTd3HizQXEuPYQOqc8WdxgexJUxZuVSnaRqE9hO6/vU6nSUoJlXIYbK8oqPFfN293gUtn54fDLRWHDpUNzhbX3zJyXPnzdhhkwVcMxtKfvLt7/zjnQPvvZaT7M2Exwk9PwwGXf0DeMHyFFmwz/J0efJy6CCE3wTA05p95mE3ckzbgRuH4/LxSZgX8LwIKOwOPLH0ECRnZ4fdrTjbM42t3FW4d0MobBEIsNB1m8JsPZpLx86XN4GoHdsyYOMYmR+2NO9v+XJfCvOOOYmr6Wc9BSQli/putj+xniOqEFX/GDbdVfrtHf+8vQcP7//DW9KJ4sprBgqUqJb/sCi6+tn3mMKM5BibpuU21A/GZDL8wv37yz8vOn/T+cLOjau8F9//oOJk4cfFV3SijXszI6Dd3NY7ZAiRbUj15TLZXlHr18Zg94cpNABdngusX7BzSgD4kZt/HqYru6gmXLs+2ZzSWBmnvfSY6k5Pv/pcWW2/KCbeGza/ggcDsJlGxs2w7agn33c1PQNg4bEJfr0tjVYKUy18rKVYXwC4K14pWGGpLfvyk+Pflgz5bd0k96fQr6iW/7AounoG4Eoyd28WtByv7YUvOZ13Kg4f/c+XN7t7B9q/r1Wbg8PDF90/NjNpHO6713iyvlMQHr0U4gfDdDfOKawRv9jz58Nvv749MsCpbWn6gbyJ6fJcYP2C5QX8TCMyCnTU1MH3lh8RdA9cwjcYhudjwjQybPf09qLQ4AQSR3/1p5WthNs5//eWq+kZTIk82l3T3mqhxoCyf3acLNapqSjq6L070HmpvE63NGkVhfxLufx5u/T0gBW8Zveb0ePnTpfdskM7CT5PtIxo9cb5tQa+TnTjCvC5LBklen4YDKp6gHG4Aj4bmzWAYU7zpJnv4Qk3Y+spO3ro3SMf/qVEyxGMXrmmptLEVP08/NcLrF/AvIABzDNhT+Ef3/8Uf16JJjuhdNqdQOgjmjfgJRJxJozUu/VjLWGZtvF57vPl8AV8MD1lgzWUq+lnveKnX5FJcVjHjW7y/Rya/lls1uPdCO9RLDZ7MfngMyNhbP6vU5mXzhyrMUFPlB+Q8QhJzIwQzYeTu4A/PWUGsFRCkw+Dpp69atuffp8aONdqTA9PD5uVvJ9jzmkLL3X9aqaqrGqEpMo0/dD1T00POadkCXwDvbw8+YExcRLOUJfe4cFxmKeINxRN+s4WjbJO1Tj7TIrSROPXmrXEPX3GxArNSpX5mofHWcFpL22Mn2w4rdRBzhcJ/DAsrJB1abE+ptEJdkBy1kuJVlWJqp+wHIbL6R/0UffkrByJrvKE1kQ2ENL1P2PzkL6YGMEbGzVzRPHrs9NZXaX13fjNEqLE/Wx54ueIy7fs3xLRd/HMFQNTwHMX8LiY3TZN7GdGJH9zSwLv/rCZG5SakRk5drO4Uw9ZMD5b/wyHmSfeuFrCMozY+JKXM9N97l4o7jGSzF8A8Irf8UvpwMmzdQNkW/LP2D+1+CG81wRA0Lp9B1If5ukH2VFTfvBIO1mCn4trfN8xZeSDLxQ6SJgDvjQtZzt+H8nNfl/XWFJe3WYh3umE+MHvsaRuzUuQBHIdY4PqMir3mlxKjyPySP3dW/L+ox8V6clXngy69WUukWVs3RyzzI/rGNd3KBRl9YYZkntNz44PAKL03x5MD3rsHpeh+puPiyFHs4AbviZ3R5IkgDtj6FcWVyk0Ziglunzo6jEv2brtObJlQqZ1sLv2hKL+HnwphLcvJ3L3r3Z41xwubJ0km0fjHc0F4hl235F05EICRAAR+EkSWMD9hZ8kH1QpROB5JIDywvPY6qjOiACcAMoLKEIQAUTgaQIoL6CYQAQQAZQXUAwgAogAGQEsIWk1rpGIl3d0dJCJ0e+IACLwXBD4HzpCYjK5QMrYAAAAAElFTkSuQmCC)

output.txt:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAA6CAIAAAB9Dp2LAAAAAXNSR0IArs4c6QAAAvZJREFUaEPtWLGO4jAQde43aBMKtF9AvgAqqrR05NAV2YaO5iR3NLg4JFKRloqGpKUJEj1KkQQJiS3uL7iJCUfConhMWMHp4mZ3xfPM85vZ8cPKarUiT1r7/X6z2Uwmk4+Pj91ul2WhHI/HJ7EqSqscDodXpDWbzV6RVr/ff0Va0G4FtGq12lNIf3tKVmHSipZQogxASi3PVBTF9MTxY6YDMl2YDdch8bQgFW2446aYFEf0XBjUfE1byC13qOWZ3WDoW5p8hrt2oNRKhCJDuVPb7bSGuunF0tQUzNyCnmrbl9DNceRb6uVv90fye/vX7eRwplHdz56pGM+joNRqTc99Eo2bPTfHSSiEWn/bhkLUFQBFSxAUdMpLxXRdZ+k/rMeo/VbPRfiE/xxfglYyHrT3td3WmaBZLN8xAnrqLRoYkVxXJiRRvSVbgvJ4CbXKJ8NHqGjhtUIOCJmAj8FWRZTR8d9XK/ZgevMRKZynBLBmijVFw/eWili1YmaOwrrj8MtRdCnGrEtJx+fYYWPelSeGoxWzUdCZWi014xsKWkW1fN+6w/xdQuJoRcGWhH+rgvNPqXGmiXvEnUbWncbhdm2/b42IV3AQLvNVAf90slC5BZIdj1FkEHrdirfxuc04tWBLc3w+tFoP5kuk4VRVa2CQ+VJmOHAsuNOClbF/8KWBqxW5PbCn5w9u/hw3wSyeIIDOft0o3Jb5EKmWajkuoVoyHbqLjiNoFstxGosunyUaJW7lt6SbRW4DsohyQcujK1oyGlZq/UdqeelFrdz10iEjFMfiessz23BRpzc1iRAPb9JE8htQtMBB9IZWarZUsqCsZFbhdhQteHSxKYsT1wBumNrr4Kv1QtEirWlkzLXkptbgqaN39VCJ8E9Cea4AOFqEcFPHXeAUXoUapRwxgiP2xQYKyJ1vDI+oYaekUxfzwqnlsZN70vURGXw5J2CNVUt8wIcicGo9NCUmWEULo9IZI+6tnwr5/lsm5COwVRFlVKzUklHrD8NpnIi30n6LAAAAAElFTkSuQmCC)

**4. Висновок:**

В цій лабораторній роботі ми вивчили нову структуру даних: бінарні дерева пошуку (BST). Спочатку ми перетворили довільне бінарне дерево у бінарне дерево пошуку. Та за допомогою BST ми вирішили наступну задачу: *Пошук сум послідовних вузлів в дереві.*

Створений алгоритм працює таким чином: він перебирає усі можливі шляхи зверху до низу від кореня до кожного елементу дерева та для кожного з цих шляхів рахує усі можливі суми «хвостів» цих шляхів порівнюючи за потрібною сумою. Таким чином перевіряються усі можливі шляхи та знаходяться лише потрібні для даної суми.

Алгоритм є не найоптимальнішим, оскільки перебирає усі можливі суми не враховуючи основні властивості BST. Однак для оптимізації даного алгоритму потрібен зовсім інший підхід, оскільки пошук тут здійснюється фактично знизу уверх, що робить неможливим використання основних властивостей BST.