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# About this Course

“Developing WDL Workflows” shows a bioinformatics workflow developer how to strategically develop and scale up a WDL workflow that is iterative, reproducible, and efficient in terms of time and resource used. This guide is flexible regardless of where the data is, what computing resources are being used, and what software is being used.

## 0.1 Target Audience

The course is intended for first time developers of the [WDL workflow language](https://github.com/openwdl/wdl), who wants to iteratively develop a WDL bioinformatics workflow. In order to use this guide the audience should be able to comprehend introductory WDL syntax, and should be able to run a WDL workflow on a computing engine of their choice, such as Cromwell, miniWDL, or a cloud computing environment such as Terra, AnVIL, or Dockstore.

### 0.1.1 Relevant Resources

If you are new to WDL, [OpenWDL Docs](https://docs.openwdl.org/en/stable/) is an excellent WDL companion resource to help you get started and is platform agnostic. OpenWDL Docs focuses on the basic grammar of WDL as well as providing excellent cookbook recipes of common WDL workflow structures. In this guide we will reference these basic grammar structures and common workflow cookbook recipes.

## 0.2 Why WDL?

You may have encountered other workflow tools, such as Snakemake or Nextflow, and those are highly capable. Why learn a brand new workflow language? Let’s review some WDL Pros and Cons:

### 0.2.1 WDL Pros

WDL has some really helpful advantages compared to other frameworks:

* **Portability**. WDL can run on nearly any system, whether it be your local computer, or on an HPC cluster, or on the Cloud, with platforms such as DNAnexus. In fact, a lot of developers will prototype a WDL workflow on their own local computer before moving it to the cloud.
* **Reproducibility**. Ever have the headache of having to reproduce the exact package versions to get your workflow to work again? If you use Docker containers to specify your software environment, you do not have to worry about this headache. A workflow will run identically locally, on HPC, or the cloud.
* **Sharing**. A WDL workflow is much easier to share with colleagues and is a good way to get credit for work you do everyday. If you spent time building it, why not share it? WDL is also an open standard and supported by a number of software tools.
* **Running and Making WDL workflows is a transferable skill.** Genomics and Pharma companies rely on WDL workflows to process thousands of FASTA/VCF files for their studies. They need more experts. It makes you more hireable within both Academia and Industry.

### 0.2.2 WDL Cons

Of course, nothing is free. WDL does require you to understand the basic concepts and terminologies including:

* Basics of Docker
* Understanding the WDL framework
* WDLizing your bash scripts into tasks

## 0.3 Curriculum

The course covers the following:

* How to write an effective WDL task
* Link multiple WDL tasks together in a workflow
* Organize variables via structs, scale multiple samples via Arrays
* Reuse repeated tasks via task aliasing
* Configure settings for the execution engine

# 1 Introduction to WDL

## 1.1 Introduction

Welcome to building your first WDL workflow! This guide will help you strategically develop and scale up a WDL workflow that is iterative, reproducible, and efficient in terms of time and resource used.

To make sure that we are on the same page, this guide assumes that you are able to run a WDL on a computing engine of your choice, such as Cromwell, miniwdl, or a cloud computing environment such as Terra, AnVIL, or Dockstore. This guide also assumes that you have a beginner’s understanding of the WDL syntax, and we will link out to additional resources to fill in the knowledge gap as needed! If you have never seen the WDL language in action, a great place to start is [OpenWDL docs](https://docs.openwdl.org/en/stable/) – it teaches you the basic syntax and showcases WDL features via concrete examples.

## 1.2 Review of basic WDL syntax

We will do some review of the WDL syntax. A WDL workflow consists of at least one task.

version 1.0  
  
task do\_something {  
 command <<<  
 exit 0  
 >>>  
}  
  
workflow my\_workflow {  
 call do\_something  
}

A workflow, and the tasks it calls, generally has inputs.

version 1.0  
  
task do\_something {  
 input {  
 File fastq  
 }  
 command <<<  
 exit 0  
 >>>  
}  
  
workflow my\_workflow {  
 input {  
 File fq  
 }  
 call do\_something {  
 input:  
 fastq = fq  
 }  
}

The input fq is defined to be a File variable type. WDL supports various variable types, such as String, Integer, Float, and Boolean. For more information on types in WDL, we recommend [OpenWDL’s documentation on variable types](https://docs.openwdl.org/en/stable/WDL/variable_types/).

To access a task-level input variable in a task’s command section, it is usually referenced using ~{*input\_name*} notation, such as (~{fastq}) in the example below. To access a workflow-level variable in a workflow, it is referenced just by its name without any special notation, such as fq in the example below. To access a workflow-level variable in a task, it must be passed into the task as an input.

version 1.0  
  
task do\_something {  
 input {  
 File fastq  
 String basename\_of\_fq  
 }  
 command <<<  
 echo "First ten lines of ~{basename\_of\_fq}: "  
 head ~{fastq} ## example of referring to task-level input  
 >>>  
}  
  
workflow my\_workflow {  
 input {  
 File fq  
 }  
   
 String basename\_of\_fq = basename(fq)  
   
 call do\_something {  
 input:  
 fastq = fq, ## example of referring to workflow-level input  
 basename\_of\_fq = basename\_of\_fq  
 }  
}

Tasks and workflows also typically have outputs. The task-level outputs can be accessed by the workflow or any subsequent tasks. The workflow-level outputs represent the final output of the overall workflow.

version 1.0  
  
task do\_something {  
 input {  
 File fastq  
 String basename\_of\_fq  
 }  
 command <<<  
 echo "First ten lines of ~{basename\_of\_fq}: " >> output.txt  
 head ~{fastq} >> output.txt  
 >>>  
 output {  
 File first\_ten\_lines = "output.txt" ## output variable for task  
 }  
}  
  
workflow my\_workflow {  
 input {  
 File fq  
 }  
   
 String basename\_of\_fq = basename(fq)  
   
 call do\_something {  
 input:  
 fastq = fq,  
 basename\_of\_fq = basename\_of\_fq  
 }  
   
 output {  
 File ten\_lines = do\_something.first\_ten\_lines ## referring to task output here  
 }  
}

## 1.3 Using JSONs to control workflow inputs

Running a WDL workflow generally requires two files: A .wdl file, which contains the actual workflow, and a .json file, which provides the inputs for the workflow.

In the example we showed earlier, the workflow takes in a file referred to by the input variable fq. This needs to be provided by the user. Typically, this is done with a JSON file. Here’s what a JSON file for this workflow might look like:

{  
 "my\_workflow.fq": "./data/example.fq"  
}

JSON files consist of key-value pairs. In this case, the key is "my\_workflow.fq" and the value is the path "./data/example.fq". The first part of the key is the name of the workflow as written in the WDL file, in this case my\_workflow. The variable being represented is referred to its name, in this case, fq. So, in the above example, the file located at the path ./data/example.fq is being input as a variable called fq into the workflow named my\_workflow.

Files aren’t the only type of variable you can refer to when using JSONs. Here’s an example JSON for every common WDL variable type.

{  
 "some\_workflow.file": "./data/example.fq",  
 "some\_workflow.string": "Hello world!",  
 "some\_workflow.integer": 1965,  
 "some\_workflow.float": 3.1415,  
 "some\_workflow.boolean": true,  
 "some\_workflow.array\_of\_files": ["./data/example01.fq", "./data/example02.fq"]  
}

Resources:

For more basic examples of WDL workflow with a single task, we recommend [OpenWDL’s documentation on WDL’s base structure](https://docs.openwdl.org/en/stable/WDL/Base_structure/).

For more information on types in WDL, we recommend [OpenWDL’s documentation on variable types](https://docs.openwdl.org/en/stable/WDL/variable_types/).

If you are having difficulty writing valid JSON files, considering using <https://jsonlint.com/> to check your JSON for any errors.

## 1.4 Running WDL via a computing engine

In order to run a WDL workflow, we need a *computing engine* to execute it. The two most popular WDL executors are [miniwdl](https://miniwdl.readthedocs.io/en/latest/index.html) and [Cromwell](https://cromwell.readthedocs.io/en/stable/). Both computing engines can run WDLs on multiple configurations:

* A local machine
* A High Performance Computing (HPC) Cluster
* A Cloud Computing backend (such as AWS/Terra/DNAnexus).

If you are trying to run WDL at Fred Hutch Cancer Center’s HPC system, you should use the PROOF executor.

If you are computing on a HPC or the Cloud, you should find the best practice of running a WDL computing engine based on your institution’s information technology system.

If you are computing locally on your computer, below is a short guide on how to set that up.

How to run simple workflows locally

Not every WDL workflow will run well on a laptop, but it can be helpful to have a basic setup for testing and catching simple syntax errors. Let’s quickly set up a WDL executor to run our WDLs.

In this course, we will be using miniwdl, but everything in this course will also be compatible with Cromwell unless explicitly stated otherwise. Additionally, almost all WDLs use Docker images, so you will also need to install Docker or a Docker-like alternative.

**Installing Docker and miniwdl is not required to use this course.** We don’t want anybody to get stuck here! If you already have a method for submitting workflows, such as Terra, feel free to use that for this course instead of running workflows directly on your local machine. If you don’t have any way of running workflows at the moment, that’s also okay – we have provided plenty of examples for following along.

### 1.4.1 Installing Docker

**Note: Although Docker’s own docs recommend installing Docker Desktop for Linux,** [**it has been reported**](https://github.com/dockstore/dockstore/issues/5135) **that some WDL executors work better on Linux when installing only Docker Engine (aka Docker CE).** To install Docker on your machine, follow the instructions specific to your operating system [on Docker’s website](https://docs.docker.com/get-docker/). To specifically install only Docker Engine, [use these instructions instead](https://docs.docker.com/engine/install/).

If you are unable to install Docker on your machine, Dockstore (not affiliated with Docker) [provides some experimental alternatives](https://docs.dockstore.org/en/stable/advanced-topics/docker-alternatives.html). Dockstore also provides [a comprehensive introduction to Docker itself](https://docs.dockstore.org/en/stable/getting-started/getting-started-with-docker.html?highlight=engine#where-can-i-run-docker), including how to write a Dockerfile. Much of that information is outside the scope of this WDL-focused course, but it may be helpful for those looking to eventually create their own Docker images.

### 1.4.2 Installing miniwdl

miniwdl is based on Python. If you do not already have Python 3.6 or higher installed, [you can install Python from here](https://www.python.org/downloads/).

Once Python is installed on your system, you can run pip3 install miniwdl from the command line to install miniwdl. For those who prefer to use conda, use conda install -c conda-forge miniwdl instead. Once miniwdl is installed, you can verify it works properly by running miniwdl run\_self\_test. This will run a built-in hello world workflow.

For more information, see [miniwdl’s GitHub repository](https://github.com/chanzuckerberg/miniwdl).

### 1.4.3 Launching a workflow locally with miniwdl

The generic method for running a WDL with miniwdl is the following:

miniwdl run [path\_to\_wdl\_file] -i [path\_to\_inputs\_json]

If you have successfully installed miniwdl, create the following WDL file and name it greetings.wdl:

version 1.0  
  
task greet {  
 input {  
 String user  
 }  
 command <<<  
 echo "Hello ~{user}!" > greets.txt  
 >>>  
 output {  
 String greeting = read\_string("greets.txt")  
 }  
}  
  
workflow my\_workflow {  
 input {  
 String username  
 }  
 call greet {  
 input:  
 user = username  
 }  
}

Next, use this JSON file (or create one of your own) to provide the string that the workflow expects, and call the JSON file greetings.json:

{  
 "my\_workflow.username": "Ash"  
}

On the command line, run the following:

miniwdl run greetings.wdl -i greetings.json

Once the task completes, you should see something like this in your command line:

[timestamp] wdl.w:my\_workflow finish :: job: "call-greet"  
[timestamp] wdl.w:my\_workflow done  
{  
 "dir": "[working directory]/[timestamp]\_my\_workflow",  
 "outputs": {  
 "my\_workflow.greet.greeting": "Hello Ash!"  
 }  
}

Where [timestamp] is the date and time that you are running the workflow, and [working directory] is the working directory that you are running the workflow from. For example:

2023-12-27 13:54:12.209 wdl.w:my\_workflow finish :: job: "call-greet"  
2023-12-27 13:54:12.210 wdl.w:my\_workflow done  
{  
 "dir": "/Users/ash/github/WDL\_Workflows\_Guide/resources/20231227\_135400\_my\_workflow",  
 "outputs": {  
 "my\_workflow.greet.greeting": "Hello Ash!"  
 }  
}

### 1.4.4 Troubleshooting

#### 1.4.4.1 DockerException

If you are seeing a verbose error message that begins with text like this:

2023-12-27 13:43:37.525 wdl.w:my\_workflow.t:call-greet task greet (greetings.wdl Ln 3 Col 1) failed :: dir: "/Users/sammy/github/WDL\_Workflows\_Guide/resources/20231227\_134337\_my\_workflow/call-greet", error: "DockerException", message: "Error while fetching server API version: ('Connection aborted.', FileNotFoundError(2, 'No such file or directory'))", traceback: ["Traceback (most recent call last):", " File \"/Library/Frameworks/Python.framework/Versions/3.11/lib/python3.11/site-packages/urllib3/connectionpool.py\", line 790, in urlopen", " response = self.\_make\_request(", " ^^^^^^^^^^^^^^^^^^^", " File \"/Library/Frameworks/Python.framework/Versions/3.11/lib/python3.11/site-packages/urllib3/connectionpool.py\",

This is likely caused by miniwdl being unable to connect to Docker Daemon, the underlying technology that runs Docker images. This is necessary with miniwdl even though our example WDL does not specify a Docker image. Make sure you have Docker installed correctly, and make sure Docker is actively running on your machine. If you installed Docker Desktop, simply opening the Docker Desktop app should start Docker Engine. If you installed Docker without Docker Desktop, running dockerd in your command-line should start it. Be aware that starting the Docker Daemon may take a few minutes.

#### 1.4.4.2 Missing required inputs

If you forget to add -i greetings.json to your call, you will see something like this:

my\_workflow (greetings.wdl)  
---------------------------  
  
required inputs:  
 String username  
  
outputs:  
 String greet.greeting  
  
missing required inputs for my\_workflow: username

You may also see this error if you remember to include a JSON file, but it is missing a required input.

#### 1.4.4.3 Check JSON input

If you see an error message like this:

check JSON input; unknown input/output: greetings.username

Double-check your input JSON. The first part of your JSON’s keys refer to the name of the workflow in the WDL file, not the filename of the WDL itself. Even though our WDL is saved as greetings.wdl, within that file, the workflow is named my\_workflow. This means that the input JSON must say "my\_workflow.username", not "greetings.username".

Other common issues with JSON files are mistyping input variables (such as "my\_workflow.ussername") or forgetting to enclose strings in quotation marks. When in doubt, try using <https://jsonlint.com/> to check your input JSON, and double-check the name of your input variables.

Loading…

# 2 Defining a workflow plan

Our WDL guide will center around building a workflow from scratch. As we build out this workflow step-by-step, you will see what strategies and resources are used to develop a workflow that is iterative, reproducible, and efficient in terms of time and resource used. The goal is to use this workflow to illustrate common lessons in writing WDL workflows.

## 2.1 Somatic mutation calling workflow

The workflow used as the example here is tailored to detect somatic mutations in two tumor samples. Initially, the workflow takes as input FASTQ-formatted sequencing data from two tumor specimens and one normal sample (a single normal sample is used here, but typically each tumor might have its own associated normal). Subsequently, it aligns the FASTQ files of each sample with the human reference genome (hg19), proceeds to identify and mark PCR duplicates, and conducts base quality recalibration. Following these steps, the workflow engages in somatic mutation calling, operating in a paired mode, to pinpoint mutations unique to the tumor samples in comparison to the normal one. Concluding the process, the workflow undertakes the annotation of the identified mutations, enriching the dataset with additional insights into the nature of the mutations detected.

The workflow diagram:

[![Workflow Diagram](data:image/png;base64,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)](assets/WDL_101_Course.png)

The tasks involved:

| Task | Function | Inputs | Outputs |
| --- | --- | --- | --- |
| BwaMem | aligns the samples to the reference genome (hg19) | FASTA (.fa) file | .bam file |
| MarkDuplicates|marks PCR duplicates|.bamfile|marked.bamfile| |ApplyBaseRecalibrator|performs base quality recalibration|marked.bamfile|.bamfile| |Mutect2|performs paired somatic mutation calling|.bamfile|.vcffile| |annovar|annotates the called somatic mutations|.vcffile with somatic mutations|annotated.vcf` file |  |  |  |

## 2.2 Workflow testing strategy

As we build out our workflow, how can we verify that it is running correctly besides getting a message such as “Workflow finished with status ‘Succeeded’” or an exit code 0? In [software development](https://www.atlassian.com/continuous-delivery/software-testing), it is essential to test your code to see whether it generates the expected output given a specified input. This principle applies into bioinformatics workflow development also:

1. *Unit Testing*: We need to incorporate tests to ensure that each task we develop is correct.
2. *End-to-end testing*: When we connect all the tasks together to form a workflow, we test that the workflow running end-to-end is correct.

Here are some guidelines for any form of testing:

* The data you use for testing needs to be representative of “real” data.
* You should have an *expectation* of what the resulting output is *before* you run your workflow on it. It can be as specific as a MD5 checksum, or vague such as a certain file format.
* The process is quick to run, ideally in the range of just a few minutes. This often means using a small subset of actual data.
* The data you use for testing is ideally open access so others can verify your workflow also.

## 2.3 Test samples

To serve as an example we use here whole exome sequencing data from three cell lines from the [Cancer Cell Line Encyclopedia](https://pubmed.ncbi.nlm.nih.gov/31068700/).

### 2.3.1 Tumor 1 : HCC4006

HCC4006 is a lung cancer cell line that has a mutation in the gene *EGFR* (Epithelial Growth Factor Receptor), a proto-oncogene. Mutations in *EGFR* result in the abnormal constitutive activation of the EGFR signaling pathway and drive cancer. In this cell-line specifically, the *EGFR* mutation is an in-frame deletion in Exon 19. This mutation results in the constitutive activation of the EGFR protein and is therefore oncogenic.

### 2.3.2 Tumor 2 : CALU1

CALU1 is a lung cancer cell line that has a mutation in the gene *KRAS* (Kirsten rat sarcoma viral oncogene homolog) . *KRAS* is also a proto-oncogene and the most common cancer-causing mutations lock the protein in an active conformation. Constitutive activation of *KRAS* results in carcinogenesis. In this cell-line *KRAS* has a point/missense mutation resulting in the substitution of the amino acid glycine (G) with cysteine (C) at position 12 of the KRAS protein (commonly known as the KRAS G12C mutation). This mutation results in the constitutive activation of KRAS and drives carcinogenesis.

### 2.3.3 Normal : MOLM13

MOLM 13 is a human leukemia cell line commonly used in research. While it is also a cancer cell line for the purposes of this workflow example we are going to consider it as a “normal”. This cell line does not have mutations in *EGFR* nor in *KRAS* and therefore is a practical surrogate in lieu of a conventional normal sample

### 2.3.4 Test data details

Fastq files for all these three samples were derived from their respective whole exome sequencing. However, for the purpose of this guide we have limited the sequencing reads to span +/- 200 bp around the mutation sites for both genes. In doing so we are able to shrink the data files for quick testing.

Loading…

# 3 The first task

Before we write any sort of WDL – whether it is for somatic mutation calling like we will be going over, or any other bioinformatics task – we need to understand the building blocks of WDL: Tasks!

As mentioned in the first part of this course, every WDL workflow is made up of at least one task. A task typically has inputs, outputs, runtime attributes, and a command section. You can think of a task as a discrete step in a workflow. It can involve a single call to a single bioinformatics tool, a sequence of bash commands, an inline Python script… almost anything you can do non-interactively in a terminal, you can do in a WDL task. In this section, we will go over the parts of a WDL task in more detail to help us write a task for somatic mutation calling.

## 3.1 Inputs

The inputs of a task are the files and/or variables you will passing into your task’s command section. Typically, you will want to include at least one File input in a task, but that isn’t a requirement. You can pass most WDL variable types into a task. In our example workflow, we are starting with a single fastq file per sample, and we know we will need to convert it into a sam file. A sam file is an alignment, so we will need a reference genome to align our fastqs to. We also want to be able to control the threading for this task. Our first task’s inputs will therefore start out looking like this:

task some\_aligner {  
 input {  
 File input\_fastq  
 File ref\_fasta  
 Int threads  
 }  
[...]  
}

For some aligners, this would be a sufficient set of inputs, but we have decided to use bwa mem in particular to take us from .fastq to .sam. bwa mem requires a lot of index files, which we will also need as inputs. These index files can be specified via an array, but for now we’ll list everything separately to make sure nothing is being left out.

We also want to define a default value for threads so that someone who does not know much about threading can still use the workflow. We want to use this workflow on human data, so we’ll go a little high for the default number of threads and set it to sixteen. In WDL, we do this by declaring Int threads = 16. Make sure to put this in the task (or workflow) inputs section – if you put it elsewhere, that variable cannot be changed from its default value, so it will always be 16.

task BwaMem {  
 input {  
 # main input  
 File input\_fastq  
  
 # options  
 Int threads = 16  
  
 # reference files  
 File ref\_fasta  
 File ref\_fasta\_index  
 File ref\_dict  
 File ref\_amb  
 File ref\_ann  
 File ref\_bwt  
 File ref\_pac  
 File ref\_sa  
 }  
 [...]  
}

### 3.1.1 Referencing inputs in the command section

The command section of a WDL task is a bash script that will be run [non-interactively](https://tldp.org/LDP/abs/html/intandnonint.html) by the WDL executor. Although it is helpful to think of tasks as discrete steps in a workflow, that does not mean each task needs to be a single line of code or use only one piece of software. You could, for example, call a bioinformatics tool and then reprocess the outputs in the same WDL task.

Within the command section, we refer to those variables using ~{this} syntax. For instance, if the user sets threads to 8, then the -t ~{threads} part of the command section below will be interpreted as -t 8.

A WDL task’s input variables are generally referred to in the command section using a tilde (~) and curly braces, using heredoc syntax.

Why we use heredox syntax.

You may see WDLs that use this notation for the command section in a task:

task do\_something\_curly\_braces {  
 input {  
 String some\_string  
 }  
 command { ## note the brackets  
 some\_other\_string="FOO"  
 echo ${some\_string}  
 echo $some\_other\_string  
 }  
}

We recommend using heredoc-style syntax instead:

task do\_something\_carrots {  
 input {  
 String some\_string  
 }  
 command <<< ## note the '<<<'  
 some\_other\_string="FOO"  
 echo ~{some\_string}  
 echo $some\_other\_string  
 >>> ## closing '>>>'  
}

Heredoc-style syntax for command sections can be clearer than the alternative, as it makes a clearer distinction between bash variables and WDL variables. This is especially helpful for complicated bash scripts. Heredoc-style syntax is also what the WDL 1.1 spec recommends using in most cases. However, the older non-heredoc style is still perfectly functional for a lot of use cases.

To prevent issues with spaces in String and File types, it is often a good idea to put quotation marks around a String or File variables, like so:

task cowsay {  
 input {  
 String some\_string  
 }  
 command <<<  
 cowsay -t "~{some\_string}"  
 >>>  
}

Why we put quotation marks around a String or File variables in Commands.

If some\_string is “hello world” then the command section of this task is interpreted as the following:

cowsay -t "hello world"

What happens if we had not wrapped ~{some\_string} in quotation marks? If some\_string was just “hello”, it wouldn’t matter. But because some\_string is two words with a space in between, then the script would be interpreted as cowsay -t hello world and cause an error, because the cowsay program thinks world is another argument. By including quotation marks, cowsay -t "~{some\_string}" can be interpreted as cowsay -t "hello world" and you will correctly get a cow’s greeting instead of an error.

Let’s see how we can reference our inputs in the command section of our task.

task BwaMem {  
 input {  
 File input\_fastq  
 File ref\_fasta  
 Int threads = 16  
  
 # these variables may look as though they are unused... but bwa mem needs them!  
 File ref\_fasta\_index  
 File ref\_dict  
 File ref\_amb  
 File ref\_ann  
 File ref\_bwt  
 File ref\_pac  
 File ref\_sa  
 }  
 command <<<  
 # warning: this will not run on all backends! see below for an explanation!  
 bwa mem \  
 -p -v 3 -t ~{threads} -M -R '@RG\tID:foo\tSM:foo2' \  
 "~{ref\_fasta}" "~{input\_fastq}" > my\_nifty\_output.sam   
 >>>  
}

If we were to run this task in a workflow as-is, we might expect it to run on any backend that can handle the hardware requirements. Those hardware requirements are a bit steep – the -t 16 part specifically requests 16 threads, for example – but besides that, it may look like a perfectly functional task. Unfortunately, even on backends that can provide the necessary computing power, it is quite likely this task will not run as expected. This is because of how inputs work in WDL – or, more specifically, how input files get localized when working with WDL.

### 3.1.2 File localization

When running a WDL, a WDL executor will typically place duplicates of the input files in a brand-new subfolder of the task’s [working directory](https://www.ibm.com/docs/en/zos/3.1.0?topic=directories-working-directory). Typically, you don’t know the name of the directory before runtime – they vary depending on the backend you are running and the WDL executor itself. Thankfully, at runtime, File-type variables such as ~{input\_fastq} and ~{ref\_fasta} will be replaced with paths to their respective files.

For example, if you were to run this workflow on a laptop using miniwdl, ~{ref\_fasta} would likely end up turning into ./\_miniwdl\_inputs/0/ref.fa at runtime. On the other hand, if you were running the exact same workflow with Cromwell, ~{ref\_fasta} would turn into something like /cromwell-executions/BwaMem/97c9341e-9322-9a2f-4f54-4114747b8fff/call-test\_localization/inputs/-2022115965/ref.fa. Keep in mind that these are the paths of *copies* of the input files, and that sometimes input files can be in different subfolders. For example, it’s possible ~{input\_fastq} would be ./\_miniwdl\_inputs/0/sample.fastq while ~{ref\_fasta} may be ./\_miniwdl\_inputs/1/ref.fa.

For many programs, an input file being at ./ref.fa versus /\_miniwdl\_inputs/0/ref.fa is inconsequential. However, this aspect of WDL can occasionally cause issues. bwa mem is a great example of the type of command where this sort of thing can go haywire without proper planning, due to the program making an assumption about some of your input files. Specifically, bwa mem assumes that the reference fasta that you pass in shares the same folder as the other reference files (ref\_amb, ref\_ann, ref\_bwt, etc), and it does not allow you to specify otherwise.

Another example of file localization issue.

bwa is not the only program that makes assumptions about where files are located, and assumptions being made do not only affect reference genome files. Bioinformatics programs that take in some sort of index file frequently assume that index file is located in the same directory as the non-index input. For example, if you were to pass in SAMN1234.bam into [covstats](https://github.com/brentp/goleft/tree/master/covstats), it would expect an index file named SAMN1234.bam.bai or SAMN1234.bai in the same directory as the bam file, [as seen in the source code here](https://github.com/brentp/goleft/blob/fa6b00d20d1f73a068ffbab49a5769d173cae56d/covstats/covstats.go#L239). As there is no way to specify that the index file manually, you need to take that into consideration when writing WDLs involving covstats, bwa, and other similar tools.

Thankfully, the solution here is simple: Move all of the input files directly into the working directory.

task BwaMem {  
 input {  
 File input\_fastq  
 File ref\_fasta  
 File ref\_fasta\_index  
 File ref\_dict  
 File ref\_amb  
 File ref\_ann  
 File ref\_bwt  
 File ref\_pac  
 File ref\_sa  
 Int threads = 16  
 }  
  
 command <<<  
 set -eo pipefail  
  
 # This can also be done by creating an array and then looping that array,  
 # but we'll do it one line at a time or clarity's sake.  
 mv "~{ref\_fasta}" .  
 mv "~{ref\_fasta\_index}" .  
 mv "~{ref\_dict}" .  
 mv "~{ref\_amb}" .  
 mv "~{ref\_ann}" .  
 mv "~{ref\_bwt}" .  
 mv "~{ref\_pac}" .  
 mv "~{ref\_sa}" .  
  
 bwa mem \  
 [...]  
 >>>  
}

Some backends/executors do not support mv acting on input files. If you are running into problems with this and are working with miniwdl, the --copy-input-files flag will usually allow mv to work. You could also simply use cp to copy the files instead of move them, although this may not be an efficient use of disk space, so consider using mv if your target backends and executors can handle it.

With our files now all in the working directory, we can turn our attention to the bwa task itself. We can no longer directly pass in ~{ref\_fasta} or any of the other files we mved into the working directory, because those variables will point to a non-existent file in a now-empty input directory. There are several ways to solve this problem:

* Assuming the filename of an input is constant, which might be a safe assumption for reference files
* Using the bash built-in basename function
* Using the WDL built-in basename() function along with private variables

We recommend using the last option, as it works for essentially any input and may be more intuitive than the bash basename function. [OpenWDL explains](https://docs.openwdl.org/en/stable/WDL/basename/) how basename() works. The next section will provide an example of using it alongside private variables.

### 3.1.3 Private variables

Is there a variable you wish to use in your task section that is based on another input variable, or do not want people using your workflow to be able to directly overwrite? You can define variables outside the input {} section to create variables that function like private variables. In our case, we create String ref\_fasta\_local as ref\_fasta’s file base name to refer to the files we have moved to the working directory. We also create String base\_file\_name as input\_fastq’s file base name and use it to name our output files, such as "~{base\_file\_name}.sorted\_query\_aligned.bam".

task BwaMem {  
 input {  
 File input\_fastq  
 File ref\_fasta  
 File ref\_fasta\_index  
 File ref\_dict  
 File ref\_amb  
 File ref\_ann  
 File ref\_bwt  
 File ref\_pac  
 File ref\_sa  
 Int threads = 16  
 }  
   
 # basename() is a built-in WDL function that acts like bash's basename  
 String base\_file\_name = basename(input\_fastq, ".fastq")  
 String ref\_fasta\_local = basename(ref\_fasta)  
 String read\_group\_id = "ID:" + base\_file\_name  
 String sample\_name = "SM:" + base\_file\_name  
 String platform = "illumina"  
 String platform\_info = "PL:" + platform ## Create the platform information  
  
 command <<<  
 set -eo pipefail  
  
 mv "~{ref\_fasta}" .  
 mv "~{ref\_fasta\_index}" .  
 mv "~{ref\_dict}" .  
 mv "~{ref\_amb}" .  
 mv "~{ref\_ann}" .  
 mv "~{ref\_bwt}" .  
 mv "~{ref\_pac}" .  
 mv "~{ref\_sa}" .  
  
  
 bwa mem \  
 -p -v 3 -t ~{threads} -M -R '@RG\t~{read\_group\_id}\t~{sample\_name}\t~{platform\_info}' \  
 ~{ref\_fasta\_local} ~{input\_fastq} > ~{base\_file\_name}.sam   
 samtools view -1bS -@ 15 -o ~{base\_file\_name}.aligned.bam ~{base\_file\_name}.sam  
 samtools sort -@ 15 -o ~{base\_file\_name}.sorted\_query\_aligned.bam ~{base\_file\_name}.aligned.bam  
  
 >>>  
}

## 3.2 Runtime attributes

The runtime attributes of a task tell the WDL executor important information about how to run the task. For a bwa mem task, we want to make sure we have plenty of hardware resources available. We also need to include a reference to the docker image we want the task to actually run in.

runtime {  
 memory: "48 GB"  
 cpu: 16  
 docker: "ghcr.io/getwilds/bwa:0.7.17"  
 disks: "local-disk 100 SSD"  
 }

In WDL 1.0, the interpretation of runtime attributes by different executors and backends is extremely varied. The [WDL 1.0 spec](https://github.com/openwdl/wdl/blob/main/versions/1.0/SPEC.md#runtime-section) allows for arbitrary values here:

Individual backends will define which keys they will inspect so a key/value pair may or may not actually be honored depending on how the task is run. Values can be any expression and it is up to the engine to reject keys and/or values that do not make sense in that context.

This can lead to some pitfalls:

* Some of the attributes in your task’s runtime section may be silently ignored, such as the memory attribute when running Cromwell on the Fred Hutch HPC (as of Feb 2024)
* Some runtime attributes that are unique to particular backends, such as the Fred Hutch HPC’s walltime attribute
* The same runtime attribute working differently on different backends, such as disks acting differently on Cromwell depending on whether it is running on AWS or GCP

When writing WDL 1.0 workflows with specific hardware requirements, keep in mind what your backend and executor is able to interpret. It is also helpful to consider that other people running your workflow may be doing so on different backends and executors. More information can be found in the appendix, where we talk about designing WDLs for specific backends. For now, we will stick with memory, cpu, docker, and disks as this group of four runtime attributes will help us run this workflow on the majority of backends and executors. Even though the Fred Hutch HPC will ignore the memory and disks attributes, for instance, their inclusion will not cause the workflow to fail, but they will allow the workflow to run on Terra.

Some differences between WDL 1.0 and 1.1 on Runtime attributes.

Although the focus of this course is on WDL 1.0, it is worth noting that in the [WDL 1.1 spec](https://github.com/openwdl/wdl/blob/main/versions/1.1/SPEC.md#runtime-section), a very different approach to runtime attributes is taken:

There are a set of reserved attributes (described below) that must be supported by the execution engine, and which have well-defined meanings and default values. Default values for all optional standard attributes are directly defined by the WDL specification in order to encourage portability of workflows and tasks; execution engines should NOT provide additional mechanisms to set default values for when no runtime attributes are defined.

If you are writing WDLs under the WDL 1.1 standard, you may have more flexibility with runtime attributes. Be aware that as of February 2024, Cromwell does not support WDL 1.1.

### 3.2.1 Docker images and containers

WDL is built to make use of Docker as it makes handling software dependencies much simpler. Docker images can help address all of these situations:

* Some software is difficult to install or compile on certain systems
* Some programs have conflicting dependencies
* You may not want to directly install software on your system to prevent it from breaking existing software
* You may not have permission to install software if you are using an institute HPC or other shared resource

When you run a WDL task that has a docker runtime attribute, your task will be executed in a Docker container sandbox environment. This container sandbox is derived from a template called a *Docker image*, which packages installed software in a special file system. This is one of the main features of a Docker image – because a Docker image packages the software you need, you can skip much of the installation and dependency issues associated with using new software. Because you take actions within a Docker container sandbox, it’s unlikely for you to “mess up” your main system’s files. Although a Docker container is, strictly speaking, not the same as a virtual machine, it is helpful to think of it as one if you are new to Docker. Docker containers are managed by Docker Engine/Apptainer, and the official Docker GUI is called Docker Desktop.

More information on finding and developing Docker images.

Although you will generally need to be able to run Docker in order to run WDLs, you do not need to know how to create Dockerfiles – plaintext files which compile Docker images when run via docker build – to write your own WDLs. Most popular bioinformatics software packages already have ready-to-use Docker images available, which you can typically find on [Docker Hub](https://hub.docker.com/search?q=). Other registries include quay.io and the Google Container Registry. With that being said, if you would like to create your own Docker images, there are many tutorials and [guidelines](https://docs.docker.com/develop/develop-images/dockerfile_best-practices/) available online. You can also learn more about the details of Docker (and why they technically aren’t virtual machines) in [Docker’s official curriculum](https://docker-curriculum.com/#introduction).

## 3.3 Outputs

The outputs of a task are defined in the output section of your task. Typically, this will take the form of directly outputting a file that was created in the command section. When these file outputs are referenced in the output section, you can refer to their path in the Docker container directly. You can also make outputs a function of input variables, including private input variables. This can be helpful if you intend on running this WDL on many different files – each one will get a unique filename based on the input fastq, instead of every sample ending up being named something generic like “converted.sam”. For our bwa mem task, one way to write the output section would be as follows:

output {  
 File analysisReadySorted = "~{base\_file\_name}.sorted\_query\_aligned.bam"  
 }

Another way of writing this is with string concatenation. This is equivalent to what we wrote above – choose whichever version you prefer.

output {  
 File analysisReadySorted = base\_file\_name + ".sorted\_query\_aligned.bam"  
 }

If the output was not in the working directory, we would need to change the output to point to the file’s path relative to the working directory, such as File analysisReadySorted = "some\_folder/~{base\_file\_name}.sorted\_query\_aligned.bam".

Below are some some additional ways you can handle task outputs.

Ouputs as functions of other outputs in the same task.

Outputs can (generally, see warning below) also be functions of other outputs in the same task, as long as those outputs are declared first.

task add\_one {  
 input {  
 Int some\_integer  
 }  
 command <<<  
 echo ~{some\_integer} > a.txt  
 echo "1" > b.txt  
 >>>  
 output {  
 Int a = read\_int("a.txt")  
 Int b = read\_int("b.txt")  
 Int c = a + b  
 }  
}

Cromwell does not fully support outputs being a function of the same task’s other outputs. On the Terra backend, the above code example would cause an error.

Grabbing multiple outputs at the same time

To grab multiple outputs at the same time, use glob() to create an array of files. We’ll also take this opportunity to demonstrate iterating through a bash array created from an Array[String] input – for more information on this data type, see chapter six of this course.

task one\_word\_per\_file {  
 input {  
 Array[String] a\_big\_sentence  
 }  
 command <<<  
 ARRAY\_OF\_WORDS=(~{sep=" " a\_big\_sentence})  
 i=0  
 for word in "${!ARRAY\_OF\_WORDS[@]}"  
 do  
 i=$((i+1))  
 echo $word >> $i.txt  
 done  
 >>>  
 output {  
 Array[File] several\_words = glob("\*.txt")  
 }  
}

glob() can also be used to grab just one file via glob("\*.txt")[0] to grab the first thing that matches the glob. This is usually only necessary if you know the extension of an output, but do not have a way of predicting the rest of its filename. Be aware that if anything else in the working directory has the extension you are searching for, you might accidentally grab that one instead of the one you are looking for!

## 3.4 The whole task

We’ve now designed a bwa mem task that can run on essentially any backend that supports WDL and can handle the hardware requirements. Issues involving bwa mem expecting reference files to be in the same folder and/or putting output files into input folders have been sidestepped thanks to careful design and consideration. The runtime section clearly defines the expected hardware requirements, and the outputs section defines what we expect the task to give us when all is said and done. We’re now ready to continue with the rest of our workflow.

task BwaMem {  
 input {  
 File input\_fastq  
 referenceGenome refGenome  
 Int threads = 16  
 }  
   
 String base\_file\_name = basename(input\_fastq, ".fastq")  
 String ref\_fasta\_local = basename(refGenome.ref\_fasta)  
  
 String read\_group\_id = "ID:" + base\_file\_name  
 String sample\_name = "SM:" + base\_file\_name  
 String platform = "illumina"  
 String platform\_info = "PL:" + platform # Create the platform information  
  
  
 command <<<  
 set -eo pipefail  
  
 #can we iterate through a struct??  
 mv ~{refGenome.ref\_fasta} .  
 mv ~{refGenome.ref\_fasta\_index} .  
 mv ~{refGenome.ref\_dict} .  
 mv ~{refGenome.ref\_amb} .  
 mv ~{refGenome.ref\_ann} .  
 mv ~{refGenome.ref\_bwt} .  
 mv ~{refGenome.ref\_pac} .  
 mv ~{refGenome.ref\_sa} .  
  
 bwa mem \  
 -p -v 3 -t ~{threads} -M -R '@RG\t~{read\_group\_id}\t~{sample\_name}\t~{platform\_info}' \  
 ~{ref\_fasta\_local} ~{input\_fastq} > ~{base\_file\_name}.sam   
 samtools view -1bS -@ 15 -o ~{base\_file\_name}.aligned.bam ~{base\_file\_name}.sam  
 samtools sort -@ 15 -o ~{base\_file\_name}.sorted\_query\_aligned.bam ~{base\_file\_name}.aligned.bam  
 >>>  
  
 output {  
 File analysisReadySorted = "~{base\_file\_name}.sorted\_query\_aligned.bam"  
 }  
   
 runtime {  
 memory: "48 GB"  
 cpu: 16  
 docker: "ghcr.io/getwilds/bwa:0.7.17"  
 }  
}

## 3.5 Putting the workflow together

A workflow is needed to run the BwaMem task we just built. The workflow’s input variables are defined by the workflow JSON metadata, and are then passed on as inputs in our BwaMem call. When the BwaMem call is complete, the workflow’s output File variable is defined based on the task’s output. Lastly, we have a parameter\_meta component in our workflow that describes each workflow input variable as documentation.

For the workflow to actually “see” the task, the task will either need to be imported at the top of the workflow (just under the version 1.0 string), or included in the same file as the workflow. For simplicity, we will put the workflow and the task in the same file.

version 1.0  
  
workflow mutation\_calling {  
 input {  
 # Sample info  
 File tumorFastq  
 # Reference Genome information  
 File ref\_fasta  
 File ref\_fasta\_index  
 File ref\_dict  
 File ref\_amb  
 File ref\_ann  
 File ref\_bwt  
 File ref\_pac  
 File ref\_sa  
 #Optional BwaMem threading variable  
 Int? bwa\_mem\_threads  
 }  
  
 # Map reads to reference  
 call BwaMem {  
 input:  
 input\_fastq = input\_fastq,  
 ref\_fasta = ref\_fasta,  
 ref\_fasta\_index = ref\_fasta\_index,  
 ref\_dict = ref\_dict,  
 ref\_amb = ref\_amb,  
 ref\_ann = ref\_ann,  
 ref\_bwt = ref\_bwt,  
 ref\_pac = ref\_pac,  
 ref\_sa = ref\_sa,  
 threads = bwa\_mem\_threads  
  
 }  
   
 # Outputs that will be retained when execution is complete  
 output {  
 File alignedBamSorted = BwaMem.analysisReadySorted  
 }  
  
 parameter\_meta {  
 sampleFastq: "Sample .fastq (expects Illumina)"  
 ref\_fasta: "Reference genome to align reads to"  
 ref\_fasta\_index: "Reference genome index file (created by bwa index)  
 ref\_dict: "Reference genome dictionary file (created by bwa index)"  
 ref\_amb: "Reference genome non-ATCG file (created by bwa index)"  
 ref\_ann: "Reference genome ref seq annotation file (created by bwa index)"  
 ref\_bwt: "Reference genome binary file (created by bwa index)"  
 ref\_pac: "Reference genome binary file (created by bwa index)"  
 ref\_sa: "Reference genome binary file (created by bwa index)"  
 }  
# End workflow  
}  
  
task BwaMem {  
 input {  
 File input\_fastq  
 File ref\_fasta  
 File ref\_fasta\_index  
 File ref\_dict  
 File ref\_amb  
 File ref\_ann  
 File ref\_bwt  
 File ref\_pac  
 File ref\_sa  
 Int threads = 16  
 }  
   
 String read\_group\_id = "ID:" + base\_file\_name  
 String sample\_name = "SM:" + base\_file\_name  
 String platform = "illumina"  
 String platform\_info = "PL:" + platform # Create the platform information  
  
 command <<<  
 set -eo pipefail  
  
 mv "~{ref\_fasta}" .  
 mv "~{ref\_fasta\_index}" .  
 mv "~{ref\_dict}" .  
 mv "~{ref\_amb}" .  
 mv "~{ref\_ann}" .  
 mv "~{ref\_bwt}" .  
 mv "~{ref\_pac}" .  
 mv "~{ref\_sa}" .  
  
 bwa mem \  
 -p -v 3 -t ~{threads} -M -R '@RG\t~{read\_group\_id}\t~{sample\_name}\t~{platform\_info}' \  
 "~{ref\_fasta\_local}" "~{input\_fastq}" > "~{base\_file\_name}.sam"  
 samtools view -1bS -@ 15 -o "~{base\_file\_name}.aligned.bam" "~{base\_file\_name}.sam"  
 samtools sort -n -@ 15 -o "~{base\_file\_name}.sorted\_query\_aligned.bam" "~{base\_file\_name}.aligned.bam"  
  
 >>>  
 output {  
 File analysisReadyBam = "~{base\_file\_name}.aligned.bam"  
 File analysisReadySorted = "~{base\_file\_name}.sorted\_query\_aligned.bam"  
 }  
 runtime {  
 memory: "48 GB"  
 cpu: 16  
 docker: "ghcr.io/getwilds/bwa:0.7.17"  
 disks: "local-disk 100 SSD"  
 }  
}

## 3.6 Testing your first task

To test your first task and your workflow, you should have expectation of output is. For this first BwaMem task, we just care that the BAM file is created with aligned reads. You can use samtools view output.sorted\_query\_aligned.bam to examine the reads and pipe it to wordcount wc to get the number of total reads. This number should be almost identical as the number of reads from your input FASTQ file if you run wc input.fastq. In other tasks, we might have a more precise expectation of what the output file should be, such as containing the specific somatic mutation call that we have curated.

Here is an example JSON with the test data needed to run this single-task workflow:

{  
 "mutation\_calling.tumorFastq": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/workflow\_testing\_data/WDL/wdl\_101/HCC4006\_final.fastq",  
 "mutation\_calling.ref\_fasta": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.fasta",  
 "mutation\_calling.ref\_fasta\_index": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.fasta.fai",  
 "mutation\_calling.ref\_dict": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.dict",  
 "mutation\_calling.ref\_pac": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.fasta.pac",  
 "mutation\_calling.ref\_sa": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.fasta.sa",  
 "mutation\_calling.ref\_amb": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.fasta.amb",  
 "mutation\_calling.ref\_ann": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.fasta.ann",  
 "mutation\_calling.ref\_bwt": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.fasta.bwt",  
 "mutation\_calling.ref\_name": "hg19"  
}

If you are not running on the Fred Hutch HPC, you’ll need to modify your JSON file to point to wherever you have the data files stored. You can download the same fastq we’re using from [our sandbox repo](https://github.com/fhdsl/WDL-sandbox/tree/main/data), and the reference files can be generated via samtools index or [downloaded from the Broad Institute’s mirror](https://data.broadinstitute.org/snowman/hg19/).

Loading…

# 4 Connecting multiple tasks together in a linear chain

Now that you have a first task in a workflow up and running, the next step is to continue building out the workflow as described in our Workflow Plan:

1. BwaMem aligns the samples to the reference genome.
2. MarkDuplicates marks PCR duplicates.
3. ApplyBaseRecalibrator applies base recalibration.
4. Mutect2 performs somatic mutation calling. For this current iteration, we start with Mutect2TumorOnly which only uses the tumor sample. Later on, we will switch to a version of mutect that will allow for comparing tumor samples against a non-tumor normal sample.
5. annovar annotates the called somatic mutations.

We do this via a **linear chain**, in which we feed the output of one task to the input of the next task. Let’s see how to build a linear chain in a workflow.

## 4.1 How to connect tasks together in a workflow

We can easily connect tasks together because of the following: *The output variables of a task can be accessed at the workflow level as inputs for the subsequent task.*

For instance, let’s see the output of our BwaMem task.

output {  
 File analysisReadyBam = "~{base\_file\_name}.aligned.bam"  
 File analysisReadySorted = "~{base\_file\_name}.sorted\_query\_aligned.bam"  
 }

The File variables analysisReadyBam and analysisReadySorted can now be accessed anywhere in the workflow block after the BwaMem task as BwaMem.analysisReadyBam and BwaMem.analysisReadySorted, respectively. Therefore, when we call the MarkDuplicates task, we can pass it the input BwaMem.analysisReadySorted from the BwaMem task:

workflow minidata\_mutation\_calling\_v1 {  
 input {  
 # Sample info  
 File sampleFastq  
 # Reference Genome information  
 File ref\_fasta  
 File ref\_fasta\_index  
 File ref\_dict  
 File ref\_amb  
 File ref\_ann  
 File ref\_bwt  
 File ref\_pac  
 File ref\_sa  
 }  
   
 # Map reads to reference  
 call BwaMem {  
 input:  
 input\_fastq = sampleFastq,  
 ref\_fasta = ref\_fasta,  
 ref\_fasta\_index = ref\_fasta\_index,  
 ref\_dict = ref\_dict,  
 ref\_amb = ref\_amb,  
 ref\_ann = ref\_ann,  
 ref\_bwt = ref\_bwt,  
 ref\_pac = ref\_pac,  
 ref\_sa = ref\_sa  
 }  
   
 call MarkDuplicates {  
 input:  
 input\_bam = BwaMem.analysisReadySorted  
 }  
}

Resources:

For a basic introduction to linear chain, see [OpenWDL Docs](https://docs.openwdl.org/en/latest/WDL/Linear_chaining/)’ introduction.

To see other examples of linear chain and variations, see [OpenWDL Docs](https://docs.openwdl.org/en/latest/WDL/add_plumbing/)’s section on workflow plumbing.

## 4.2 Writing MarkDuplicates task

Of course, the task MarkDuplicates hasn’t been written yet! Let’s go through it together:

### 4.2.1 Input

The task takes an input bam file that has been aligned to the reference genome. It needs to be a File input\_bam based on how we introduced it in the workflow above. That is easy to write up:

task MarkDuplicates {  
 input {  
 File input\_bam  
 }  
}

### 4.2.2 Private variables in the task

Similar to the BwaMem task, we will name our output files based on the base name of the original input file in the workflow. Therefore, it makes sense to create a private String variable base\_file\_name that contains this base name of input\_bam. We will use base\_file\_name in the Command section to specify the output bam and metrics files.

task MarkDuplicates {  
 input {  
 File input\_bam  
 }  
 String base\_file\_name = basename(input\_bam, ".sorted\_query\_aligned.bam")  
}

### 4.2.3 Command

As we have been doing all along, we refer to any defined variables from the input or private variables using ~{this} syntax.

task MarkDuplicates {  
 input {  
 File input\_bam  
 }  
  
 String base\_file\_name = basename(input\_bam, ".sorted\_query\_aligned.bam")  
  
 command <<<  
 gatk MarkDuplicates \  
 --INPUT "~{input\_bam}" \  
 --OUTPUT "~{base\_file\_name}.duplicates\_marked.bam" \  
 --METRICS\_FILE "~{base\_file\_name}.duplicate\_metrics" \  
 --CREATE\_INDEX true \  
 --OPTICAL\_DUPLICATE\_PIXEL\_DISTANCE 100 \  
 --VALIDATION\_STRINGENCY SILENT  
 >>>  
}

### 4.2.4 Runtime and Output

We specify a different Docker image that contains the GATK software, and the relevant computing needs. We also specify three different output files, two of which are specified in the command section, and the third is a bam index file that is automatically created by the command section.

Below is the task all together. It has a form very similar to our first task BwaMem.

task MarkDuplicates {  
 input {  
 File input\_bam  
 }  
  
 String base\_file\_name = basename(input\_bam, ".sorted\_query\_aligned.bam")  
  
 command <<<  
 gatk MarkDuplicates \  
 --INPUT "~{input\_bam}" \  
 --OUTPUT "~{base\_file\_name}.duplicates\_marked.bam" \  
 --METRICS\_FILE "~{base\_file\_name}.duplicate\_metrics" \  
 --CREATE\_INDEX true \  
 --OPTICAL\_DUPLICATE\_PIXEL\_DISTANCE 100 \  
 --VALIDATION\_STRINGENCY SILENT  
 >>>  
   
 runtime {  
 docker: "broadinstitute/gatk:4.1.4.0"  
 memory: "48 GB"  
 cpu: 4  
 }  
   
 output {  
 File markDuplicates\_bam = "~{base\_file\_name}.duplicates\_marked.bam"  
 File markDuplicates\_bai = "~{base\_file\_name}.duplicates\_marked.bai"  
 File duplicate\_metrics = "~{base\_file\_name}.duplicate\_metrics"  
 }  
}

### 4.2.5 Testing the workflow

As before, when you add a new task to the workflow, you should always test that it works on your test sample. To check that MarkDuplicates is indeed marking PCR duplicates, you could check for the presence of the [PCR duplicate flag in reads](https://gatk.broadinstitute.org/hc/en-us/articles/360051306171-MarkDuplicates-Picard), which has a decimal value of 1024 in the SAM Flags Field.

## 4.3 The rest of the linear chain workflow

We build out the rest of the tasks in a very similar fashion. Tasks ApplyBaseRecalibrator and Mutect2TumorOnly both have files that need to be localized, but otherwise all the tasks have a very similar form as BwaMem and MarkDuplicates. For this current iteration, we use only the tumor sample for mutation calling. In the following chapters, we will use additional WDL features to make use of tumor and normal samples for mutation calling.

version 1.0  
  
workflow minidata\_mutation\_calling\_v1 {  
 input {  
 # Sample info  
 File sampleFastq  
 # Reference Genome information  
 File ref\_fasta  
 File ref\_fasta\_index  
 File ref\_dict  
 File ref\_amb  
 File ref\_ann  
 File ref\_bwt  
 File ref\_pac  
 File ref\_sa  
 File dbSNP\_vcf  
 File dbSNP\_vcf\_index  
 File known\_indels\_sites\_VCFs  
 File known\_indels\_sites\_indices  
 File af\_only\_gnomad  
 File af\_only\_gnomad\_index  
 File annovarTAR  
 String annovar\_protocols  
 String annovar\_operation  
 String ref\_name  
 }  
   
 # Map reads to reference  
 call BwaMem {  
 input:  
 input\_fastq = sampleFastq,  
 ref\_fasta = ref\_fasta,  
 ref\_fasta\_index = ref\_fasta\_index,  
 ref\_dict = ref\_dict,  
 ref\_amb = ref\_amb,  
 ref\_ann = ref\_ann,  
 ref\_bwt = ref\_bwt,  
 ref\_pac = ref\_pac,  
 ref\_sa = ref\_sa  
 }  
   
 call MarkDuplicates {  
 input:  
 input\_bam = BwaMem.analysisReadySorted  
 }  
  
 call ApplyBaseRecalibrator {  
 input:  
 input\_bam = MarkDuplicates.markDuplicates\_bam,  
 input\_bam\_index = MarkDuplicates.markDuplicates\_bai,  
 dbSNP\_vcf = dbSNP\_vcf,  
 dbSNP\_vcf\_index = dbSNP\_vcf\_index,  
 known\_indels\_sites\_VCFs = known\_indels\_sites\_VCFs,  
 known\_indels\_sites\_indices = known\_indels\_sites\_indices,  
 ref\_dict = ref\_dict,  
 ref\_fasta = ref\_fasta,  
 ref\_fasta\_index = ref\_fasta\_index  
 }  
  
 call Mutect2TumorOnly {  
 input:  
 input\_bam = ApplyBaseRecalibrator.recalibrated\_bam,  
 input\_bam\_index = ApplyBaseRecalibrator.recalibrated\_bai,  
 ref\_dict = ref\_dict,  
 ref\_fasta = ref\_fasta,  
 ref\_fasta\_index = ref\_fasta\_index,  
 genomeReference = af\_only\_gnomad,  
 genomeReferenceIndex = af\_only\_gnomad\_index  
 }  
   
 call annovar {  
 input:  
 input\_vcf = Mutect2TumorOnly.output\_vcf,  
 ref\_name = ref\_name,  
 annovarTAR = annovarTAR,  
 annovar\_operation = annovar\_operation,  
 annovar\_protocols = annovar\_protocols  
 }  
   
 # Outputs that will be retained when execution is complete  
 output {  
 File alignedBamSorted = BwaMem.analysisReadySorted  
 File markDuplicates\_bam = MarkDuplicates.markDuplicates\_bam  
 File markDuplicates\_bai = MarkDuplicates.markDuplicates\_bai  
 File analysisReadyBam = ApplyBaseRecalibrator.recalibrated\_bam   
 File analysisReadyIndex = ApplyBaseRecalibrator.recalibrated\_bai  
 File Mutect\_Vcf = Mutect2TumorOnly.output\_vcf  
 File Mutect\_VcfIndex = Mutect2TumorOnly.output\_vcf\_index  
 File Mutect\_AnnotatedVcf = annovar.output\_annotated\_vcf  
 File Mutect\_AnnotatedTable = annovar.output\_annotated\_table  
 }  
}  
  
  
  
# TASK DEFINITIONS  
  
# Align fastq file to the reference genome  
task BwaMem {  
 input {  
 File input\_fastq  
 File ref\_fasta  
 File ref\_fasta\_index  
 File ref\_dict  
 File ref\_amb  
 File ref\_ann  
 File ref\_bwt  
 File ref\_pac  
 File ref\_sa  
 }  
   
 String base\_file\_name = basename(input\_fastq, ".fastq")  
 String ref\_fasta\_local = basename(ref\_fasta)  
 String read\_group\_id = "ID:" + base\_file\_name  
 String sample\_name = "SM:" + base\_file\_name  
 String platform = "illumina"  
 String platform\_info = "PL:" + platform ## Create the platform information  
  
  
 command <<<  
 set -eo pipefail  
  
 mv ~{ref\_fasta} .  
 mv ~{ref\_fasta\_index} .  
 mv ~{ref\_dict} .  
 mv ~{ref\_amb} .  
 mv ~{ref\_ann} .  
 mv ~{ref\_bwt} .  
 mv ~{ref\_pac} .  
 mv ~{ref\_sa} .  
  
 bwa mem \  
 -p -v 3 -t 16 -M -R '@RG\t~{read\_group\_id}\t~{sample\_name}\t~{platform\_info}' \  
 ~{ref\_fasta\_local} ~{input\_fastq} > ~{base\_file\_name}.sam   
 samtools view -1bS -@ 15 -o ~{base\_file\_name}.aligned.bam ~{base\_file\_name}.sam  
 samtools sort -@ 15 -o ~{base\_file\_name}.sorted\_query\_aligned.bam ~{base\_file\_name}.aligned.bam  
 >>>  
  
 output {  
 File analysisReadySorted = "~{base\_file\_name}.sorted\_query\_aligned.bam"  
 }  
   
 runtime {  
 memory: "48 GB"  
 cpu: 16  
 docker: "fredhutch/bwa:0.7.17"  
 }  
}  
  
## Mark duplicates  
task MarkDuplicates {  
 input {  
 File input\_bam  
 }  
  
 String base\_file\_name = basename(input\_bam, ".sorted\_query\_aligned.bam")  
  
 command <<<  
 gatk MarkDuplicates \  
 --INPUT ~{input\_bam} \  
 --OUTPUT ~{base\_file\_name}.duplicates\_marked.bam \  
 --METRICS\_FILE ~{base\_file\_name}.duplicate\_metrics \  
 --CREATE\_INDEX true \  
 --OPTICAL\_DUPLICATE\_PIXEL\_DISTANCE 100 \  
 --VALIDATION\_STRINGENCY SILENT  
 >>>  
  
 runtime {  
 docker: "broadinstitute/gatk:4.1.4.0"  
 memory: "48 GB"  
 cpu: 4  
 }  
  
 output {  
 File markDuplicates\_bam = "~{base\_file\_name}.duplicates\_marked.bam"  
 File markDuplicates\_bai = "~{base\_file\_name}.duplicates\_marked.bai"  
 File duplicate\_metrics = "~{base\_file\_name}.duplicates\_marked.bai"  
 }  
}  
  
# Base quality recalibration  
task ApplyBaseRecalibrator {  
 input {  
 File input\_bam  
 File input\_bam\_index  
 File dbSNP\_vcf  
 File dbSNP\_vcf\_index  
 File known\_indels\_sites\_VCFs  
 File known\_indels\_sites\_indices  
 File ref\_dict  
 File ref\_fasta  
 File ref\_fasta\_index  
 }  
   
 String base\_file\_name = basename(input\_bam, ".duplicates\_marked.bam")  
   
 String ref\_fasta\_local = basename(ref\_fasta)  
 String dbSNP\_vcf\_local = basename(dbSNP\_vcf)  
 String known\_indels\_sites\_VCFs\_local = basename(known\_indels\_sites\_VCFs)  
  
  
 command <<<  
 set -eo pipefail  
  
 mv ~{ref\_fasta} .  
 mv ~{ref\_fasta\_index} .  
 mv ~{ref\_dict} .  
  
 mv ~{dbSNP\_vcf} .  
 mv ~{dbSNP\_vcf\_index} .  
  
 mv ~{known\_indels\_sites\_VCFs} .  
 mv ~{known\_indels\_sites\_indices} .  
  
 samtools index ~{input\_bam}  
  
 gatk --java-options "-Xms8g" \  
 BaseRecalibrator \  
 -R ~{ref\_fasta\_local} \  
 -I ~{input\_bam} \  
 -O ~{base\_file\_name}.recal\_data.csv \  
 --known-sites ~{dbSNP\_vcf\_local} \  
 --known-sites ~{known\_indels\_sites\_VCFs\_local} \  
   
  
 gatk --java-options "-Xms8g" \  
 ApplyBQSR \  
 -bqsr ~{base\_file\_name}.recal\_data.csv \  
 -I ~{input\_bam} \  
 -O ~{base\_file\_name}.recal.bam \  
 -R ~{ref\_fasta\_local} \  
   
  
 ## finds the current sort order of this bam file  
 samtools view -H ~{base\_file\_name}.recal.bam | grep @SQ | sed 's/@SQ\tSN:\|LN://g' > ~{base\_file\_name}.sortOrder.txt  
>>>  
  
 output {  
 File recalibrated\_bam = "~{base\_file\_name}.recal.bam"  
 File recalibrated\_bai = "~{base\_file\_name}.recal.bai"  
 File sortOrder = "~{base\_file\_name}.sortOrder.txt"  
 }  
 runtime {  
 memory: "36 GB"  
 cpu: 2  
 docker: "broadinstitute/gatk:4.1.4.0"  
 }  
}  
  
  
  
# Mutect 2 calling  
  
task Mutect2TumorOnly {  
 input {  
 File input\_bam  
 File input\_bam\_index  
 File ref\_dict  
 File ref\_fasta  
 File ref\_fasta\_index  
 File genomeReference  
 File genomeReferenceIndex  
 }  
  
 String base\_file\_name = basename(input\_bam, ".recal.bam")  
 String ref\_fasta\_local = basename(ref\_fasta)  
 String genomeReference\_local = basename(genomeReference)  
  
command <<<  
 set -eo pipefail  
  
 mv ~{ref\_fasta} .  
 mv ~{ref\_fasta\_index} .  
 mv ~{ref\_dict} .  
 mv ~{genomeReference} .  
 mv ~{genomeReferenceIndex} .  
  
 gatk --java-options "-Xms16g" Mutect2 \  
 -R ~{ref\_fasta\_local} \  
 -I ~{input\_bam} \  
 -O preliminary.vcf.gz \  
 --germline-resource ~{genomeReference\_local} \  
   
 gatk --java-options "-Xms16g" FilterMutectCalls \  
 -V preliminary.vcf.gz \  
 -O ~{base\_file\_name}.mutect2.vcf.gz \  
 -R ~{ref\_fasta\_local} \  
 --stats preliminary.vcf.gz.stats \  
   
>>>  
  
runtime {  
 docker: "broadinstitute/gatk:4.1.4.0"  
 memory: "24 GB"  
 cpu: 1  
 }  
  
output {  
 File output\_vcf = "${base\_file\_name}.mutect2.vcf.gz"  
 File output\_vcf\_index = "${base\_file\_name}.mutect2.vcf.gz.tbi"  
 }  
  
}  
  
  
  
  
# annotate with annovar  
task annovar {  
 input {  
 File input\_vcf  
 String ref\_name  
 File annovarTAR  
 String annovar\_protocols  
 String annovar\_operation  
}  
 String base\_vcf\_name = basename(input\_vcf, ".vcf.gz")  
   
 command <<<  
 set -eo pipefail  
   
 tar -xzvf ~{annovarTAR}  
   
 perl annovar/table\_annovar.pl ~{input\_vcf} annovar/humandb/ \  
 -buildver ~{ref\_name} \  
 -outfile ~{base\_vcf\_name} \  
 -remove \  
 -protocol ~{annovar\_protocols} \  
 -operation ~{annovar\_operation} \  
 -nastring . -vcfinput  
>>>  
 runtime {  
 docker : "perl:5.28.0"  
 cpu: 1  
 memory: "2GB"  
 }  
 output {  
 File output\_annotated\_vcf = "${base\_vcf\_name}.${ref\_name}\_multianno.vcf"  
 File output\_annotated\_table = "${base\_vcf\_name}.${ref\_name}\_multianno.txt"  
 }  
}

Loading…

# 5 Organizing variables via Structs

In our workflow so far, we see that certain variables are always used together, even for different tasks. For example, variables related to the reference genome are always used for the same purpose and passed on to tasks in almost the same way. This leads to quite a bit of coding redundancy, as when we write down the large set of variables related to the reference genome as task inputs, we are just thinking about one entity. We don’t make distinctions of the reference genome files until the task body itself.

To improve code organization and readability, we can package all variables related to the reference genome into a compound data structure called a **struct**. With a struct variable, we can refer all the packaged variables as one single variable, and also refer to specific variables within the struct without losing any information. [OpenWDL Docs](https://docs.openwdl.org/en/stable/WDL/using_structs/) also has an excellent introduction and examples on structs.

To define a struct, we must declare it outside of a workflow and task:

struct referenceGenome {  
 File ref\_fasta  
 File ref\_fasta\_index  
 File ref\_dict  
 File ref\_amb  
 File ref\_ann  
 File ref\_bwt  
 File ref\_pac  
 File ref\_sa  
 String ref\_name  
}  
  
workflow minidata\_mutation\_calling\_v1 {  
 input {  
 File sampleFastq  
 referenceGenome refGenome ## our struct  
 ...  
 }  
 ## Map reads to reference  
 call BwaMem {  
 input:  
 input\_fastq = sampleFastq,  
 refGenome = refGenome ## our struct   
 }  
}

The referenceGenome struct contains all the variables related to the reference genome, but values cannot be defined here. The struct definition merely lays the skeleton components of the data structure, but contains no actual values.

In our workflow inputs, we remove all of the File variables associated with reference genome definitions, but keep anything that isn’t related to the reference genome, such as sampleFastq. We instead declare a referenceGenome struct variable called refGenome via referenceGenome refGenome. We can access the variables within a struct by the following syntax: structVar.varName, such as refGenome.ref\_name. The [WDL spec](https://github.com/openwdl/wdl/blob/main/versions/1.0/SPEC.md#struct-definition) has more information on how to define and use structs.

To give values to refGenome, we need to modify our JSON metadata file. We define the refGenome variable in a nested structure that corresponds to the referenceGenome struct. Let’s take a look:

{  
 "minidata\_mutation\_calling\_v1.refGenome": {  
 "ref\_fasta": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.fasta",  
 "ref\_fasta\_index": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.fasta.fai",  
 "ref\_dict": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.dict",  
 "ref\_pac": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.fasta.pac",  
 "ref\_sa": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.fasta.sa",  
 "ref\_amb": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.fasta.amb",  
 "ref\_ann": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.fasta.ann",  
 "ref\_bwt": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/Homo\_sapiens\_assembly19.fasta.bwt",  
 "ref\_name": "hg19"  
 },  
 "minidata\_mutation\_calling\_v1.dbSNP\_vcf\_index": "/fh/fast/paguirigan\_a/pub/ReferenceDataSets/genome\_data/human/hg19/dbsnp\_138.b37.vcf.gz.tbi",  
 ...  
}

Now refGenome has all the values it needs for our tasks.

In addition, we have replaced all the reference genome inputs in call BwaMem with refGenome in order to pass information to a task via structs.

Within the BwaMem task, we must refer to variables inside the struct, such as refGenome.ref\_name (which has a value of “hg19” using this JSON metadata):

task BwaMem {  
 input {  
 File input\_fastq  
 referenceGenome refGenome  
 }  
   
 String base\_file\_name = basename(input\_fastq, ".fastq")  
 String ref\_fasta\_local = basename(refGenome.ref\_fasta)  
  
 String read\_group\_id = "ID:" + base\_file\_name  
 String sample\_name = "SM:" + base\_file\_name  
 String platform = "illumina"  
 String platform\_info = "PL:" + platform ## Create the platform information  
  
  
 command <<<  
 set -eo pipefail  
  
 ## can we iterate through a struct??  
 mv ~{refGenome.ref\_fasta} .  
 mv ~{refGenome.ref\_fasta\_index} .  
 mv ~{refGenome.ref\_dict} .  
 mv ~{refGenome.ref\_amb} .  
 mv ~{refGenome.ref\_ann} .  
 mv ~{refGenome.ref\_bwt} .  
 mv ~{refGenome.ref\_pac} .  
 mv ~{refGenome.ref\_sa} .  
  
 bwa mem \  
 -p -v 3 -t 16 -M -R '@RG\t~{read\_group\_id}\t~{sample\_name}\t~{platform\_info}' \  
 ~{ref\_fasta\_local} ~{input\_fastq} > ~{base\_file\_name}.sam   
 samtools view -1bS -@ 15 -o ~{base\_file\_name}.aligned.bam ~{base\_file\_name}.sam  
 samtools sort -@ 15 -o ~{base\_file\_name}.sorted\_query\_aligned.bam ~{base\_file\_name}.aligned.bam  
 >>>  
  
 output {  
 File analysisReadySorted = "~{base\_file\_name}.sorted\_query\_aligned.bam"  
 }  
   
 runtime {  
 memory: "48 GB"  
 cpu: 16  
 docker: "fredhutch/bwa:0.7.17"  
 }  
}

Other tasks in the workflow, such as ApplyBaseRecalibrator and Mutect2TumorOnly also make use of the reference genome, so we pass refGenome to it. The final task annovar only requires the reference genome name, and none of the files in the referenceGenome struct. We make a stylistic choice to pass only refGenome.ref\_name to the input of annovar task call, as the task doesn’t need the full information of the struct. This stylistic choice is based on the principle of passing on the minimally needed information for a modular piece of code to run, which makes the task annovar depend on the minimal amount of inputs. This will also save us time and disk space by not having to localize several gigabytes of reference files into the Docker container that annovar will be running in.

call annovar {  
 input:  
 input\_vcf = Mutect2TumorOnly.output\_vcf,  
 ref\_name = refGenome.ref\_name,  
 annovarTAR = annovarTAR,  
 annovar\_operation = annovar\_operation,  
 annovar\_protocols = annovar\_protocols  
 }

Putting everything together in the workflow:

struct referenceGenome {  
 File ref\_fasta  
 File ref\_fasta\_index  
 File ref\_dict  
 File ref\_amb  
 File ref\_ann  
 File ref\_bwt  
 File ref\_pac  
 File ref\_sa  
 String ref\_name  
}  
  
workflow minidata\_mutation\_calling\_v1 {  
 input {  
 File sampleFastq  
  
 referenceGenome refGenome  
   
 File dbSNP\_vcf  
 File dbSNP\_vcf\_index  
 File known\_indels\_sites\_VCFs  
 File known\_indels\_sites\_indices  
   
 File af\_only\_gnomad  
 File af\_only\_gnomad\_index  
   
 File annovarTAR  
 String annovar\_protocols  
 String annovar\_operation  
 }  
   
 # Map reads to reference  
 call BwaMem {  
 input:  
 input\_fastq = sampleFastq,  
 refGenome = refGenome ## our struct  
 }  
   
 call MarkDuplicates {  
 input:  
 input\_bam = BwaMem.analysisReadySorted  
 }  
  
 call ApplyBaseRecalibrator {  
 input:  
 input\_bam = MarkDuplicates.markDuplicates\_bam,  
 input\_bam\_index = MarkDuplicates.markDuplicates\_bai,  
 dbSNP\_vcf = dbSNP\_vcf,  
 dbSNP\_vcf\_index = dbSNP\_vcf\_index,  
 known\_indels\_sites\_VCFs = known\_indels\_sites\_VCFs,  
 known\_indels\_sites\_indices = known\_indels\_sites\_indices,  
 refGenome = refGenome ## our struct  
 }  
  
 call Mutect2TumorOnly {  
 input:  
 input\_bam = ApplyBaseRecalibrator.recalibrated\_bam,  
 input\_bam\_index = ApplyBaseRecalibrator.recalibrated\_bai,  
 refGenome = refGenome,  
 genomeReference = af\_only\_gnomad,  
 genomeReferenceIndex = af\_only\_gnomad\_index  
 }  
   
 call annovar {  
 input:  
 input\_vcf = Mutect2TumorOnly.output\_vcf,  
 ref\_name = refGenome.ref\_name,  
 annovarTAR = annovarTAR,  
 annovar\_operation = annovar\_operation,  
 annovar\_protocols = annovar\_protocols  
 }  
   
 # Outputs that will be retained when execution is complete  
 output {  
 File alignedBamSorted = BwaMem.analysisReadySorted  
 File markDuplicates\_bam = MarkDuplicates.markDuplicates\_bam  
 File markDuplicates\_bai = MarkDuplicates.markDuplicates\_bai  
 File analysisReadyBam = ApplyBaseRecalibrator.recalibrated\_bam   
 File analysisReadyIndex = ApplyBaseRecalibrator.recalibrated\_bai  
 File Mutect\_Vcf = Mutect2TumorOnly.output\_vcf  
 File Mutect\_VcfIndex = Mutect2TumorOnly.output\_vcf\_index  
 File Mutect\_AnnotatedVcf = annovar.output\_annotated\_vcf  
 File Mutect\_AnnotatedTable = annovar.output\_annotated\_table  
 }  
}  
  
  
  
  
  
  
# TASK DEFINITIONS  
  
# Align fastq file to the reference genome  
task BwaMem {  
 input {  
 File input\_fastq  
 referenceGenome refGenome ## our struct  
 }  
   
 String base\_file\_name = basename(input\_fastq, ".fastq")  
 String ref\_fasta\_local = basename(refGenome.ref\_fasta)  
  
 String read\_group\_id = "ID:" + base\_file\_name  
 String sample\_name = "SM:" + base\_file\_name  
 String platform = "illumina"  
 String platform\_info = "PL:" + platform ## Create the platform information  
  
  
 command <<<  
 set -eo pipefail  
  
 #can we iterate through a struct??  
 mv ~{refGenome.ref\_fasta} .  
 mv ~{refGenome.ref\_fasta\_index} .  
 mv ~{refGenome.ref\_dict} .  
 mv ~{refGenome.ref\_amb} .  
 mv ~{refGenome.ref\_ann} .  
 mv ~{refGenome.ref\_bwt} .  
 mv ~{refGenome.ref\_pac} .  
 mv ~{refGenome.ref\_sa} .  
  
 bwa mem \  
 -p -v 3 -t 16 -M -R '@RG\t~{read\_group\_id}\t~{sample\_name}\t~{platform\_info}' \  
 ~{ref\_fasta\_local} ~{input\_fastq} > ~{base\_file\_name}.sam   
 samtools view -1bS -@ 15 -o ~{base\_file\_name}.aligned.bam ~{base\_file\_name}.sam  
 samtools sort -@ 15 -o ~{base\_file\_name}.sorted\_query\_aligned.bam ~{base\_file\_name}.aligned.bam  
 >>>  
  
 output {  
 File analysisReadySorted = "~{base\_file\_name}.sorted\_query\_aligned.bam"  
 }  
   
 runtime {  
 memory: "48 GB"  
 cpu: 16  
 docker: "fredhutch/bwa:0.7.17"  
 }  
}  
  
# Mark duplicates (not SPARK, for some reason that does something weird)  
task MarkDuplicates {  
 input {  
 File input\_bam  
 }  
  
 String base\_file\_name = basename(input\_bam, ".sorted\_query\_aligned.bam")  
 String output\_bam = "~{base\_file\_name}.duplicates\_marked.bam"  
 String output\_bai = "~{base\_file\_name}.duplicates\_marked.bai"  
 String metrics\_file = "~{base\_file\_name}.duplicate\_metrics"  
  
 command <<<  
 gatk MarkDuplicates \  
 --INPUT ~{input\_bam} \  
 --OUTPUT ~{output\_bam} \  
 --METRICS\_FILE ~{metrics\_file} \  
 --CREATE\_INDEX true \  
 --OPTICAL\_DUPLICATE\_PIXEL\_DISTANCE 100 \  
 --VALIDATION\_STRINGENCY SILENT  
 >>>  
  
 runtime {  
 docker: "broadinstitute/gatk:4.1.4.0"  
 memory: "48 GB"  
 cpu: 4  
 }  
  
 output {  
 File markDuplicates\_bam = "~{output\_bam}"  
 File markDuplicates\_bai = "~{output\_bai}"  
 File duplicate\_metrics = "~{metrics\_file}"  
 }  
}  
  
# Base quality recalibration  
task ApplyBaseRecalibrator {  
 input {  
 File input\_bam  
 File input\_bam\_index  
 File dbSNP\_vcf  
 File dbSNP\_vcf\_index  
 File known\_indels\_sites\_VCFs  
 File known\_indels\_sites\_indices  
 referenceGenome refGenome ## our struct  
 }  
   
 String base\_file\_name = basename(input\_bam, ".duplicates\_marked.bam")  
   
 String ref\_fasta\_local = basename(refGenome.ref\_fasta)  
 String dbSNP\_vcf\_local = basename(dbSNP\_vcf)  
 String known\_indels\_sites\_VCFs\_local = basename(known\_indels\_sites\_VCFs)  
  
  
 command <<<  
 set -eo pipefail  
  
 mv ~{refGenome.ref\_fasta} .  
 mv ~{refGenome.ref\_fasta\_index} .  
 mv ~{refGenome.ref\_dict} .  
  
 mv ~{dbSNP\_vcf} .  
 mv ~{dbSNP\_vcf\_index} .  
  
 mv ~{known\_indels\_sites\_VCFs} .  
 mv ~{known\_indels\_sites\_indices} .  
  
 samtools index ~{input\_bam} #redundant? markduplicates already does this?  
  
 gatk --java-options "-Xms8g" \  
 BaseRecalibrator \  
 -R ~{ref\_fasta\_local} \  
 -I ~{input\_bam} \  
 -O ~{base\_file\_name}.recal\_data.csv \  
 --known-sites ~{dbSNP\_vcf\_local} \  
 --known-sites ~{known\_indels\_sites\_VCFs\_local} \  
   
  
 gatk --java-options "-Xms8g" \  
 ApplyBQSR \  
 -bqsr ~{base\_file\_name}.recal\_data.csv \  
 -I ~{input\_bam} \  
 -O ~{base\_file\_name}.recal.bam \  
 -R ~{ref\_fasta\_local} \  
   
  
 # finds the current sort order of this bam file  
 samtools view -H ~{base\_file\_name}.recal.bam | grep @SQ | sed 's/@SQ\tSN:\|LN://g' > ~{base\_file\_name}.sortOrder.txt  
>>>  
  
 output {  
 File recalibrated\_bam = "~{base\_file\_name}.recal.bam"  
 File recalibrated\_bai = "~{base\_file\_name}.recal.bai"  
 File sortOrder = "~{base\_file\_name}.sortOrder.txt"  
 }  
 runtime {  
 memory: "36 GB"  
 cpu: 2  
 docker: "broadinstitute/gatk:4.1.4.0"  
 }  
}  
  
  
  
# Mutect 2 calling  
  
task Mutect2TumorOnly {  
 input {  
 File input\_bam  
 File input\_bam\_index  
 referenceGenome refGenome  
 File genomeReference  
 File genomeReferenceIndex  
 }  
  
 String base\_file\_name = basename(input\_bam, ".recal.bam")  
 String ref\_fasta\_local = basename(refGenome.ref\_fasta)  
 String genomeReference\_local = basename(genomeReference)  
  
command <<<  
 set -eo pipefail  
  
 mv ~{refGenome.ref\_fasta} .  
 mv ~{refGenome.ref\_fasta\_index} .  
 mv ~{refGenome.ref\_dict} .  
  
 mv ~{genomeReference} .  
 mv ~{genomeReferenceIndex} .  
  
 gatk --java-options "-Xms16g" Mutect2 \  
 -R ~{ref\_fasta\_local} \  
 -I ~{input\_bam} \  
 -O preliminary.vcf.gz \  
 --germline-resource ~{genomeReference\_local} \  
   
 gatk --java-options "-Xms16g" FilterMutectCalls \  
 -V preliminary.vcf.gz \  
 -O ~{base\_file\_name}.mutect2.vcf.gz \  
 -R ~{ref\_fasta\_local} \  
 --stats preliminary.vcf.gz.stats \  
   
>>>  
  
runtime {  
 docker: "broadinstitute/gatk:4.1.4.0"  
 memory: "24 GB"  
 cpu: 1  
 }  
  
output {  
 File output\_vcf = "${base\_file\_name}.mutect2.vcf.gz"  
 File output\_vcf\_index = "${base\_file\_name}.mutect2.vcf.gz.tbi"  
 }  
  
}  
  
  
  
  
# annotate with annovar  
task annovar {  
 input {  
 File input\_vcf  
 String ref\_name  
 File annovarTAR  
 String annovar\_protocols  
 String annovar\_operation  
}  
 String base\_vcf\_name = basename(input\_vcf, ".vcf.gz")  
   
 command <<<  
 set -eo pipefail  
   
 tar -xzvf ~{annovarTAR}  
   
 perl annovar/table\_annovar.pl ~{input\_vcf} annovar/humandb/ \  
 -buildver ~{ref\_name} \  
 -outfile ~{base\_vcf\_name} \  
 -remove \  
 -protocol ~{annovar\_protocols} \  
 -operation ~{annovar\_operation} \  
 -nastring . -vcfinput  
>>>  
 runtime {  
 docker : "perl:5.28.0"  
 cpu: 1  
 memory: "2GB"  
 }  
 output {  
 File output\_annotated\_vcf = "${base\_vcf\_name}.${ref\_name}\_multianno.vcf"  
 File output\_annotated\_table = "${base\_vcf\_name}.${ref\_name}\_multianno.txt"  
 }  
}

Loading…

# 6 Using Arrays For Parallelization and Other Use Cases

We have a workflow that runs on a single sample. What if we want to process multiple samples at once? Let’s look at the various ways we can run our workflow more efficiently, as well as processing many samples in parallel. This is where WDL really shines.

In this chapter, we’ll be going over:

* How to use scattered tasks to run a workflow on multiple samples at once
* How to use arrays effectively
* How to reference arrays in a task’s command section
* How arrays differ from Structs

## 6.1 The array type

Arrays are essentially lists of another [primitive type](https://en.wikipedia.org/wiki/Primitive_data_type). It is most common to see Array[File] in WDLs, but an array can contain integers, floats, strings, and the like. An array can only have one of a given primitive type. For example, an Array[String] could contain the strings “cat” and “dog” but not the integer 1965 (however, it could have “1965” as a string).

In chapter 5, we went over the struct data type and used it to handle a myriad of reference genome files. Arrays differ from structs in that arrays are numerically indexed, which means that a member of the array can be accessed by its position in the array. On the other hand, each variable within a struct has its own name, and you use that name to reference it rather than a numerical index.

In WDL, arrays are 0 indexed, so the “first” value in an array is referenced by [0]. As per the WDL spec, arrays retain their order and are [immutable](https://en.wikipedia.org/wiki/Immutable_object) – if you explicitly define an Array[String] with the members [“foo”, “bar”, “bizz”], you can be confident that “foo” will always be at index 0.

Array[String] foobarbizz = ["foo", "bar", "bizz"]  
String foo = foobarbizz[0] # will always be "foo"

Because arrays are immutable in WDL, if you wish to add values to an array, you will need to define a new array. You can combine an existing array and new values using flatten(), a WDL built-in function that will turned a nested array into a “flat” array, like so:

Array[String] foobarbizz = ["foo", "bar", "bizz"]  
String foo = foobarbizz[0] # will always be "foo"  
Array[Array[String]] foobarbizz\_but\_with\_bonus\_foo = [foobarbizz, foo, foo, foo] # [["foo", "bar", "bizz"], "foo", "foo", "foo"]  
Array[String] foobarbizzfoofoofoo = flatten(foobarbizz\_but\_with\_bonus\_foo) # ["foo", "bar", "bizz", "foo", "foo", "foo"]

## 6.2 Scattered tasks

Scattered tasks allow us to run a WDL task in parallel. This is especially useful on highly scalable backends such as HPCs or the cloud, as it allows us to potentially run hundreds or even thousands of instances of a task at the same time. The most common use case for this is processing many samples at the same time, but it can also be used for processing a single sample’s chromosomes in parallel, or similar situations where breaking up data into discrete “chunks” makes sense.

It should be noted that a scattered task does not work the same way as multithreading, nor does it correlate with the cpu WDL runtime attribute. Every instance of a scattered task takes place in a new Docker image, and is essentially “unaware” of all other instances of that scattered task, with one exception: If an instance of a scattered task errors out, a WDL executor may attempt to shut down other ongoing instances of that scattered task.

### 6.2.1 Troubleshooting

Scattered tasks are relatively simple in theory, but the way they interact with optional types can be unintuitive. As a general rule, you should avoid using optional types as the input of a scattered task whenever possible.

Generally speaking, a WDL executor will try to run as many instances of a scattered task as it thinks your backend’s hardware can handle at once. Sometimes the WDL executor will overestimate what the backend is capable of and run too many instances of a scattered task at once. This almost never happens on scalable cloud-based backends such as Terra, but isn’t uncommon when running scattered tasks on a local machine.

## 6.3 Making our workflow run on multiple samples at once using scattered tasks and arrays

When we originally wrote our workflow, we designed it to only run on a single sample at a time. However, we’ll likely want to run this workflow on multiple samples at the same time. For some workflows, this is a great way to directly compare samples to each other, but for our purposes we simply want to avoid running a workflow 100 times if we can instead run one workflow that handles 100 samples at once.

For starters, we’ll want to change our workflow-level sample variables from File to Array[File]. However, we don’t need to change any of the reference genome files, because every instance of our tasks will be taking in the same reference genome files. In other words, our struct is unchanged.

version 1.0  
  
struct referenceGenome {  
 File ref\_fasta  
 File ref\_fasta\_index  
 File ref\_dict  
 File ref\_amb  
 File ref\_ann  
 File ref\_bwt  
 File ref\_pac  
 File ref\_sa  
 String ref\_name  
}  
  
  
workflow minidata\_mutation\_calling\_chapter6 {  
 input {  
 Array[File] tumorSamples  
  
 referenceGenome refGenome  
   
 File dbSNP\_vcf  
 File dbSNP\_vcf\_index  
 File known\_indels\_sites\_VCFs  
 File known\_indels\_sites\_indices  
  
 }

Next, we will want to look at our chain of tasks. Each of these tasks are designed to take in a single sample. In theory, we could rewrite each task to iterate through an array of multiple samples. However, it’s much simpler to keep those tasks as single-sample tasks, and simply run them on one sample at a time. To do this, we encapsulate the task calls in the workflow document with scatter.

scatter (tumorFastq in tumorSamples) {  
 call BwaMem as tumorBwaMem {  
 input:  
 input\_fastq = tumorFastq,  
 refGenome = refGenome  
 }  
   
 call MarkDuplicates as tumorMarkDuplicates {  
 input:  
 input\_bam = tumorBwaMem.analysisReadySorted  
 }  
  
 call ApplyBaseRecalibrator as tumorApplyBaseRecalibrator{  
 input:  
 input\_bam = tumorMarkDuplicates.markDuplicates\_bam,  
 input\_bam\_index = tumorMarkDuplicates.markDuplicates\_bai,  
 dbSNP\_vcf = dbSNP\_vcf,  
 dbSNP\_vcf\_index = dbSNP\_vcf\_index,  
 known\_indels\_sites\_VCFs = known\_indels\_sites\_VCFs,  
 known\_indels\_sites\_indices = known\_indels\_sites\_indices,  
 refGenome = refGenome  
 }  
 }

A scatter is essentially the WDL version of a [for loop](https://en.wikipedia.org/wiki/For_loop). Every task within that loop will have access to a single File within the Array[File] that it is looping through. Within the scatter, downstream tasks can access outputs of upstream tasks like normal. So, the first tumor fastq file will go through BwaMem, then the resulting bam will go through MarkDuplicates, and the marked bam will undergo base recalibration. Since all three of these tasks are within the same scatter, each task only “sees” one sample at a time.

However, outside the scatter, every task is considered in the context of all samples, so every output of those scattered tasks becomes arrays. As a result, our workflow-level outputs are now Array[File] instead of just File.

output {  
 Array[File] tumoralignedBamSorted = tumorBwaMem.analysisReadySorted  
 Array[File] tumorMarkDuplicates\_bam = tumorMarkDuplicates.markDuplicates\_bam  
 Array[File] tumorMarkDuplicates\_bai = tumorMarkDuplicates.markDuplicates\_bai  
 Array[File] tumoranalysisReadyBam = tumorApplyBaseRecalibrator.recalibrated\_bam   
 Array[File] tumoranalysisReadyIndex = tumorApplyBaseRecalibrator.recalibrated\_bai  
 }

You can reference a full copy of this workflow at the end of this chapter.

## 6.4 Referencing an array in a task

In our example, each task only takes in one sample, so we are not directly inputting arrays into a file. However, it’s important to know how to input arrays in a task’s command section. If a task’s input variable is an array, we must include an array separator. In WDL 1.0, this is done using the sep= expression placeholder. Every value in the WDL Array[String] will be separated by whatever value is declared via sep. In this example, that is a simple space, as that is one way how to construct a bash variable.

task count\_words {  
 input {  
 Array[String] a\_big\_sentence  
 }  
 command <<<  
 ARRAY\_OF\_WORDS=(~{sep=" " a\_big\_sentence})  
 echo ${#ARRAY\_OF\_FILES[@]} >> length.txt  
 # Note how the bash array uses ${} syntax, which could quickly get  
 # confusing if we used that syntax for our WDL variables. This is  
 # why we recommend using tilde + {} for your WDL variables.  
 >>>  
}

It’s usually unnecessary to declare an Array[String], because a single String can have many words in it. That being said, an Array[String] can sometimes come in handy if it is made up of outputs from other tasks. We’ll talk more about chaining tasks together in upcoming chapters.

The WDL 1.1 spec added a new built-in function, sep(), which replaces the sep= expression placeholder for arrays. This same version of the spec also notes that the sep= expression placeholder [are deprecated and will be removed from future versions of WDL](https://github.com/openwdl/wdl/blob/main/versions/1.1/SPEC.md#-expression-placeholder-options). For the time being, we recommend sticking with sep= as it is compatible with both WDL 1.0 and WDL 1.1, even though it is technically deprecated in WDL 1.1.

If you’re not used to working in bash, the syntax for interacting with bash arrays can be unintuitive, but you don’t have to write a WDL’s command section only using bash. In fact, working in another language besides bash within a WDL can be a great way to write code quickly, or perform tasks that are more advanced than what a typical bash script can handle. Just be sure to set sep properly to ensure that your array is interpreted correctly. In this example, we place quotation marks before and after the variable to ensure that the first and last value of the list are given beginning and ending quotation marks respectively.

task count\_words\_python {  
 input {  
 Array[String] a\_big\_sentence  
 }  
 command <<<  
 python << CODE  
 sentence = [ "~{sep='", "' a\_big\_sentence}" ]  
 print(len(sentence))  
 CODE  
 >>>  
 runtime {  
 docker: "python:latest"  
 }  
}

## 6.5 The workflow so far

Let’s take another look at our workflow.

version 1.0  
  
## Workflow developed by Sitapriya Moorthi @ Fred Hutch LMD: 01/10/24 for use by DaSL @ Fred Hutch.  
## Workflow updated on: 02/28/24 by Ash O'Farrell (UCSC)  
  
struct referenceGenome {  
 File ref\_fasta  
 File ref\_fasta\_index  
 File ref\_dict  
 File ref\_amb  
 File ref\_ann  
 File ref\_bwt  
 File ref\_pac  
 File ref\_sa  
 String ref\_name  
}  
  
  
workflow minidata\_mutation\_calling\_chapter6 {  
 input {  
 Array[File] tumorSamples  
  
 referenceGenome refGenome  
   
 File dbSNP\_vcf  
 File dbSNP\_vcf\_index  
 File known\_indels\_sites\_VCFs  
 File known\_indels\_sites\_indices  
  
 }  
   
 # Scatter for tumor samples   
 scatter (tumorFastq in tumorSamples) {  
 call BwaMem as tumorBwaMem {  
 input:  
 input\_fastq = tumorFastq,  
 refGenome = refGenome  
 }  
   
 call MarkDuplicates as tumorMarkDuplicates {  
 input:  
 input\_bam = tumorBwaMem.analysisReadySorted  
 }  
  
 call ApplyBaseRecalibrator as tumorApplyBaseRecalibrator{  
 input:  
 input\_bam = tumorMarkDuplicates.markDuplicates\_bam,  
 input\_bam\_index = tumorMarkDuplicates.markDuplicates\_bai,  
 dbSNP\_vcf = dbSNP\_vcf,  
 dbSNP\_vcf\_index = dbSNP\_vcf\_index,  
 known\_indels\_sites\_VCFs = known\_indels\_sites\_VCFs,  
 known\_indels\_sites\_indices = known\_indels\_sites\_indices,  
 refGenome = refGenome  
 }  
 }  
  
 output {  
 Array[File] tumoralignedBamSorted = tumorBwaMem.analysisReadySorted  
 Array[File] tumorMarkDuplicates\_bam = tumorMarkDuplicates.markDuplicates\_bam  
 Array[File] tumorMarkDuplicates\_bai = tumorMarkDuplicates.markDuplicates\_bai  
 Array[File] tumoranalysisReadyBam = tumorApplyBaseRecalibrator.recalibrated\_bam   
 Array[File] tumoranalysisReadyIndex = tumorApplyBaseRecalibrator.recalibrated\_bai  
 }  
}  
# TASK DEFINITIONS  
  
# Align fastq file to the reference genome  
task BwaMem {  
 input {  
 File input\_fastq  
 referenceGenome refGenome  
 Int threads = 16  
 }  
   
 String base\_file\_name = basename(input\_fastq, ".fastq")  
 String ref\_fasta\_local = basename(refGenome.ref\_fasta)  
  
 String read\_group\_id = "ID:" + base\_file\_name  
 String sample\_name = "SM:" + base\_file\_name  
 String platform = "illumina"  
 String platform\_info = "PL:" + platform # Create the platform information  
  
  
 command <<<  
 set -eo pipefail  
  
 mv ~{refGenome.ref\_fasta} .  
 mv ~{refGenome.ref\_fasta\_index} .  
 mv ~{refGenome.ref\_dict} .  
 mv ~{refGenome.ref\_amb} .  
 mv ~{refGenome.ref\_ann} .  
 mv ~{refGenome.ref\_bwt} .  
 mv ~{refGenome.ref\_pac} .  
 mv ~{refGenome.ref\_sa} .  
  
 bwa mem \  
 -p -v 3 -t ~{threads} -M -R '@RG\t~{read\_group\_id}\t~{sample\_name}\t~{platform\_info}' \  
 ~{ref\_fasta\_local} ~{input\_fastq} > ~{base\_file\_name}.sam   
 samtools view -1bS -@ 15 -o ~{base\_file\_name}.aligned.bam ~{base\_file\_name}.sam  
 samtools sort -@ 15 -o ~{base\_file\_name}.sorted\_query\_aligned.bam ~{base\_file\_name}.aligned.bam  
 >>>  
  
 output {  
 File analysisReadySorted = "~{base\_file\_name}.sorted\_query\_aligned.bam"  
 }  
   
 runtime {  
 memory: "48 GB"  
 cpu: 16  
 docker: "ghcr.io/getwilds/bwa:0.7.17"  
 }  
}  
  
# Mark duplicates  
task MarkDuplicates {  
 input {  
 File input\_bam  
 }  
  
 String base\_file\_name = basename(input\_bam, ".sorted\_query\_aligned.bam")  
 String output\_bam = "~{base\_file\_name}.duplicates\_marked.bam"  
 String output\_bai = "~{base\_file\_name}.duplicates\_marked.bai"  
 String metrics\_file = "~{base\_file\_name}.duplicate\_metrics"  
  
 command <<<  
 gatk MarkDuplicates \  
 --INPUT ~{input\_bam} \  
 --OUTPUT ~{output\_bam} \  
 --METRICS\_FILE ~{metrics\_file} \  
 --CREATE\_INDEX true \  
 --OPTICAL\_DUPLICATE\_PIXEL\_DISTANCE 100 \  
 --VALIDATION\_STRINGENCY SILENT  
 >>>  
  
 runtime {  
 docker: "ghcr.io/getwilds/gatk:4.3.0.0"  
 memory: "48 GB"  
 cpu: 4  
 }  
  
 output {  
 File markDuplicates\_bam = "~{output\_bam}"  
 File markDuplicates\_bai = "~{output\_bai}"  
 File duplicate\_metrics = "~{metrics\_file}"  
 }  
}  
  
# Base quality recalibration  
task ApplyBaseRecalibrator {  
 input {  
 File input\_bam  
 File input\_bam\_index  
 File dbSNP\_vcf  
 File dbSNP\_vcf\_index  
 File known\_indels\_sites\_VCFs  
 File known\_indels\_sites\_indices  
 referenceGenome refGenome  
 }  
   
 String base\_file\_name = basename(input\_bam, ".duplicates\_marked.bam")  
   
 String ref\_fasta\_local = basename(refGenome.ref\_fasta)  
 String dbSNP\_vcf\_local = basename(dbSNP\_vcf)  
 String known\_indels\_sites\_VCFs\_local = basename(known\_indels\_sites\_VCFs)  
  
  
 command <<<  
 set -eo pipefail  
  
 mv ~{refGenome.ref\_fasta} .  
 mv ~{refGenome.ref\_fasta\_index} .  
 mv ~{refGenome.ref\_dict} .  
  
 mv ~{dbSNP\_vcf} .  
 mv ~{dbSNP\_vcf\_index} .  
  
 mv ~{known\_indels\_sites\_VCFs} .  
 mv ~{known\_indels\_sites\_indices} .  
  
 samtools index ~{input\_bam} #redundant? markduplicates already does this?  
  
 gatk --java-options "-Xms8g" \  
 BaseRecalibrator \  
 -R ~{ref\_fasta\_local} \  
 -I ~{input\_bam} \  
 -O ~{base\_file\_name}.recal\_data.csv \  
 --known-sites ~{dbSNP\_vcf\_local} \  
 --known-sites ~{known\_indels\_sites\_VCFs\_local} \  
   
  
 gatk --java-options "-Xms8g" \  
 ApplyBQSR \  
 -bqsr ~{base\_file\_name}.recal\_data.csv \  
 -I ~{input\_bam} \  
 -O ~{base\_file\_name}.recal.bam \  
 -R ~{ref\_fasta\_local} \  
   
  
 #finds the current sort order of this bam file  
 samtools view -H ~{base\_file\_name}.recal.bam | grep @SQ | sed 's/@SQ\tSN:\|LN://g' > ~{base\_file\_name}.sortOrder.txt  
>>>  
  
 output {  
 File recalibrated\_bam = "~{base\_file\_name}.recal.bam"  
 File recalibrated\_bai = "~{base\_file\_name}.recal.bai"  
 File sortOrder = "~{base\_file\_name}.sortOrder.txt"  
 }  
 runtime {  
 memory: "36 GB"  
 cpu: 2  
 docker: "ghcr.io/getwilds/gatk:4.3.0.0"  
 }  
}

Loading…

# 7 Task Aliasing

We’ve already gone over running a task multiple times in the context of scattered tasks. However, you may also want a task to run more than one time if that task is to run on multiple sets of inputs. In our case, we want to run a similar analysis on tumor samples and samples taken from normal tissue.

WDL has a sophisticated feature that allows one to reuse the same task repeatedly through your workflow: **task aliasing** Simply put **task aliasing** allows for the re-use of task definitions within the same workflow under different names, or “aliases”.

## 7.1 Advantages of aliasing

The major advantages of using task aliasing are:

**1. Reduces Redundancy**: You don’t need to copy and paste the same task definition multiple times and your workflows will be more concise and organized.

**2. Simplifies Maintenance** : If you decide to change/update/fix a task, using task aliasing will make life easy as you need to update only once in your workflow.

**3. Enhances Readability and Clarity**: A shorter workflow is easier to read but task aliasing also helps to contextualize the workflow ( for example are you doing this task for Sample set A or Sample set B)

**4. Facilitates Modular Workflow Design**: Task aliasing help to make your workflow modular. This is easier to adopt by

**5. Improves Workflow Scalability**: Using task aliasing it is much easier to scale the workflow across different inputs. For example you want to run a task on different sample groups (Sample set A and B) will allow the same task to be run parallely and if you choose with different modifications.

**6. Ensures Consistency**: Task aliasing assures that there is consistency in replicated tasks and helps the reader easily identify where changes are expected in a task.

## 7.2 Start to add a task alias

You can only alias a task that is already defined, so we will start with the BwaMem task rather than writing a new one.

Note: In the real world, typically two samples would be processed from a patient: One tumor and one normal. However, we are writing a workflow that only takes in one normal sample and multiple tumor samples. This implies that we have taken multiple tumor samples from the same patient, and we’re comparing all of them against a single normal sample.

Here we are creating an alias for the task BwaMem. We want to do this so it can run this task on the “normal” samples and store them separately.

First, make sure that in your workflow input, you reference to the normal samples as input.

workflow mutation\_calling {  
 input {  
 ...  
 File normalSamples  
...  
 }

Next all that you need to do is call the task you want to alias and use as to the alias\_of\_your\_choice.

But don’t forget to make sure that all the inputs reflect actually different things we want to run this task on.

In this case we will be using a different sample and therefore the input\_fastq is directed to the appropriate file source.

## 7.3 Add the task alias

call BwaMem as normalBwaMem {  
 input:  
 input\_fastq = normalSamples,  
 refGenome = refGenome  
 }

## 7.4 Modify your output

And finally you will also want to make sure that in your outputs section you are saving the appropriate outputs to reflect the task alias.

output {  
File normalalignedBamSorted = normalBwaMem.analysisReadySorted  
}

## 7.5 Alias for other tasks

We can do this for the other two tasks in our workflow as well

call MarkDuplicates as normalMarkDuplicates {  
 input:  
 input\_bam = normalBwaMem.analysisReadySorted  
 }  
  
 call ApplyBaseRecalibrator as normalApplyBaseRecalibrator {  
 input:  
 input\_bam = normalMarkDuplicates.markDuplicates\_bam,  
 input\_bam\_index = normalMarkDuplicates.markDuplicates\_bai,  
 dbSNP\_vcf = dbSNP\_vcf,  
 dbSNP\_vcf\_index = dbSNP\_vcf\_index,  
 known\_indels\_sites\_VCFs = known\_indels\_sites\_VCFs,  
 known\_indels\_sites\_indices = known\_indels\_sites\_indices,  
 refGenome = refGenome  
 }

Now adding these steps to the workflow we will have our tumor and normal sample aligned and recalibrated and suitable for ingestion into the mutation calling step for a paired mutation calling using MuTect2.

# The full workflow with task alias  
  
version 1.0  
## WDL 101 example workflow  
##   
## This WDL workflow is intended to be used along with the WDL 101 docs.   
## This workflow should be used for inspiration purposes only.   
##  
## We use three samples   
## Samples:  
## MOLM13: Normal sample  
## CALU1: KRAS G12C mutant  
## HCC4006: EGFR Ex19 deletion mutant   
##  
## Input requirements:  
## - combined fastq files for chromosome 12 and 7 +/- 200bp around the sites of mutation only  
##  
## Output Files:  
## - An aligned bam for all 3 samples (with duplicates marked and base quality recalibrated)  
##   
## Workflow developed by Sitapriya Moorthi, Chris Lo and Taylor Firman @ Fred Hutch and Ash (Aisling) O'Farrell @ UCSC LMD: 02/28/24 for use @ Fred Hutch.  
  
struct referenceGenome {  
 File ref\_fasta  
 File ref\_fasta\_index  
 File ref\_dict  
 File ref\_amb  
 File ref\_ann  
 File ref\_bwt  
 File ref\_pac  
 File ref\_sa  
 String ref\_name  
}  
  
  
workflow mutation\_calling {  
 input {  
 Array[File] tumorSamples  
 File normalSamples  
  
 referenceGenome refGenome  
   
 File dbSNP\_vcf  
 File dbSNP\_vcf\_index  
 File known\_indels\_sites\_VCFs  
 File known\_indels\_sites\_indices  
   
 File af\_only\_gnomad  
 File af\_only\_gnomad\_index  
   
 String annovar\_protocols  
 String annovar\_operation  
 }  
   
 # Scatter for "tumor" samples   
 scatter (tumorFastq in tumorSamples) {  
 call BwaMem as tumorBwaMem {  
 input:  
 input\_fastq = tumorFastq,  
 refGenome = refGenome ##pass in our struct  
 }  
   
 call MarkDuplicates as tumorMarkDuplicates {  
 input:  
 input\_bam = tumorBwaMem.analysisReadySorted  
 }  
  
 call ApplyBaseRecalibrator as tumorApplyBaseRecalibrator{  
 input:  
 input\_bam = tumorMarkDuplicates.markDuplicates\_bam,  
 input\_bam\_index = tumorMarkDuplicates.markDuplicates\_bai,  
 dbSNP\_vcf = dbSNP\_vcf,  
 dbSNP\_vcf\_index = dbSNP\_vcf\_index,  
 known\_indels\_sites\_VCFs = known\_indels\_sites\_VCFs,  
 known\_indels\_sites\_indices = known\_indels\_sites\_indices,  
 refGenome = refGenome  
 }  
  
 call Mutect2Paired {  
 input:  
 tumor\_bam = tumorApplyBaseRecalibrator.recalibrated\_bam,  
 tumor\_bam\_index = tumorApplyBaseRecalibrator.recalibrated\_bai,  
 normal\_bam = normalApplyBaseRecalibrator.recalibrated\_bam,  
 normal\_bam\_index = normalApplyBaseRecalibrator.recalibrated\_bai,  
 refGenome = refGenome,  
 genomeReference = af\_only\_gnomad,  
 genomeReferenceIndex = af\_only\_gnomad\_index  
 }  
  
 call annovar {  
 input:  
 input\_vcf = Mutect2Paired.output\_vcf,  
 ref\_name = refGenome.ref\_name,  
 annovar\_operation = annovar\_operation,  
 annovar\_protocols = annovar\_protocols  
 }  
}  
   
 # Do for normal sample  
 call BwaMem as normalBwaMem {  
 input:  
 input\_fastq = normalSamples,  
 refGenome = refGenome  
 }  
   
 call MarkDuplicates as normalMarkDuplicates {  
 input:  
 input\_bam = normalBwaMem.analysisReadySorted  
 }  
  
 call ApplyBaseRecalibrator as normalApplyBaseRecalibrator {  
 input:  
 input\_bam = normalMarkDuplicates.markDuplicates\_bam,  
 input\_bam\_index = normalMarkDuplicates.markDuplicates\_bai,  
 dbSNP\_vcf = dbSNP\_vcf,  
 dbSNP\_vcf\_index = dbSNP\_vcf\_index,  
 known\_indels\_sites\_VCFs = known\_indels\_sites\_VCFs,  
 known\_indels\_sites\_indices = known\_indels\_sites\_indices,  
 refGenome = refGenome  
 }  
  
  
 output {  
 Array[File] tumoralignedBamSorted = tumorBwaMem.analysisReadySorted  
 Array[File] tumorMarkDuplicates\_bam = tumorMarkDuplicates.markDuplicates\_bam  
 Array[File] tumorMarkDuplicates\_bai = tumorMarkDuplicates.markDuplicates\_bai  
 Array[File] tumoranalysisReadyBam = tumorApplyBaseRecalibrator.recalibrated\_bam   
 Array[File] tumoranalysisReadyIndex = tumorApplyBaseRecalibrator.recalibrated\_bai  
 File normalalignedBamSorted = normalBwaMem.analysisReadySorted  
 File normalmarkDuplicates\_bam = normalMarkDuplicates.markDuplicates\_bam  
 File normalmarkDuplicates\_bai = normalMarkDuplicates.markDuplicates\_bai  
 File normalanalysisReadyBam = normalApplyBaseRecalibrator.recalibrated\_bam   
 File normalanalysisReadyIndex = normalApplyBaseRecalibrator.recalibrated\_bai  
 Array[File] Mutect2Paired\_Vcf = Mutect2Paired.output\_vcf  
 Array[File] Mutect2Paired\_VcfIndex = Mutect2Paired.output\_vcf\_index  
 Array[File] Mutect2Paired\_AnnotatedVcf = annovar.output\_annotated\_vcf  
 Array[File] Mutect2Paired\_AnnotatedTable = annovar.output\_annotated\_table  
 }  
}  
# TASK DEFINITIONS  
  
# Align fastq file to the reference genome  
task BwaMem {  
 input {  
 File input\_fastq  
 referenceGenome refGenome ## Our struct as input  
 Int threads = 16  
 }  
   
 String base\_file\_name = basename(input\_fastq, ".fastq")  
 String ref\_fasta\_local = basename(refGenome.ref\_fasta) ##refer to ref\_fasta here in struct  
  
 String read\_group\_id = "ID:" + base\_file\_name  
 String sample\_name = "SM:" + base\_file\_name  
 String platform = "illumina"  
 String platform\_info = "PL:" + platform # Create the platform information  
  
  
 command <<<  
 set -eo pipefail  
  
 #can we iterate through a struct??  
 mv ~{refGenome.ref\_fasta} .  
 mv ~{refGenome.ref\_fasta\_index} .  
 mv ~{refGenome.ref\_dict} .  
 mv ~{refGenome.ref\_amb} .  
 mv ~{refGenome.ref\_ann} .  
 mv ~{refGenome.ref\_bwt} .  
 mv ~{refGenome.ref\_pac} .  
 mv ~{refGenome.ref\_sa} .  
  
 bwa mem \  
 -p -v 3 -t ~{threads} -M -R '@RG\t~{read\_group\_id}\t~{sample\_name}\t~{platform\_info}' \  
 ~{ref\_fasta\_local} ~{input\_fastq} > ~{base\_file\_name}.sam   
 samtools view -1bS -@ 15 -o ~{base\_file\_name}.aligned.bam ~{base\_file\_name}.sam  
 samtools sort -@ 15 -o ~{base\_file\_name}.sorted\_query\_aligned.bam ~{base\_file\_name}.aligned.bam  
 >>>  
  
 output {  
 File analysisReadySorted = "~{base\_file\_name}.sorted\_query\_aligned.bam"  
 }  
   
 runtime {  
 memory: "48 GB"  
 cpu: 16  
 docker: "ghcr.io/getwilds/bwa:0.7.17"  
 }  
}  
  
# Mark duplicates (not SPARK, for some reason that does something weird)  
task MarkDuplicates {  
 input {  
 File input\_bam  
 }  
  
 String base\_file\_name = basename(input\_bam, ".sorted\_query\_aligned.bam")  
 String output\_bam = "~{base\_file\_name}.duplicates\_marked.bam"  
 String output\_bai = "~{base\_file\_name}.duplicates\_marked.bai"  
 String metrics\_file = "~{base\_file\_name}.duplicate\_metrics"  
  
 command <<<  
 gatk MarkDuplicates \  
 --INPUT ~{input\_bam} \  
 --OUTPUT ~{output\_bam} \  
 --METRICS\_FILE ~{metrics\_file} \  
 --CREATE\_INDEX true \  
 --OPTICAL\_DUPLICATE\_PIXEL\_DISTANCE 100 \  
 --VALIDATION\_STRINGENCY SILENT  
 >>>  
  
 runtime {  
 docker: "ghcr.io/getwilds/gatk:4.3.0.0"  
 memory: "48 GB"  
 cpu: 4  
 }  
  
 output {  
 File markDuplicates\_bam = "~{output\_bam}"  
 File markDuplicates\_bai = "~{output\_bai}"  
 File duplicate\_metrics = "~{metrics\_file}"  
 }  
}  
  
# Base quality recalibration  
task ApplyBaseRecalibrator {  
 input {  
 File input\_bam  
 File input\_bam\_index  
 File dbSNP\_vcf  
 File dbSNP\_vcf\_index  
 File known\_indels\_sites\_VCFs  
 File known\_indels\_sites\_indices  
 referenceGenome refGenome ## Use struct as input for task  
 }  
   
 String base\_file\_name = basename(input\_bam, ".duplicates\_marked.bam")  
   
 String ref\_fasta\_local = basename(refGenome.ref\_fasta)  
 String dbSNP\_vcf\_local = basename(dbSNP\_vcf)  
 String known\_indels\_sites\_VCFs\_local = basename(known\_indels\_sites\_VCFs)  
  
  
 command <<<  
 set -eo pipefail  
  
 mv ~{refGenome.ref\_fasta} .  
 mv ~{refGenome.ref\_fasta\_index} .  
 mv ~{refGenome.ref\_dict} .  
  
 mv ~{dbSNP\_vcf} .  
 mv ~{dbSNP\_vcf\_index} .  
  
 mv ~{known\_indels\_sites\_VCFs} .  
 mv ~{known\_indels\_sites\_indices} .  
  
 samtools index ~{input\_bam} #redundant? markduplicates already does this?  
  
 gatk --java-options "-Xms8g" \  
 BaseRecalibrator \  
 -R ~{ref\_fasta\_local} \  
 -I ~{input\_bam} \  
 -O ~{base\_file\_name}.recal\_data.csv \  
 --known-sites ~{dbSNP\_vcf\_local} \  
 --known-sites ~{known\_indels\_sites\_VCFs\_local} \  
   
  
 gatk --java-options "-Xms8g" \  
 ApplyBQSR \  
 -bqsr ~{base\_file\_name}.recal\_data.csv \  
 -I ~{input\_bam} \  
 -O ~{base\_file\_name}.recal.bam \  
 -R ~{ref\_fasta\_local} \  
   
  
 #finds the current sort order of this bam file  
 samtools view -H ~{base\_file\_name}.recal.bam | grep @SQ | sed 's/@SQ\tSN:\|LN://g' > ~{base\_file\_name}.sortOrder.txt  
>>>  
  
 output {  
 File recalibrated\_bam = "~{base\_file\_name}.recal.bam"  
 File recalibrated\_bai = "~{base\_file\_name}.recal.bai"  
 File sortOrder = "~{base\_file\_name}.sortOrder.txt"  
 }  
 runtime {  
 memory: "36 GB"  
 cpu: 2  
 docker: "ghcr.io/getwilds/gatk:4.3.0.0"  
 }  
}  
  
# Mutect 2 calling tumor-normal  
  
task Mutect2Paired {  
 input {  
 File tumor\_bam  
 File tumor\_bam\_index  
 File normal\_bam  
 File normal\_bam\_index  
 referenceGenome refGenome # our struct as input  
 File genomeReference  
 File genomeReferenceIndex  
 }  
  
 String base\_file\_name\_tumor = basename(tumor\_bam, ".recal.bam")  
 String base\_file\_name\_normal = basename(normal\_bam, ".recal.bam")  
 String ref\_fasta\_local = basename(refGenome.ref\_fasta)  
 String genomeReference\_local = basename(genomeReference)  
  
 command <<<  
 set -eo pipefail  
  
 mv ~{refGenome.ref\_fasta} .  
 mv ~{refGenome.ref\_fasta\_index} .  
 mv ~{refGenome.ref\_dict} .  
  
 mv ~{genomeReference} .  
 mv ~{genomeReferenceIndex} .  
  
 gatk --java-options "-Xms16g" Mutect2 \  
 -R ~{ref\_fasta\_local} \  
 -I ~{tumor\_bam} \  
 -I ~{normal\_bam} \  
 -O preliminary.vcf.gz \  
 --germline-resource ~{genomeReference\_local} \  
  
 gatk --java-options "-Xms16g" FilterMutectCalls \  
 -V preliminary.vcf.gz \  
 -O ~{base\_file\_name\_tumor}.mutect2.vcf.gz \  
 -R ~{ref\_fasta\_local} \  
 --stats preliminary.vcf.gz.stats \  
  
>>>  
  
 runtime {  
 docker: "ghcr.io/getwilds/gatk:4.3.0.0"  
 memory: "24 GB"  
 cpu: 1  
 }  
  
 output {  
 File output\_vcf = "${base\_file\_name\_tumor}.mutect2.vcf.gz"  
 File output\_vcf\_index = "${base\_file\_name\_tumor}.mutect2.vcf.gz.tbi"  
 }  
}  
  
# annotate with annovar mutation calling outputs  
task annovar {  
 input {  
 File input\_vcf  
 String ref\_name  
 String annovar\_protocols  
 String annovar\_operation  
 }  
 String base\_vcf\_name = basename(input\_vcf, ".vcf.gz")  
   
 command <<<  
 set -eo pipefail  
   
 perl /annovar/table\_annovar.pl ~{input\_vcf} /annovar/humandb/ \  
 -buildver ~{ref\_name} \  
 -outfile ~{base\_vcf\_name} \  
 -remove \  
 -protocol ~{annovar\_protocols} \  
 -operation ~{annovar\_operation} \  
 -nastring . -vcfinput  
>>>  
 runtime {  
 docker : "ghcr.io/getwilds/annovar:${ref\_name}"  
 cpu: 1  
 memory: "2GB"  
 }  
 output {  
 File output\_annotated\_vcf = "${base\_vcf\_name}.${ref\_name}\_multianno.vcf"  
 File output\_annotated\_table = "${base\_vcf\_name}.${ref\_name}\_multianno.txt"  
 }  
}

Loading…

# 8 Optional types

WDL supports defining optional variables, which are denoted with a question mark next to the type declaration. These variables may or may not defined. Optional types are powerful, but they can quickly cause problems in complicated workflows. This is especially the case when working with scattered tasks. In this section, we’ll go over how optional variables can be used, and where they can cause problems.

## 8.1 Optional inputs

The most common use case for optional variables are optional inputs for the user to provide some sort of file, for example, a reference genome or a metadata file. Sometimes, you will want optional inputs to fall back on a known file or value.

A good place to use optional types in our workflow would be in the bwa mem task. bwa mem on default settings may attempt to use too many threads, which could cause this task to fail if it ran on weaker hardware such as a laptop. In order to allow the user to adjust how many threads bwa mem uses, and by extension make our WDL run on a wider variety of machines, we can edit the task to add a new variable. This new variable will replace -t 16 in our call to bwa mem.

task BwaMem {  
 input {  
 File input\_fastq  
 referenceGenome refGenome  
  
 # Number of threads to use - must be defined  
 Int threads  
 }  
 command <<<  
 set -eo pipefail  
  
 mv "~{refGenome.ref\_fasta}" .  
 mv "~{refGenome.ref\_fasta\_index}" .  
 mv "~{refGenome.ref\_dict}" .  
 mv "~{refGenome.ref\_amb}" .  
 mv "~{refGenome.ref\_ann}" .  
 mv "~{refGenome.ref\_bwt}" .  
 mv "~{refGenome.ref\_pac}" .  
 mv "~{refGenome.ref\_sa}" .  
  
 bwa mem \  
 -p -v 3 -t ~{threads} -M -R '@RG\t~{read\_group\_id}\t~{sample\_name}\t~{platform\_info}' \  
 "~{ref\_fasta\_local}" "~{input\_fastq}" > "~{base\_file\_name}.sam"   
 samtools view -1bS -@ 15 -o "~{base\_file\_name}.aligned.bam" "~{base\_file\_name}.sam"  
 samtools sort -@ 15 -o "~{base\_file\_name}.sorted\_query\_aligned.bam" "~{base\_file\_name}.aligned.bam"  
[...]  
}

Because ~{threads} is an integer variable, it cannot have a space in it, so we don’t need to surround ~{threads} with quotation marks like we should String or File variables.

Now we can set Int? bwa\_mem\_threads as a workflow-level optional input. Making it optional means that users who do not want to think about threads – perhaps they’re using an HPC or other powerful backend – do not have to worry about filling in that value. In the workflow body, when we call bwa mem, the value of bwa\_mem\_threads is passed to the BwaMem task.

workflow mutation\_calling {  
 input {  
 Array[File] tumorSamples  
 File normalFastq  
  
 referenceGenome refGenome  
  
 # Optional variable for bwa mem  
 Int? bwa\_mem\_threads  
   
 # Files for specific tools  
 File dbSNP\_vcf  
 File dbSNP\_vcf\_index  
 File known\_indels\_sites\_VCFs  
 File known\_indels\_sites\_indices  
 File af\_only\_gnomad  
 File af\_only\_gnomad\_index  
  
 # Annovar options  
 String annovar\_protocols  
 String annovar\_operation  
 }  
 call BwaMem as normalBwaMem {  
 input:  
 input\_fastq = normalFastq,  
 refGenome = refGenome,  
 threads = bwa\_mem\_threads  
 }  
[...]  
}

But what happens if the workflow-level variable bwa\_mem\_threads isn’t defined? The task BwaMem will then get no value for the task-level variable threads. This will cause an error at runtime. We can’t solve this merely by making the task level variable optional too – otherwise, if threads isn’t defined, our bwa mem call will provide -t without a number after it, which is invalid.

One way to address this is with the WDL built-in function select\_first(), which takes in an array of values. In the workflow body, we can use this plus a fallback value (or another variable) to ensure that the BwaMem task always gets a valid integer for the threads argument.

call BwaMem as normalBwaMem {  
 input:  
 input\_fastq = normalFastq,  
 refGenome = refGenome,  
 threads = select\_first([bwa\_mem\_threads, 16])  
 }

This is a perfectly valid way of doing things, but the task itself still relies on that variable being defined. In the context of our workflow, that doesn’t matter. However, keep in mind it is a common practice to reuse code for multiple scripts – whether that is directly importing other WDL tasks using WDL’s importing feature, or simply copy-pasting boilerplate code. With that in mind, it’s a good idea to make tasks as “stand-alone” as possible, and not reliant on the workflow calling them to use select\_first().

As such, it’s more common to make the task itself handle this by providing a fallback value, like so:

task BwaMem {  
 input {  
 File input\_fastq  
 referenceGenome refGenome  
 Int threads = 16 # if a workflow passes an optional variable with no value, fall back to 16  
 }  
 [...]  
}

Here’s another way of providing a fallback value for optional inputs within a task.

In the following task, the phylogenetic tree program UShER expects a reference genome, an input phylogenetic tree, samples in the form of diff files, and an output file name. However, the Docker image we’re using (ashedpotatoes/usher-plus:0.0.2) already contains the H37Rv reference genome, which is the standard reference genome for *Mycobacterium tuberculosis*. If we are working with tuberuclosis samples, there is no reason to provide a reference genome – we might as well use the one that’s already in the Docker image.

task usher\_sampled\_diff {  
 input {  
 File diff  
 File input\_tree # in MAT format, extension should be .pb  
 String output\_file\_name  
 File? ref\_genome  
 }  
  
 command <<<  
 if [[ "~{ref\_genome}" = "" ]]  
 then  
 # if not defined, fall back to H37Rv in the Docker image  
 ref="/HOME/usher/ref/Ref.H37Rv/ref.fa"  
 else  
 ref="~{ref\_genome}"  
 fi  
  
 usher-sampled --diff "~{diff}" \  
 -i "${input\_tree}" \  
 --ref "$ref" \  
 -o "~{output\_file\_name}"  
 >>>  
  
 runtime {  
 docker: "ashedpotatoes/usher-plus:0.0.2"  
 }  
  
 output {  
 File usher\_tree = output\_file\_name  
 }  
}

## 8.2 Optional outputs

Optional outputs are usually created by explicitly declaring a task or workflow’s output variable to be optional. They can also be created by enclosing a task within an if-block, which will cause all outputs of that task to be considered optional.

### 8.2.1 Declaring a task’s output to be optional

Most backends will save the task-level outputs of a task, even if those outputs are not workflow-level outputs. This can be very useful if you want to be able to check intermediate files, or perhaps log files for certain bioinformatic tools. However, if you’re not actively debugging, those files may take up a lot of space on your backend if you’re running on many samples over time.

You could change the workflow every time you wish to keep those intermediate inputs, but it would be easier to make the output optional.

task usher\_sampled\_diff {  
 input {  
 File diff  
 File input\_tree # in MAT format, extension should be .pb  
 String output\_file\_name  
 File? ref\_genome  
 Boolean detailed\_clades  
 }  
 # UShER will output clade information if you pass the -D flag to it, but  
 # we don't want users to have to type in flags as a String variable. Instead,  
 # we just make a Boolean variable called detailed\_clades, and outside the inputs  
 # section, we write the string "-D" if detailed\_clades is true, or an empty string  
 # if detailed\_clades is false.  
 String detailed\_clades\_flag = if !(detailed\_clades) then "" else "-D "  
  
 command <<<  
 if [[ "~{ref\_genome}" = "" ]]  
 then  
 ref="/HOME/usher/ref/Ref.H37Rv/ref.fa"  
 else  
 ref="~{ref\_genome}"  
 fi  
  
 usher-sampled ~{detailed\_clades\_flag} \   
 --diff "~{diff}" \  
 -i "${input\_tree}" \  
 --ref "$ref" \  
 -o "~{output\_file\_name}"  
 >>>  
  
 runtime {  
 docker: "ashedpotatoes/usher-plus:0.0.2"  
 }  
  
 output {  
 File usher\_tree = output\_file\_name  
 File? clades = "clades.txt" # only if detailed\_clades = true  
 }  
}

If we want, we can make this task-level output a workflow-level output – perhaps we use a backend that does not save task-level outputs, or it is simply easier to access workflow-level outputs on this particular backend. Provided that the task is not scattered, this is very easy to do. (We’ll talk about scattered tasks later, as they complicate matters.) In the workflow output sections, we simply define the output as optional like we did in the task itself.

### 8.2.2 Making an entire task optional

Let’s say we want to make an entire task optional. Perhaps it provides additional QC information, or isn’t relevent to certain data types.

Although WDL has a concept of if, it does not have any concept of else, so to make mutually exclusive tasks, you essentially need use two mutually exclusive if-statements. In the example below, we use two mutually exclusive if-statements to decide whether to run task\_x or task\_y. This is a valid way of doing things, and will work as expected:

workflow do\_x\_or\_y {  
 input {  
 Boolean do\_x = true # if true do task\_x, if false do task\_y  
 File some\_input  
 }  
 if (do\_x = true) {  
 call task\_x {  
 input:  
 some\_input = some\_input  
 }  
 }  
 if (do\_x = false) {  
 call task\_y {  
 input:  
 some\_input = some\_input  
 }  
 }  
}

However, we need to keep in mind that WDL is not “aware” that these two tasks are mutually exclusive. You and I both know that if task\_x has run, then task\_y must not have run, but your WDL executor does not know this. So, as a consequence, you cannot use mutually exclusive if-blocks to set a variable to a particular value.

# this workflow will fail miniwdl check or womtool  
workflow do\_x\_or\_y {  
 input {  
 Boolean do\_x = true # if true do task\_x, if false do task\_y  
 File some\_input  
 }  
 if (do\_x = true) {  
 Int some\_variable = 10 # this is problematic, even though only one of these if blocks will execute!  
 call task\_x {  
 input:  
 some\_input = some\_input  
 }  
 }  
 if (do\_x = false) {  
 Int some\_variable = 5 # this is problematic, even though only one of these if blocks will execute!  
 call task\_y {  
 input:  
 some\_input = some\_input  
 }  
 }  
}

Another consequence is that both of your mutually exclusive tasks’ outputs will be considered optional types, even though you can be certain that set of outputs absolutely do exist and one set of outputs absolutely do not exist.

workflow do\_x\_or\_y {  
 input {  
 Boolean do\_x = true # if true do task\_x, if false do task\_y  
 File some\_input  
 }  
 if (do\_x = true) {  
 call task\_x {  
 input:  
 some\_input = some\_input  
 }  
 }  
 if (do\_x = false) {  
 call task\_y {  
 input:  
 some\_input = some\_input  
 }  
 }  
  
 outputs {  
 # these both MUST be optional  
 File? task\_x\_output = task\_x.something  
 File? task\_y\_output = task\_y.something  
 }  
}

Checking if a variable is defined

You can check if a variable is defined at runtime using the WDL built-in defined(), which returns a Boolean value. However, defined() can give unexpected output, as we will go over later. For the time being, let’s use a simple example where we set a Boolean variable via defined(). This will work as expected – if task\_x ran and created the output task\_x.something, then did\_x\_run will be true, and so on.

workflow do\_x\_or\_y {  
 input {  
 Boolean do\_x = true # if true do task\_x, if false do task\_y  
 File some\_input  
 }  
 if (do\_x = true) {  
 call task\_x {  
 input:  
 some\_input = some\_input  
 }  
 }  
 if (do\_x = false) {  
 call task\_y {  
 input:  
 some\_input = some\_input  
 }  
 }  
  
 # these work as you would expect  
 Boolean did\_x\_run = defined(task\_x.something)  
 Boolean did\_y\_run = defined(task\_y.something)  
  
 outputs {  
 File? task\_x\_output = task\_x.something  
 File? task\_y\_output = task\_y.something  
 Boolean did\_x\_run = did\_x\_run  
 Boolean did\_y\_run = did\_y\_run  
 }  
}

Note that although you could decide whether or not to execute a task by wrapping that task in a defined() if-block, you cannot use defined() to coerce a variable. It’s generally best to use select\_first() for type coercion, although we will mention some exceptions when it comes to arrays.

# if some\_integer has type Int?, we cannot coerce it like this:  
 if defined(some\_integer) {  
 Int real\_some\_integer = some\_integer  
 }  
 # because outside of the if-block, real\_some\_integer is considered optional

You should not use defined() with optional arrays, as it often acts in unexpected ways. It is very easy to accidentally create a defined() check that always returns true, as WDL executors may define “optional” arrays even if they have no values. For example, let’s consider task\_x and task\_y again. To recap, these are mutually exclusive tasks which each output a single File. If these tasks are scattered from outside their respective if-blocks, the their outputs are no longer File?, instead, they are arrays. But are they arrays of optional File?s, or are the arrays themselves optional? Let’s try to find out:

workflow do\_x\_or\_y {  
 input {  
 Boolean do\_x = true # if true do task\_x, if false do task\_y  
 Array[File] some\_inputs  
 }  
 scatter(some\_input in some\_inputs) {  
 if (do\_x = true) {  
 call task\_x {  
 input:  
 some\_input = some\_input  
 }  
 }  
 if (do\_x = false) {  
 call task\_y {  
 input:  
 some\_input = some\_input  
 }  
 }  
 }  
  
 # these both always return true!  
 Boolean did\_x\_run = defined(task\_x.something)  
 Boolean did\_y\_run = defined(task\_y.something)  
  
 outputs {  
 File? task\_x\_output = task\_x.something  
 File? task\_y\_output = task\_y.something  
 Boolean did\_x\_run = did\_x\_run  
 Boolean did\_y\_run = did\_y\_run  
 }  
}

Instead of using defined() on an array, consider simply checking its length. An empty array has a length of 0, so if the length of an array is greater than 1, you know that there is at least one item existing in that array.

Working with optional arrays and advanced usage of select\_first()

Coercing arrays with optional components

Optional arrays can be difficult to work with. One of the reasons for this is that they sometimes give unexpected values for defined(). As mentioned earlier, this can be somewhat allievated by checking the length of an array rather than whether or not it is defined, but the problems do not end there: Attempting to scatter on an optional array can cause issues that are difficult to debug.

It’s generally best to coerce optional arrays into not-optional arrays as much as possible. Thankfully, we can use select\_all() to select only the defined elements of an array. For our example above, we can go even further by creating an array that will always have a defined value, whether or not do\_x is true. We combine the power of select\_all() and flatten() to create the following:

Array[File] x\_or\_y\_outfiles = flatten(select\_all(x.outfile), select\_all(y.outfile))

Make sure not to use flatten(select\_all(x.outfile, y.outfile))! That would result in an Array[File] that has a null value, which can cause hard-to-diagnose issues later on in your pipeline.

If you’re absolutely certain your variable, in this particular scope, is defined, you can make the second member of the select\_first() array a random bogus fallback value. You may want to add a comment to prevent you or other programmers accidentally breaking things should they edit the code later.

if defined(some\_integer) { # needed to define real\_some\_integer, beware of changing this!  
 Int real\_some\_integer = select\_first([some\_integer, 1975])  
}

## 8.3 The final workflow

At this point, we’ve completeled our workflow. Here’s what it looks like now:

version 1.0  
## WDL 101 example workflow  
##   
## This WDL workflow is intended to be used along with the WDL 101 docs.   
## This workflow should be used for inspiration purposes only.   
##  
## We use three samples   
## Samples:  
## MOLM13: Normal sample  
## CALU1: KRAS G12C mutant  
## HCC4006: EGFR Ex19 deletion mutant   
##  
## Input requirements:  
## - combined fastq files for chromosome 12 and 7 +/- 200bp around the sites of mutation only  
##  
## Output Files:  
## - An aligned bam for all 3 samples (with duplicates marked and base quality recalibrated)  
##   
## Workflow developed by Sitapriya Moorthi, Chris Lo and Taylor Firman @ Fred Hutch and Ash (Aisling) O'Farrell @ UCSC LMD: 02/28/24 for use @ Fred Hutch.  
  
struct referenceGenome {  
 File ref\_fasta  
 File ref\_fasta\_index  
 File ref\_dict  
 File ref\_amb  
 File ref\_ann  
 File ref\_bwt  
 File ref\_pac  
 File ref\_sa  
 String ref\_name  
}  
  
  
workflow mutation\_calling {  
 input {  
 Array[File] tumorSamples  
 File normalFastq  
  
 referenceGenome refGenome  
  
 # Optional variable for bwa mem  
 Int? bwa\_mem\_threads  
   
 # Files for specific tools  
 File dbSNP\_vcf  
 File dbSNP\_vcf\_index  
 File known\_indels\_sites\_VCFs  
 File known\_indels\_sites\_indices  
 File af\_only\_gnomad  
 File af\_only\_gnomad\_index  
  
 # Annovar options  
 String annovar\_protocols  
 String annovar\_operation  
 }  
  
 # First, process the non-tumor normal sample  
 call BwaMem as normalBwaMem {  
 input:  
 input\_fastq = normalFastq,  
 refGenome = refGenome,  
 threads = bwa\_mem\_threads  
 }  
   
 call MarkDuplicates as normalMarkDuplicates {  
 input:  
 input\_bam = normalBwaMem.analysisReadySorted  
 }  
  
 call ApplyBaseRecalibrator as normalApplyBaseRecalibrator {  
 input:  
 input\_bam = normalMarkDuplicates.markDuplicates\_bam,  
 input\_bam\_index = normalMarkDuplicates.markDuplicates\_bai,  
 dbSNP\_vcf = dbSNP\_vcf,  
 dbSNP\_vcf\_index = dbSNP\_vcf\_index,  
 known\_indels\_sites\_VCFs = known\_indels\_sites\_VCFs,  
 known\_indels\_sites\_indices = known\_indels\_sites\_indices,  
 refGenome = refGenome  
 }  
   
 # Scatter for "tumor" samples   
 scatter (tumorSample in tumorSamples) {  
 call BwaMem as tumorBwaMem {  
 input:  
 input\_fastq = tumorSample,  
 refGenome = refGenome,  
 threads = bwa\_mem\_threads  
 }  
   
 call MarkDuplicates as tumorMarkDuplicates {  
 input:  
 input\_bam = tumorBwaMem.analysisReadySorted  
 }  
  
 call ApplyBaseRecalibrator as tumorApplyBaseRecalibrator{  
 input:  
 input\_bam = tumorMarkDuplicates.markDuplicates\_bam,  
 input\_bam\_index = tumorMarkDuplicates.markDuplicates\_bai,  
 dbSNP\_vcf = dbSNP\_vcf,  
 dbSNP\_vcf\_index = dbSNP\_vcf\_index,  
 known\_indels\_sites\_VCFs = known\_indels\_sites\_VCFs,  
 known\_indels\_sites\_indices = known\_indels\_sites\_indices,  
 refGenome = refGenome  
 }  
  
 call Mutect2Paired {  
 input:  
 tumor\_bam = tumorApplyBaseRecalibrator.recalibrated\_bam,  
 tumor\_bam\_index = tumorApplyBaseRecalibrator.recalibrated\_bai,  
 normal\_bam = normalApplyBaseRecalibrator.recalibrated\_bam,  
 normal\_bam\_index = normalApplyBaseRecalibrator.recalibrated\_bai,  
 refGenome = refGenome,  
 genomeReference = af\_only\_gnomad,  
 genomeReferenceIndex = af\_only\_gnomad\_index  
 }  
  
 call annovar {  
 input:  
 input\_vcf = Mutect2Paired.output\_vcf,  
 ref\_name = refGenome.ref\_name,  
 annovar\_operation = annovar\_operation,  
 annovar\_protocols = annovar\_protocols  
 }  
}  
  
 output {  
 Array[File] tumoralignedBamSorted = tumorBwaMem.analysisReadySorted  
 Array[File] tumorMarkDuplicates\_bam = tumorMarkDuplicates.markDuplicates\_bam  
 Array[File] tumorMarkDuplicates\_bai = tumorMarkDuplicates.markDuplicates\_bai  
 Array[File] tumoranalysisReadyBam = tumorApplyBaseRecalibrator.recalibrated\_bam   
 Array[File] tumoranalysisReadyIndex = tumorApplyBaseRecalibrator.recalibrated\_bai  
 File normalalignedBamSorted = normalBwaMem.analysisReadySorted  
 File normalmarkDuplicates\_bam = normalMarkDuplicates.markDuplicates\_bam  
 File normalmarkDuplicates\_bai = normalMarkDuplicates.markDuplicates\_bai  
 File normalanalysisReadyBam = normalApplyBaseRecalibrator.recalibrated\_bam   
 File normalanalysisReadyIndex = normalApplyBaseRecalibrator.recalibrated\_bai  
 Array[File] Mutect2Paired\_Vcf = Mutect2Paired.output\_vcf  
 Array[File] Mutect2Paired\_VcfIndex = Mutect2Paired.output\_vcf\_index  
 Array[File] Mutect2Paired\_AnnotatedVcf = annovar.output\_annotated\_vcf  
 Array[File] Mutect2Paired\_AnnotatedTable = annovar.output\_annotated\_table  
 }  
  
 parameter\_meta {  
 tumorSamples: "Tumor .fastq, one sample per .fastq file (expects Illumina)"  
 normalFastq: "Non-tumor .fastq (expects Illumina)"  
  
 dbSNP\_vcf: "dbSNP VCF for mutation calling"  
 dbSNP\_vcf\_index: "dbSNP VCF index"  
 known\_indels\_sites\_VCFs: "Known indel site VCF for mutation calling"  
 known\_indels\_sites\_indices: "Known indel site VCF indicies"  
 af\_only\_gnomad: "gnomAD population allele fraction for mutation calling"  
 af\_only\_gnomad\_index: "gnomAD population allele fraction index"  
  
 annovar\_protocols: "annovar protocols: see https://annovar.openbioinformatics.org/en/latest/user-guide/startup"  
 annovar\_operation: "annovar operation: see https://annovar.openbioinformatics.org/en/latest/user-guide/startup"  
 }  
}  
  
####################  
# Task definitions #  
####################  
  
# Align fastq file to the reference genome  
task BwaMem {  
 input {  
 File input\_fastq  
 referenceGenome refGenome  
 Int threads = 16 # if a workflow passes an optional variable with no value, fall back to 16  
 }  
   
 String base\_file\_name = basename(input\_fastq, ".fastq")  
 String ref\_fasta\_local = basename(refGenome.ref\_fasta)  
  
 String read\_group\_id = "ID:" + base\_file\_name  
 String sample\_name = "SM:" + base\_file\_name  
 String platform\_info = "PL:illumina"  
  
  
 command <<<  
 set -eo pipefail  
  
 mv "~{refGenome.ref\_fasta}" .  
 mv "~{refGenome.ref\_fasta\_index}" .  
 mv "~{refGenome.ref\_dict}" .  
 mv "~{refGenome.ref\_amb}" .  
 mv "~{refGenome.ref\_ann}" .  
 mv "~{refGenome.ref\_bwt}" .  
 mv "~{refGenome.ref\_pac}" .  
 mv "~{refGenome.ref\_sa}" .  
  
 bwa mem \  
 -p -v 3 -t ~{threads} -M -R '@RG\t~{read\_group\_id}\t~{sample\_name}\t~{platform\_info}' \  
 "~{ref\_fasta\_local}" "~{input\_fastq}" > "~{base\_file\_name}.sam"   
 samtools view -1bS -@ 15 -o "~{base\_file\_name}.aligned.bam" "~{base\_file\_name}.sam"  
 samtools sort -@ 15 -o "~{base\_file\_name}.sorted\_query\_aligned.bam" "~{base\_file\_name}.aligned.bam"  
 >>>  
  
 output {  
 File analysisReadySorted = "~{base\_file\_name}.sorted\_query\_aligned.bam"  
 }  
   
 runtime {  
 memory: "48 GB"  
 cpu: 16  
 docker: "ghcr.io/getwilds/bwa:0.7.17"  
 }  
}  
  
# Mark duplicates on a BAM file  
task MarkDuplicates {  
 input {  
 File input\_bam  
 }  
  
 String base\_file\_name = basename(input\_bam, ".sorted\_query\_aligned.bam")  
  
 command <<<  
 gatk MarkDuplicates \  
 --INPUT "~{input\_bam}" \  
 --OUTPUT "~{base\_file\_name}.duplicates\_marked.bam" \  
 --METRICS\_FILE "~{base\_file\_name}.duplicate\_metrics" \  
 --CREATE\_INDEX true \  
 --OPTICAL\_DUPLICATE\_PIXEL\_DISTANCE 100 \  
 --VALIDATION\_STRINGENCY SILENT  
 >>>  
  
 runtime {  
 docker: "ghcr.io/getwilds/gatk:4.3.0.0"  
 memory: "48 GB"  
 cpu: 4  
 }  
  
 output {  
 File markDuplicates\_bam = "~{base\_file\_name}.duplicates\_marked.bam"  
 File markDuplicates\_bai = "~{base\_file\_name}.duplicates\_marked.bai"  
 File duplicate\_metrics = "~{base\_file\_name}.duplicates\_marked.bai"  
 }  
}  
  
# Base quality recalibration  
task ApplyBaseRecalibrator {  
 input {  
 File input\_bam  
 File input\_bam\_index  
 File dbSNP\_vcf  
 File dbSNP\_vcf\_index  
 File known\_indels\_sites\_VCFs  
 File known\_indels\_sites\_indices  
 referenceGenome refGenome  
 }  
   
 String base\_file\_name = basename(input\_bam, ".duplicates\_marked.bam")  
   
 String ref\_fasta\_local = basename(refGenome.ref\_fasta)  
 String dbSNP\_vcf\_local = basename(dbSNP\_vcf)  
 String known\_indels\_sites\_VCFs\_local = basename(known\_indels\_sites\_VCFs)  
  
  
 command <<<  
 set -eo pipefail  
  
 mv "~{refGenome.ref\_fasta}" .  
 mv "~{refGenome.ref\_fasta\_index}" .  
 mv "~{refGenome.ref\_dict}" .  
  
 mv "~{dbSNP\_vcf}" .  
 mv "~{dbSNP\_vcf\_index}" .  
  
 mv "~{known\_indels\_sites\_VCFs}" .  
 mv "~{known\_indels\_sites\_indices}" .  
  
 samtools index "~{input\_bam}"  
  
 gatk --java-options "-Xms8g" \  
 BaseRecalibrator \  
 -R "~{ref\_fasta\_local}" \  
 -I "~{input\_bam}" \  
 -O "~{base\_file\_name}.recal\_data.csv" \  
 --known-sites "~{dbSNP\_vcf\_local}" \  
 --known-sites "~{known\_indels\_sites\_VCFs\_local}" \  
   
  
 gatk --java-options "-Xms8g" \  
 ApplyBQSR \  
 -bqsr "~{base\_file\_name}.recal\_data.csv" \  
 -I "~{input\_bam}" \  
 -O "~{base\_file\_name}.recal.bam" \  
 -R "~{ref\_fasta\_local}" \  
   
  
 # finds the current sort order of this bam file  
 samtools view -H "~{base\_file\_name}.recal.bam" | grep @SQ | sed 's/@SQ\tSN:\|LN://g' > "~{base\_file\_name}.sortOrder.txt"  
 >>>  
  
 output {  
 File recalibrated\_bam = "~{base\_file\_name}.recal.bam"  
 File recalibrated\_bai = "~{base\_file\_name}.recal.bai"  
 File sortOrder = "~{base\_file\_name}.sortOrder.txt"  
 }  
 runtime {  
 memory: "36 GB"  
 cpu: 2  
 docker: "ghcr.io/getwilds/gatk:4.3.0.0"  
 }  
}  
  
# Variant calling via mutect2 (tumor-and-normal mode)  
task Mutect2Paired {  
 input {  
 File tumor\_bam  
 File tumor\_bam\_index  
 File normal\_bam  
 File normal\_bam\_index  
 referenceGenome refGenome  
 File genomeReference  
 File genomeReferenceIndex  
 }  
  
 String base\_file\_name\_tumor = basename(tumor\_bam, ".recal.bam")  
 String ref\_fasta\_local = basename(refGenome.ref\_fasta)  
 String genomeReference\_local = basename(genomeReference)  
  
 command <<<  
 set -eo pipefail  
  
 mv "~{refGenome.ref\_fasta}" .  
 mv "~{refGenome.ref\_fasta\_index}" .  
 mv "~{refGenome.ref\_dict}" .  
  
 mv "~{genomeReference}" .  
 mv "~{genomeReferenceIndex}" .  
  
 gatk --java-options "-Xms16g" Mutect2 \  
 -R "~{ref\_fasta\_local}" \  
 -I "~{tumor\_bam}" \  
 -I "~{normal\_bam}" \  
 -O preliminary.vcf.gz \  
 --germline-resource "~{genomeReference\_local}" \  
  
 gatk --java-options "-Xms16g" FilterMutectCalls \  
 -V preliminary.vcf.gz \  
 -O "~{base\_file\_name\_tumor}.mutect2.vcf.gz" \  
 -R "~{ref\_fasta\_local}" \  
 --stats preliminary.vcf.gz.stats \  
 >>>  
  
 runtime {  
 docker: "ghcr.io/getwilds/gatk:4.3.0.0"  
 memory: "24 GB"  
 cpu: 1  
 }  
  
 output {  
 File output\_vcf = "${base\_file\_name\_tumor}.mutect2.vcf.gz"  
 File output\_vcf\_index = "${base\_file\_name\_tumor}.mutect2.vcf.gz.tbi"  
 }  
}  
  
# Annotate VCF using annovar  
task annovar {  
 input {  
 File input\_vcf  
 String ref\_name  
 String annovar\_protocols  
 String annovar\_operation  
 }  
 String base\_vcf\_name = basename(input\_vcf, ".vcf.gz")  
   
 command <<<  
 set -eo pipefail  
   
 perl annovar/table\_annovar.pl "~{input\_vcf}" annovar/humandb/ \  
 -buildver "~{ref\_name}" \  
 -outfile "~{base\_vcf\_name}" \  
 -remove \  
 -protocol "~{annovar\_protocols}" \  
 -operation "~{annovar\_operation}" \  
 -nastring . -vcfinput  
 >>>  
 runtime {  
 docker: "ghcr.io/getwilds/annovar:~{ref\_name}"  
 cpu: 1  
 memory: "2GB"  
 }  
 output {  
 File output\_annotated\_vcf = "~{base\_vcf\_name}.${ref\_name}\_multianno.vcf"  
 File output\_annotated\_table = "~{base\_vcf\_name}.${ref\_name}\_multianno.txt"  
 }  
}

Loading…

# 9 Appendix: Backends and Executors

Generally speaking, WDL workflows are quite portable thanks to their usage of Docker images to maintain software dependencies. However, the executor used to run WDLs and what backend they are being run upon can lead to specific scenarios where minor tweaks to your WDL are necessary to ensure portability.

## 9.1 Commonly used runtime attributes

Runtime attributes do not behave the same on all platforms. Here are how some of the most commonly used runtime attributes work on some of the most common WDL setups.

| Attribute | Fred Hutch HPC | Local Cromwell | Local miniwdl | Terra |
| --- | --- | --- | --- | --- |
| bootDiskSizeGB | n/a | n/a | n/a | Request a disk of this size to boot the Docker image (useful for very large Docker images) |
| cpu | Reserve at most this many cores | n/a | Reserve at most this many cores | Request a minimum of this many cores (scales with memory) |
| disks | n/a | n/a | n/a | Request this much disk size - soft requirement, if not specified, will request 10 GB |
| docker | Run the task in this Docker image | Run the task in this Docker image | Run the task in this Docker image | Run the task in this Docker image |
| memory | n/a | n/a | Maximum amount of memory to use | Minimum amount of memory to use (scales with CPU) |
| preemptible | n/a | n/a | n/a | Attempt running on a preemptible instance this many times, then switch to a non-preemptible |
| walltime, partition, modules, dockerSL, account | See back-end notes for Fred Hutch HPC below. | n/a | n/a | n/a |

## 9.2 General advice

* Consider using more runtime attributes, not fewer. miniwdl and Cromwell will ignore runtime attributes as necessary, so including a runtime attribute that only applies to a particular backend will not harm portability on other backends.
* The Dockstore CLI, as of v1.15, uses Cromwell to run WDLs. Advice about Cromwell will therefore also apply to the Dockstore CLI.
* If running a workflow with a scattered task on a local compute, consider using miniwdl instead of Cromwell.
* Whether you are using miniwdl or Cromwell locally, make sure Docker has enough resources to be able to download and run the Docker images specified in your WDL tasks.
* Workflow systems with a UI like Terra may become unresponsive if you run a task scattered more than 1000x. Outputs may need to be interacted with using an API specific to that backend.

## 9.3 Executor-specific notes

### 9.3.1 Cromwell

Cromwell running on a local machine has a tendency to heavily use system resources, especially when running scattered tasks. Sometimes, it will use too many resources at once. When this happens, your workflow’s tasks will tend to fail with exit code 137, or you will see hints about running out of memory in the logs of your tasks. You may also observe Docker becoming unresponsive. You can fix Docker by restarting Docker or your machine, but you will likely want to prevent this issue rather than keep having to restart Docker. To prevent this, modify concurrent-job-limit for your backend in the Cromwell configuration file.

The default Cromwell configuration file,, [can be found on Cromwell’s GitHub repo](https://github.com/broadinstitute/cromwell/blob/86/cromwell.example.backends/cromwell.examples.conf). To point Cromwell to a specific configuration file, run Cromwell with the flag -Dconfig.file= followed by the address of the config file to use.

If you are using the Dockstore CLI, [follow these instructions](https://docs.dockstore.org/en/stable/advanced-topics/dockstore-cli/local-cromwell-config.html?highlight=cromwell) to use a custom configuration file for Dockstore’s version of Cromwell. Because the Docker lockup issue mentioned previously isn’t uncommon, it is recommended to use a custom configuration file that limits concurrent-job-limit process on a local backend.

Other notes:

* Cromwell runs as a jar file, so it is very portable and does not need to be “installed” provided you have a modern Java runtime environment.
* If you just want to check workflows are valid, you can run womtool as a jar file (available on Cromwell’s GitHub page). This will check not only the WDL file you pass it, but also any WDLs it imports.
* Cromwell does not use call caching on most backends, but it is the default on Terra. For non-Terra backends, it can be enabled in the Cromwell configuration file.
* Cromwell supports the gpu and disks runtime attributes on certain backends. If using the gpu runtime attribute, make sure your task is set up correctly to properly use this resource.
* Generally speaking, Cromwell will be able to directly modify input files by default without causing permission errors, unlike miniwdl.
* Cromwell uses a system known as [hog factors](https://cromwell.readthedocs.io/en/stable/cromwell_features/HogFactors/) to adjust how task order is prioritized.

### 9.3.2 miniwdl

The authors of this course have informally observed that miniwdl appears to be “safer” in terms of using up too many resources than Cromwell. However, if you are sharing a compute with other users, it is still worth looking at the miniwdl configuration file and limiting how many Docker images you spin up at the same time.

The default miniwdl configuration file, which you can use as a template for setting up your own configuration file for miniwdl, [can be found on miniwdl’s GitHub repo](https://github.com/chanzuckerberg/miniwdl/blob/v1.11.1/WDL/runtime/config_templates/default.cfg). To point miniwdl to a specific configuration file, run miniwdl run with the --cfg flag.

Other notes:

* miniwdl is a Python program, and it must be installed via pip or pip3 to use.
* miniwdl’s equivalent to womtool is miniwdl check, but it also includes shellcheck to check the command section of your tasks.
* miniwdl supports call caching, but it is turned off by default.
* miniwdl does not support the gpu or disks runtime attributes and will ignore them if present in a task’s runtime section.
* By default, miniwdl does not duplicate input files. If your workflow only needs to read input files, this helps save disk space, but if your workflow directly modifies input files, this can result in permission errors. A simple fix is to run miniwdl with the --copy-input-files flag.

## 9.4 Backend-specific notes

### 9.4.1 HPCs

It is difficult to provide specific advice on HPCs, as they can vary greatly. Some general notes:

* Some HPCs do not support the use of Docker due to security concerns
  + HPCs that do not allow the use of Docker may be able to run WDLs using alternative container technologies such as podman or rootless Docker
* Some HPCs will use disks to determine which disk to run on, which can be useful for managing disk space

#### 9.4.1.1 Fred Hutch HPC

* [PROOF](https://proof.fredhutch.org/) is a Shiny frontend that launches Cromwell Server and lets you manage your jobs from a GUI. User guide can be found [here](https://sciwiki.fredhutch.org/dasldemos/proof-how-to/).
* The Fred Hutch HPC supports the use of multiple JSON files going into the same workflow
* The Fred Hutch HPC supports the use of Docker, so the docker runtime attribute works as expected
* memory and gpu runtime attributes are ignored, but cpu works as expected. Here is [some information](https://sciwiki.fredhutch.org/scicomputing/compute_jobs/#memory) on approximating memory use.
* walltime attribute is a string (“HH:MM:SS”) that specifies how much time you want to request for the task. Can also specify >1 day, e.g. “1-12:00:00” is 1 day+12 hours. The amount of walltime you can request depends on which cluster partition you want to use. More info [here](https://sciwiki.fredhutch.org/scicomputing/compute_jobs/#wall-time).
* partition attribute specifies the [cluster partition](https://sciwiki.fredhutch.org/compdemos/gizmo_partition_index/)to use. The default is “campus-new”.
* modules attribute is a a space-separated list of the [environment modules](https://sciwiki.fredhutch.org/scicomputing/compute_environments/) you’d like to load (in that order) prior to running the task. For example, “modules:”GATK/4.2.6.1-GCCcore-11.2.0 SAMtools/1.16.1-GCC-11.2.0”, the GATK module will be loaded first, followed by the SAMtools module.
* account attribute allows users connected to multiple PI accounts to specify which account to use for each task, to manage cluster allocations. An example of the value for this variable is “paguirigan\_a”, following the PI’s “lastname\_firstNameInitital” pattern.

### 9.4.2 GCP/Terra

GCP powers Terra, which is a Cromwell-based platform that is commonly used for running WDL workflows, but it can also be used on its own. Some special considerations need to be taken into account when designing workflows for compatiability on this backend.

#### 9.4.2.1 Preemptibles

Preemptible machines are an excellent way to save money when running workflows. A preemptible machine is a Google Cloud machine that is significantly cheaper (often less than half the price) than a standard one, at the cost of potentially being stopped suddenly. When running a task on a preemptible machine using Cromwell, if the preemptible is preempted (stopped suddenly), Cromwell will automatically retry the task. This does mean that in a worst case scenario, such a task could take about twice as long to run as normal and end up slightly more expensive, so you will want to weigh the costs and benefits. As a general rule of thumb, if you expect a task to take less than 2 hours, it is usually worth trying to use preemptible machines.

#### 9.4.2.2 Disk space

Running Cromwell on GCP is one of the few times that the disks runtime attribute is a soft requirement. Due to how Cromwell works, it must request a certain amount of disk space from GCP before running the task’s command section. In other words, you must know roughly how much disk space your task will use before it runs. If not specified in the runtime attribute of a task, Cromwell will request 10 GB of SSD space.

A helpful way to handle disk space in WDLs you anticipate will be run on GCP/Terra is to make disk size a function of the size of your task inputs. The task inputs and any private variable declarations made outside of the command section are all calculated before Cromwell requests a disk from GCP, so you can use this section to define a disk size function. For example:

version 1.0  
  
task do\_something {  
 input {  
 Array[File] some\_array\_of\_files  
 File one\_file  
 }  
   
 Int predicted\_disk\_space = ceil(size(some\_array\_of\_files, "GB")) + ceil(size(one\_file, "GB")) + 1  
 # size(x, "GB") returns a float representing the size of x in gigabytes  
 # ceil() is a WDL built-in function that rounds a float up into an integer  
   
 command <<<  
 pass  
 >>>  
   
 runtime {  
 docker: "ubuntu-latest"  
 disks: "local-disk " + predicted\_disk\_space + " HDD"  
 }  
}

Common pitfalls:

* Not wrapping size() in ceil() – the disks: runtime attribute requires an integer, not a float
* Not using "GB" when calling size() – if you don’t specify units for size() it will return bytes!
* Forgetting the space between “local-disk” and the integer (or the integer and “HDD”/“SSD”)

As a more in-depth example of how to use disk space, see the following WDL:

version 1.0  
  
task autoscale\_disk\_size\_for\_basically\_anything {  
 input {  
 File ref\_genome # required file  
 File? ref\_alt # optional file  
 Array[File] fastqs # required array of files  
 File tarball\_bams # uncompressed tarball of bam files  
 File compressed\_vcfs # compressed (tar.gz) tarball of VCFs  
 Int? addl\_disk\_gb # user-defined integer   
 }  
  
 # ref\_genome always exists, so we can size() on it safely. size() returns a float,  
 # but some backends require disk size is an integer, so we use ceil() to turn  
 # that float into an integer. ceil() always rounds up.  
 # You should ALWAYS explictly defining which unit you are using with size(). I   
 # recommend sticking with GB. If you do not define a unit, it is easy to accidentally  
 # request ludricious amounts of disk space, eg:  
 # 1 GB --> 1073741824 bytes --> 1073741824 GB --> 1.07 exabytes  
 Int disk\_ref = ceil(size(ref\_genome, "GB"))  
  
 # ref\_alt does not always exist, and size() will break if you try to use it on an  
 # undefined file. To prevent this, we use select\_first to fall back on the always-  
 # defined ref\_genome file if ref\_alt is undefined.  
 Int disk\_alt = ceil(size(select\_first([ref\_alt, ref\_genome]), "GB"))  
  
 # Of course, this means that if ref\_alt is undefined, then we don't really need   
 # disk\_alt, because the size of ref\_genome is already covered by disk\_ref.  
 Int disk\_both\_refs = if defined(ref\_alt) then disk\_alt + disk\_ref else disk\_ref  
  
 # You might be wondering why we don't just do this:  
 # Int disk\_alt = if defined(ref\_alt) then ceil(size(ref\_alt, "GB")) else 0  
 # This is synatically valid, but generally speaking it is best to avoid running  
 # WDL built-in functions (except select\_all, select\_first, and defined) on optional  
 # variables as much as possible.   
  
 # When dealing with arrays, size() will return the sum of all Files in the array.  
 Int disk\_fastqs = ceil(size(fastqs, "GB"))  
  
 # If you are passing in a tarball, you will likely be expanding it. If so, consider  
 # doubling the disk size to account for it in both states.  
 Int disk\_tarball = 2\*ceil(size(tarball\_bams, "GB"))  
  
 # A compressed tar.gz is harder to predict. As a very rough rule of thumb, 10x should  
 # be enough. If you are passing in a tar.gz made from an upstream task, you may want  
 # to decrease this number based on the compression ratio you used.  
 Int disk\_compressed = 10\*ceil(size(compressed\_vcfs))  
  
 # Because addl\_disk\_gb is an optional integer with no fallback, you cannot add it to   
 # another integer, eg, this will error as "Non-numeric operand to + operator":  
 # Int final\_disk\_size = disk\_both\_refs + disk\_fastqs + disk\_tarball + disk\_compressed + addl\_disk\_gb  
 # We have to use select\_first() to coerce it into a not-optional integer first.  
 Int disk\_addl = select\_first([addl\_disk\_gb, 0])  
  
 # Finally, let's add everything up. (Recall that disk\_both\_refs accounts for ref\_genome and  
 # also ref\_alt.)  
 Int final\_disk\_size = disk\_both\_refs + disk\_fastqs + disk\_tarball + disk\_compressed + disk\_addl  
  
 command <<<  
 echo disk\_ref: ~{disk\_ref}  
 echo disk\_alt: ~{disk\_alt}  
 echo disk\_both\_refs: ~{disk\_both\_refs}  
 echo disk\_fastqs: ~{disk\_fastqs}  
 echo disk\_tarball: ~{disk\_tarball}  
 echo disk\_compressed: ~{disk\_compressed}  
 echo addl\_disk\_gb: ~{addl\_disk\_gb}  
 echo final\_disk\_size: ~{final\_disk\_size}  
 >>>  
  
 runtime {  
 # On GCP!Cromwell, if you do not define the units in the runtime attribute, this  
 # will be interpreted as the size in GB. This is why it's so easy to accidentally  
 # request the wrong amount of disk space if you do not define the units for size();  
 # In one place WDL defaults to bytes but in the other it defaults to GB.  
 disks: "local-disk " + final\_disk\_size + " HDD"  
 }  
}

Loading…
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