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# Introduction

In this document we will look at how raw PDF image data can be converted into actual images, modified, and then converted back into raw image data. PDF image and graphics handling is a substantial topic so this guide will only focus on the conversion of exported image data from Glasswall. This document references the PDF specification as it is more detailed and it covers certain topics that are not included in this guide. The latest version of the specification can be found at [www.adobe.com/devnet/acrobat/pdfs/pdf\_reference\_1-7.pdf](http://www.adobe.com/devnet/acrobat/pdfs/pdf_reference_1-7.pdf).

## Prerequisites

* The library used for manipulating the images must support 16 bits per pixel component operations
* The accompanying code has been tested with ImageMagick 6.7.8-9 Q16 and zlib 1.2.7
* The information in this guide is presented as accurately as possible, but some errors may exist

# Converting raw PDF image data to actual images

## Filters

Images and other objects stored in PDF can be compressed or encoded with different algorithms, which in PDF are called filters. Each filter specifies a different way of encoding or compressing the data, and more than one filter can be applied to a piece of data. For example, we may have the following filters applied:

ASCII85Decode, FlateDecode

This indicates that the data has been compressed with the Deflate algorithm, and then encoded with the Base85 algorithm. If we wanted to extract the original data from the PDF document, we would need to decode it with the Base85 algorithm and then decompress it with the Deflate algorithm. We would apply the operations in reverse if we were taking data and placing it in the PDF document.

Some filters also take additional parameters that modify their behaviour. These parameters will need to be taken into account when applying the filters otherwise the data will not be transformed correctly.

More information on filters can be found in section “**3.3 Filters”** on pages **65-90**.

## How images are stored in PDF

Images in PDF are not stored as images, but as image pixel data with accompanying metadata telling us how the pixel data is meant to be interpreted. The metadata usually includes how the image is compressed/encoded, the image width and height in pixels, the image colour space, and the number of bits per pixel component within the image. Other metadata may also be included depending on how the image is stored.

Images encoded with the DCTDecode filter are a slight exception to this rule as you can take the image data, save it as a JPEG and it can be opened by an image manipulating programs without any issues. Further manipulations may still be required such as applying to correct colour space in order for the image to be rendered correctly. Images encoded with DCTDecode filter are exported by Glasswall.

The section “**4 Graphics**” on pages **193-386** contains everything that is needed to know about image and graphics in PDF, but the most relevant sections are section “**4.5 Color Spaces**” on pages **235-289**, and section “**4.8 Images**” on pages **334-355**.

## Raw image data conversion example

The first step to converting raw image data to an actual image is to read the metadata associated with that image. The metadata is stored in the “images” directory in a file that has the same name as the image, but with a “.json” extension. For example, if we have an image “images/img9-0.unknown” then the metadata will be stored in “images/img9-0.json”. The metadata is encoded as a JSON string.

The example PDF document included has the following metadata:

{

“Width” : 1153,

“Height” : 768,

“Components” : 1,

“BitsPerComponent” : 8,

“Length” : 2030,

“Filter” : [“FlateDecode”],

“Matte” : [0, 0, 0],

“ColorSpaceFamily” : “DeviceGray”

}

We can see that this image is compressed with the Deflate algorithm, it has dimensions of 1153 by 768, it uses 8 bits per pixel component, and it is in the grayscale colour space. The length field indicates the length of the data in bytes within the PDF document. There is also a Matte attribute, which is used when an image has a mask applied to it. I am not too sure how the Matte attribute is used since it is actually related to rendering images, which Glasswall does not do, but for this case it does not seem to make any difference so we are going to ignore it. For more information regarding opacity and masking see sections “**7 Transparency**” on pages **513-576**. If we were to convert the image using the commandline then we would do the following:

> python Deflate.py inflate img9-0.unknown img9-0.bin

> convert -depth 8 -size 1153x768 gray:img9-0.bin img9-0.png

The Deflate.py, which can be found in [**Appendix 3.1**](#_Deflate.py), is a python script that reads a binary file, inflates or deflates that file, and writes the output to another file. After inflating the file, we use the convert utility to change the image from raw grayscale data to a PNG image. At this point the image can be manipulated as required. Here is the original image after conversion with a modified version besides it:

|  |  |
| --- | --- |
|  |  |
| Original Image | Modified image with 5 pixel border added to top and bottom |
|  |  |

After the image has been modified then we can convert it back to the original format using the following commands:

> convert img9-0.png gray:img9-0.bin

> python Deflate.py deflate img9-0.bin img9-0.unknown

> rm img9-0.bin img9-0.png

Afterwards we can create a zip archive and run it through import mode so that the modified image is inserted back into the document. The attached C++ file, which can be found in [**Appendix 3.2**](#_main.cpp), demonstrates how this can be done in a programmatic fashion. Here are screenshots of the images before and after modification:

|  |  |
| --- | --- |
|  |  |
| Original PDF image | Modified PDF image after insertion |
|  |  |

## Metadata exported by Glasswall

This table gives an overview of the general metadata that is exported by Glasswall. Some metadata is optional since it is dependent upon the content within the document and so it does not exist in all cases, while some metadata will always exist.

| **Key** | **Type** | **Comment** | **Optional?** |
| --- | --- | --- | --- |
| Width | Integer | The width of the image in pixels | Required |
| Height | Integer | The height of the image in pixels | Required |
| ColorSpaceFamily | String | The colour space of the image. A full list of the colour spaces can be found in section “**4.5.2 Color Space Families**” on page **237**. Special considerations have to be taken into account when the image is encoded with the JPXDecode filter, which can be found in section “**4.8.4 Image Dictionaries**” on pages **340-349** | Optional for image masks and images with JPXDecode filter |
| BitsPerComponent | Integer | The number of bits per pixel component | Optional for image masks and images with JPXDecode filter. This value must be 1 when the image is an image mask. This value is ignored for JPXDecode images |
| ImageMask | Boolean | Indicates whether this image is an image mask. Default is **false** | Optional |
| ColorSpaceBaseFamily | String | This is the base colour space that is used when the ColourSpaceFamily is an Indexed colour space | Optional, but exists when the ColorSpaceFamily is Indexed |
| ColorSpaceBaseComponents | Integer | The number of components used to represent each pixel value within an Indexed ColorSpaceFamily | Optional, but exists when the ColorSpaceFamily is Indexed |
| Filter | Array of Strings | The filters that the image is encoded or compressed with. | Optional |
| DecodeParams | Array of Dictionaries | Each dictionary stores the parameters of the filter that is being applied to an image, and the content of the each dictionary will be different depending on the filter used. The order of the DecodeParams will match the order of the filters. If a filter does not take any parameters then “null” will be written out instead. For example, if we have the following filters  [ “ASCII85Decode”, “CCITTFaxDecode” ]  Then our DecodeParams might look something like this  [ “null”, { ... } ]  where ASCII85Decode does not take any parameters, but the CCITTFaxDecode filter does. | Optional |

The filter parameters have been left out from this guide since they can easily be looked up, but they can be found in section “**3.3 Filters**” on pages **65-90**.

Unfortunately there seems to be a bug within our code, which was only recently discovered, where images encoded with JBIG2Decode filter are marked as non-conforming when they contain a reference to the JBIG2Globals streams. During testing and development the JBIG2Globals stream was missed out and as a result it is currently not being exported, but this will be fixed in future versions.

## ICC profiles and Indexed colour tables

Some images have ICC profiles and some images have indexed colour tables. The data for both of these is also stored in the images directory with the same name as the image, but with extensions “.icc” for the ICC profile and “.idx” for the indexed colour table. Some image have both an ICC profile and an indexed colour table. The ICC profiles have already been decoded/decrypted by Glasswall so they can be applied without requiring any further transformations. The data in the indexed colour tables is hex encoded and comma separated. Here is a small sample of how the indexed colour table would look:

0xff,0xff,0xff,0x00,0x00,0xb4

This has been done for the sake of consistency as the indexed colour tables can appear in a variety of formats within the PDF document.

## Additional information regarding image data manipulation

Since the image data is stored separately from the image metadata, we can potentially disregard the metadata and manipulate the image data in whichever way we want. For example, if we execute the following python script:

import sys

open('Test.bin', 'wb').write(bytearray(range(0,256)))

We get a file that contains image data that ranges from 0 to 255 with dimensions of 256 by 1. If we treat the image data as a grayscale image then we can convert it to a PNG with the following command:

> convert -depth 8 -size 256x1 gray:Test.bin Gray.png

This will produce the following results:![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQAAAAABCAAAAAAUMi+rAAAABGdBTUEAAYagMeiWXwAAAAJiS0dEAP+Hj8y/AAAACXBIWXMAAABIAAAASABGyWs+AAABDElEQVQY0wEBAf7+AAABAgMEBQYHCAkKCwwNDg8QERITFBUWFxgZGhscHR4fICEiIyQlJicoKSorLC0uLzAxMjM0NTY3ODk6Ozw9Pj9AQUJDREVGR0hJSktMTU5PUFFSU1RVVldYWVpbXF1eX2BhYmNkZWZnaGlqa2xtbm9wcXJzdHV2d3h5ent8fX5/gIGCg4SFhoeIiYqLjI2Oj5CRkpOUlZaXmJmam5ydnp+goaKjpKWmp6ipqqusra6vsLGys7S1tre4ubq7vL2+v8DBwsPExcbHyMnKy8zNzs/Q0dLT1NXW19jZ2tvc3d7f4OHi4+Tl5ufo6err7O3u7/Dx8vP09fb3+Pn6+/z9/v+t93+BmEmt9AAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxNy0xMC0yNFQxNDozNDo0OSswMTowMB4b514AAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTctMTAtMjRUMTQ6MzQ6NDkrMDE6MDBvRl/iAAAAAElFTkSuQmCC)

We can also treat it as RGBA format and convert it as follows:

> convert -depth 2 -size 256x1 rgba:Test.bin RGBA1.png

This will give us the following results:

![](data:image/png;base64,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)

We can also potentially do something like this:

> convert -depth 4 -size 64x1 rgba:Test.bin RGBA2.png

That will give us the following images:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEAAAAABCAMAAABZs1glAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAMNQTFRFAAAAACIAAEQAAGYAAIgAAKoAAMwAEQARESIREUQREWYREYgREaoREcwRIgAiIiIiIkQiImYiIogiIqoiIswiMwAzMyIzM0QzM2YzM4gzM6ozM8wzRABERCJERERERGZERIhERKpERMxEVQBVVSJVVURVVWZVVYhVVapVVcxVZgBmZiJmZkRmZmZmZohmZqpmZsxmdwB3dyJ3d0R3d2Z3d4h3d6p3d8x3AO4AEe4RIu4iM+4zRO5EVe5VZu5md+53////1RhrFwAAADh0Uk5TETNVd5m73REzVXeZu90RM1V3mbvdETNVd5m73REzVXeZu90RM1V3mbvdETNVd5m73REzVXeZu93UzMDcAAAAAWJLR0RA/tlc2AAAAAlwSFlzAAAASAAAAEgARslrPgAAAElJREFUCNdjYGBkYmZhZbNg5+Dk4ubhteTjFxAUEhaxEhUTl5CUkraWkZWTV1BUslFWUVVT19C01dLW0dXTN7AzNDI2MTUztwcAujEH4UwHwKoAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTctMTAtMjRUMTQ6MzQ6NDkrMDE6MDAeG+deAAAAJXRFWHRkYXRlOm1vZGlmeQAyMDE3LTEwLTI0VDE0OjM0OjQ5KzAxOjAwb0Zf4gAAAABJRU5ErkJggg==)

And:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEAAAAABCAMAAABZs1glAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAMNQTFRFiACIiCKIiESIiGaIiIiIiKqIiMyIiO6ImQCZmSKZmUSZmWaZmYiZmaqZmcyZme6ZqgCqqiKqqkSqqmaqqoiqqqqqqsyqqu6quwC7uyK7u0S7u2a7u4i7u6q7u8y7u+67zADMzCLMzETMzGbMzIjMzKrMzMzMzO7M3QDd3SLd3UTd3Wbd3Yjd3ard3czd3e7d7gDu7iLu7kTu7mbu7oju7qru7szu7u7u/wD//yL//0T//2b//4j//6r//8z//+7/////Q+BSzgAAAAFiS0dEQP7ZXNgAAAAJcEhZcwAAAEgAAABIAEbJaz4AAABJSURBVAjXY2BgZGJmYWVj5+Dk4ubh5eMXEBQSFhEVE5eQlJKWkZWTV1BUUlZRVVPX0NTS1tHV0zcwNDI2MTUzt7C0sraxtbMHAKrhB+FMRSaNAAAAJXRFWHRkYXRlOmNyZWF0ZQAyMDE3LTEwLTI0VDE0OjM0OjQ5KzAxOjAwHhvnXgAAACV0RVh0ZGF0ZTptb2RpZnkAMjAxNy0xMC0yNFQxNDozNDo0OSswMTowMG9GX+IAAAAASUVORK5CYII=)As you can see we get different results depending on what metadata we apply to the image data.

# Appendixes

## Deflate.py

import sys, zlib

if len(sys.argv) < 4:

print("Usage: python Deflate.py <inflate | deflate> <input file> <output file>")

exit(-1)

inputData = open(sys.argv[2], "rb").read()

if sys.argv[1] == "inflate":

print("Inflating from '{0}' to '{1}'".format(sys.argv[2], sys.argv[3]))

outputData = zlib.decompress(inputData)

else:

print("Deflating from '{0}' to '{1}'".format(sys.argv[2], sys.argv[3]))

outputData = zlib.compress(inputData, 9)

outputFile = open(sys.argv[3], "wb")

outputFile.write(outputData)

outputFile.close()

## main.cpp

#include <iostream>

#include <iterator>

#include <fstream>

#include <vector>

#include <string>

#include <Magick++.h>

extern "C"

{

#include <zlib.h>

int GWFileConfigXML(wchar\_t \*xmlConfig);

wchar\_t \* GWFileErrorMsg();

int GWFileDone();

int GWFileToMemoryProtectAndImport(wchar\_t \*inputFilePath, void \*\*outputBuffer, size\_t \*outputBufferLength);

int GWFileToMemoryAnalysisProtectAndExport(wchar\_t \*inputFilePath, void \*\*outputBuffer, size\_t \*outputBufferLength);

}

using namespace std;

vector<char> ProcessImage(const vector<char> &imageData)

{

/\* In the real world we would process the image by following these steps:

\* - Extract the metadata from the Analysis report

\* - Extract the icc profile and indexed colour map from the archive if they exist

\* - Apply the PDF filters in the specified order to decompress/decode the image data

\* - Use the metadata along with the icc profile and the indexed colour map to convert the raw data to an actual image

\* - Possibly revert the image back to the raw data if the image was converted to a different format

\* - Apply the filters in reverse order to correctly compress/encode the image data

\* - Replace the exported image with the new image

\* - Run the updated zip archive through Glasswall through import mode

\*

\* In this example everything is hard coded since this is only a proof of concept

\* This image has the following parameters:

\* Width: 1153

\* Height: 768

\* Bits per pixel component: 8

\* Format: gray

\* Filters:

\* - Compressed with Deflate algorithm

\*

\* The image also has a Matte attribute applied to it, which I am not too sure what it does, but in this case it does not make any difference.

\* \*/

/\* Inflate the image data \*/

vector<char> tempBuffer(1024\*1024); /\* This buffer is big enough for this particular file \*/

size\_t tempBufferSize = tempBuffer.size();

uncompress(reinterpret\_cast<Bytef\*>(tempBuffer.data()), &tempBufferSize, reinterpret\_cast<const Bytef\*>(imageData.data()), imageData.size());

/\* In this example we are adding a black 5 pixel border to the top and bottom of the image \*/

Magick::Geometry geometry(1153, 768);

Magick::Blob imageBlob(reinterpret\_cast<const void\*>(tempBuffer.data()), tempBufferSize);

Magick::Image image(imageBlob, geometry, 8, "gray");

for (size\_t column = 0; column < geometry.height(); ++column)

{

if (column == 5)

{

column = geometry.height() - 5;

}

for (size\_t row = 0; row < geometry.width(); ++row)

{

image.pixelColor(row, column, Magick::Color("White"));

}

}

/\* Update the image data with the new image data \*/

Magick::Blob imageOutputBlob;

image.write(&imageOutputBlob);

/\* Deflate the image data \*/

tempBuffer.resize(imageOutputBlob.length() \* 11/10 + 12);

tempBufferSize = tempBuffer.size();

/\* We set the compression level higher than the default as the default compression gives us a bigger file than the original \*/

compress2(reinterpret\_cast<Bytef\*>(tempBuffer.data()), &tempBufferSize, reinterpret\_cast<const Bytef\*>(imageOutputBlob.data()), imageOutputBlob.length(), 8);

return vector<char>(tempBuffer.data(), tempBuffer.data() + tempBufferSize);

}

int main(int argc, char \*argv[])

{

Magick::InitializeMagick(\*argv);

static wstring xmlConfiguration(

L"<?xml version=\"1.0\" encoding=\"UTF-8\"?>\

<config>\

<pdfConfig>\

<acroform>sanitise</acroform>\

<metadata>sanitise</metadata>\

<javascript>sanitise</javascript>\

<actions\_all>sanitise</actions\_all>\

<embedded\_files>sanitise</embedded\_files>\

<internal\_hyperlinks>sanitise</internal\_hyperlinks>\

<external\_hyperlinks>sanitise</external\_hyperlinks>\

</pdfConfig>\

</config>");

/\* Create directory to temporarily hold the intermediate output \*/

system("mkdir -p Temp");

/\* Load the xml configuration \*/

if (GWFileConfigXML(const\_cast<wchar\_t\*>(xmlConfiguration.c\_str())) != 1)

{

wcout << GWFileErrorMsg() << endl;

return GWFileDone();

}

/\* Export the file to memory \*/

size\_t exportedBufferLength = 0;

void \* exportedBuffer = nullptr;

if (GWFileToMemoryAnalysisProtectAndExport(const\_cast<wchar\_t\*>(L"Original.pdf"), &exportedBuffer, &exportedBufferLength) != 1)

{

wcout << GWFileErrorMsg() << endl;

return GWFileDone();

}

/\* Write the exported buffer to a file \*/

ofstream exportedFile("Temp/Exported.zip", ios::out | ios::binary | ios::trunc);

exportedFile.write(reinterpret\_cast<const char\*>(exportedBuffer), exportedBufferLength);

exportedFile.close();

/\* Extract the image from the zip archive \*/

system("unzip -o -q Temp/Exported.zip -d Temp/Exported");

ifstream imageFile("Temp/Exported/images/img9-0.unknown", ios::binary | ios::in);

vector<char> imageFileData ((istreambuf\_iterator<char>(imageFile)), istreambuf\_iterator<char>());

imageFile.close();

/\* Process the image \*/

imageFileData = ProcessImage(imageFileData);

/\* Write out the resulting image \*/

ofstream imageOutputFile ("Temp/Exported/images/img9-0.unknown", ios::binary | ios::out | ios::trunc);

imageOutputFile.write(imageFileData.data(), imageFileData.size());

imageOutputFile.close();

/\* Create a zip archive with the new image \*/

system("cd Temp; zip -r -q \"Exported - modified.zip\" Exported/\*; cd ..");

/\* Run the modified zip through import mode \*/

size\_t importBufferSize = 0;

void \* importBuffer = nullptr;

if (GWFileToMemoryProtectAndImport(const\_cast<wchar\_t\*>(L"Temp/Exported - modified.zip"), &importBuffer, &importBufferSize) != 1)

{

wcout << GWFileErrorMsg() << endl;

return GWFileDone();

}

/\* Write out the imported file \*/

ofstream importOutputFile("Imported.pdf", ios::binary | ios::out | ios::trunc);

importOutputFile.write(reinterpret\_cast<const char\*>(importBuffer), importBufferSize);

importOutputFile.close();

system("rm –rf Temp");

return 0;

}

## CMakeLists.txt

project(PDFImageConversion)

cmake\_minimum\_required(VERSION 2.8)

aux\_source\_directory(. SRC\_LIST)

add\_executable(${PROJECT\_NAME} ${SRC\_LIST})

find\_library(libglasswall "glasswall.classic" SHARED IMPORTED REQUIRED)

find\_package(ZLIB REQUIRED)

find\_package(ImageMagick COMPONENTS Magick++ MagickCore REQUIRED)

include\_directories(${ImageMagick\_INCLUDE\_DIRS})

include\_directories(${ZLIB\_INCLUDE\_DIRS})

target\_link\_libraries(PDFImageConversion ${libglasswall} ${ImageMagick\_LIBRARIES} ${ZLIB\_LIBRARIES})

set (CMAKE\_CXX\_FLAGS "-std=gnu++11 -Wall -Wextra ${CMAKE\_CXX\_FLAGS}")