# Recap

In the last article, we managed to get a basic version of the Pipes application running – albeit a simple one that only plays a single 5 x 5 puzzle. In this instalment, we will add the code to handle puzzles of different sizes and the ability to select a level and puzzle number.

# Adding Levels

To date, our game play has been limited to two 5 x 5 puzzles. By now you are probably sick of them and can do both with your eyes closed! Let’s fix that immediately by adding a puzzles of different sizes to the *Puzzles.h* file. Due to the different sizes of the puzzles, they must all be declared in their own array. A subset of the puzzles is shown below.

const byte puzzles\_5x5\_count = 2;

const byte puzzles\_5x5[] = {

  0x10, 0x20, 0x40,

  0x00, 0x30, 0x50,

  0x00, 0x00, 0x00,

  0x02, 0x04, 0x00,

  0x01, 0x35, 0x00,

  0x10, 0x00, 0x00,

  0x00, 0x00, 0x00,

  0x00, 0x40, 0x00,

  0x24, 0x30, 0x10,

  0x30, 0x00, 0x20,

}

const byte puzzles\_6x6\_count = 2;

const byte puzzles\_6x6[] = { ... }

const byte puzzles\_7x7\_count = 2;

const byte puzzles\_7x7[] = { ... }

const byte puzzles\_8x8\_count = 2;

const byte puzzles\_8x8[] = { ... }

const byte puzzles\_9x9\_count = 2;

const byte puzzles\_9x9[] = {

0x00, 0x00, 0x00, 0x00, 0x00,

0x01, 0x23, 0x00, 0x00, 0x00,

0x00, 0x02, 0x40, 0x43, 0x00,

0x00, 0x00, 0x00, 0x05, 0x00,

0x06, 0x06, 0x10, 0x00, 0x00,

0x75, 0x00, 0x00, 0x09, 0x80,

0x08, 0x70, 0x00, 0x00, 0x00,

0x09, 0x00, 0x00, 0x00, 0x00,

0x00, 0x00, 0x00, 0x00, 0x00,

...

}

## Loading the Board (Revisited)

The initBoard() function has undergone a few changes to date and the final tweak is to change it to accept a level parameter in addition to the original puzzle number one. The original code in the function remains unchanged however additional functionality has been added to allow the program to read from the different puzzle arrays we declared above.

The puzzleType parameter is a byte which indicates the size of the puzzle from 5 to 9. Using this number, we can work out how many bytes to read per puzzle. In our original code, this value was hardcoded to 15 bytes which equated to 3 bytes per row multiplied by 5 rows. As you may have worked out by now, a 6 x 6 puzzle also uses three bytes per row but has 6 rows.

When determining how many bytes to read, we determine whether the puzzle size is an even number - puzzleType % 2 == 0 - and, if so, we need to read in one half of the width multiplied by the number of row bytes - (puzzleType / 2) \* puzzleType. If the puzzle size is an odd number, we need to round the puzzle size up to the next even number, halve that and multiply in by the number of rows - ((puzzleType + 1) / 2) \* puzzleType.

Callout to “Modulus in C / C++”

When reading the actual puzzle data from the array, a simple switch statement is used to retrieve from the correct array.

#define PUZZLE\_5X5 5

#define PUZZLE\_6X6 6

#define PUZZLE\_7X7 7

#define PUZZLE\_8X8 8

#define PUZZLE\_9X9 9

void initBoard(byte puzzleType, byte puzzleNumber) {

byte x = 0;

byte y = 0;

byte byteRead = 0;

byte bytesToRead = (puzzleType % 2 == 0 ? (puzzleType / 2) \* puzzleType :

((puzzleType / 2) + 1) \* puzzleType);

for (int i = (puzzleNumber \* bytesToRead); i < ((puzzleNumber + 1) \* bytesToRead); i++) {

switch (puzzleType) {

case PUZZLE\_5X5:

byteRead = pgm\_read\_byte(&puzzles\_5x5[i]);

break;

case PUZZLE\_6X6:

byteRead = pgm\_read\_byte(&puzzles\_6x6[i]);

break;

case PUZZLE\_7X7:

byteRead = pgm\_read\_byte(&puzzles\_7x7[i]);

break;

case PUZZLE\_8X8:

byteRead = pgm\_read\_byte(&puzzles\_8x8[i]);

break;

case PUZZLE\_9X9:

byteRead = pgm\_read\_byte(&puzzles\_9x9[i]);

break;

}

...

}

}

## Rendering the board.

The existing code to render the board will happily render puzzles of any size – however with the larger puzzles portions of the board will not be visible. Later in this article, we will look at how we can make the board scroll as the user moves around.

# Storing the Player’s Progress.

My version of the Pipes game will not let a player advance to the next puzzle in each level until they have completed the one before that. I store and retrieve the progress of each level in the EEPROM using functionality provided as part of the Pokitto library, known as *Cookies*.

In Pokittoland, a cookie is a class that exposes a bunch of variables relevant to your game or application that you want to store in the EEPROM. As you can see below, the cookie used for Pipes has five variables that are used to store the progress of each level. I have also defined another field, called *initialised* that is used to determine whether the cookie has been initialized before its first use.

class GameCookie : public Pokitto::Cookie {

public:

byte initialised;

byte level5x5 = 0;

byte level6x6 = 0;

byte level7x7 = 0;

byte level8x8 = 0;

byte level9x9 = 0;

public:

void initialise() {

initialised = COOKIE\_INITIALISED;

level5x5 = 0;

level6x6 = 0;

level7x7 = 0;

level8x8 = 0;

level9x9 = 0;

saveCookie();

}

};

You may also have noted that the cookie extends *Pokitto::Cookie*. By extending this class, our cookie knows how to save itself using the inherited *saveCookie()* method.

The logic for creating and initializing the cookie is shown below and is taken from the *main.cpp* file which, as discussed in the first article, is used to start sdfsfsdfds

In addition to the code Pokitto library, the program now includes the *PokittoCookie* library and our own *GameCookie* implementation. An instance of a *GameCookie* is created followed by a call to an inherited method, *begin()*. This method, accepts a unique name for the cookie, the size of the cookie and the cookie value itself. The method first checks to see if a cookie exists with that name and, if so, populates the cookie with values retrieved from the EEPROM.

If no matching cookie is found, the method reserves enough memory in the EEPROM to store the cookie. Cookies can be any length and this process will allocate enough memory to store the entire cookie.

#include "Pokitto.h"

#include "PokittoCookie.h"

#include "src/utils/GameCookie.h"

#include "src/Game.h"

#define COOKIE\_INITIALISED 34

Game game;

GameCookie cookie;

int main() {

cookie.begin("PIPES", sizeof(cookie), (char\*)&cookie);

Once the cookie has been created and loaded, the *initialised* variable is tested to see if the cookie has just been created. If it has, the variables are often filled with random data that was read from the EEPROM rather than known values. The value of *COOKIE\_INITIALISED* is irrelevant but allows us to test the retrieved cookie for a known value.

// Has the cookie been initialised?

if (cookie.initialised != COOKIE\_INITIALISED) {

cookie.initialise();

}

Finally, the created and initialised cookie can be passed to the game class and the game started!

// Play game!

game.setup(&cookie);

while (PC::isRunning()) {

if (!PC::update()) continue;

game.loop();

}

return 0;

}

# Selecting a Level

Now that we have all of the levels defined and have a way of tracking progress, we need a way for the player to select which of the five levels they would like to play.
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The code below shows the button handling for the menu and is taken from the file *Game\_Menus.cpp*. It stores the selected menu item in a variable called levelSelect\_selectedItem which is incremented or decremented as the user clicks the up or down buttons within the range of the six level options. If the user presses the ‘B’ button, control is returned back to the splash screen.

void Game::levelSelect() {

clearHighlightAndSelection();

if (PC::buttons.pressed(BTN\_UP) && levelSelect\_selectedItem > 0) {

levelSelect\_selectedItem--;

}

if (PC::buttons.pressed(BTN\_DOWN) && levelSelect\_selectedItem < sizeof(levels) – 1) {

levelSelect\_selectedItem++;

}

if (PC::buttons.pressed(BTN\_B)) {

gameState = STATE\_SPLASH\_INIT;

}

…

If the player presses the ‘A’ button, the progress of the selected level is retrieved from the EEPROM via the *GameCookie*. If they select a level where they have completed at least one of the puzzles, they are invited to clear the level and start again or continue on from the last completed puzzle. If the player selects a new level, they are first puzzle is automatically selected.

In either scenario the gameplay variable is updated to indicate which routine the main loop() should call on the next pass. I have also included a second variable, prevState, and have set this to STATE\_LEVEL\_SELECT. This variable will be used later to determine how a user got to the puzzle select screen and is described in the section *Selecting a Puzzle* below.

if (PC::buttons.pressed(BTN\_A)) {

puzzle.level = levels[levelSelect\_selectedItem];

puzzle.index = 0;

if (cookie->getLevelIndex(puzzle.level) > 0) {

gameState = STATE\_PUZZLE\_SELECT;

prevState = STATE\_LEVEL\_SELECT;

puzzleSelect\_selectedItem = 0;

}

else {

gameState = STATE\_INIT\_GAME;

}

}

The screen is rendered using the code below. The *renderBackground()* function is the same one we used when creating the splash screen. After rendering the background, two rectangles are rendered and filled in white and then again in a slightly smaller size in dark grey.

renderBackground();

PD::setColor(1);

PD::fillRect(OVERALL\_X\_POS, OVERALL\_Y\_POS, OVERALL\_WIDTH, OVERALL\_HEIGHT);

PD::setColor(8);

PD::fillRect(OVERALL\_X\_POS + 1, OVERALL\_Y\_POS + 1, OVERALL\_WIDTH - 2, OVERALL\_HEIGHT - 2);

renderLevelDetail(ITEM\_X\_POS, ITEM\_1\_Y\_POS, levels[0], levelSelect\_selectedItem == 0);

renderLevelDetail(ITEM\_X\_POS, ITEM\_2\_Y\_POS, levels[1], levelSelect\_selectedItem == 1);

renderLevelDetail(ITEM\_X\_POS, ITEM\_3\_Y\_POS, levels[2], levelSelect\_selectedItem == 2);

renderLevelDetail(ITEM\_X\_POS, ITEM\_4\_Y\_POS, levels[3], levelSelect\_selectedItem == 3);

renderLevelDetail(ITEM\_X\_POS, ITEM\_5\_Y\_POS, levels[4], levelSelect\_selectedItem == 4);

The renderLevelDetail() function renders a single menu item at positions X and Y. If the variable highlight is true, it first renders a white filled rectangle and sets the text colour to grey on a white background. If the row is not highlighted, it sets the text colour to yellow on dark grey.

void Game::renderLevelDetail(byte x, byte y, byte level, byte highlight) {

if (highlight) {

PD::setColor(1);

PD::fillRect(x - 1, y - 1, ITEM\_WIDTH, ITEM\_HEIGHT);

PD::setColor(8, 0);

}

else {

PD::setColor(4, 8);

}

PD::setCursor(x, y);

switch (level) {

case PUZZLE\_5X5:

PD::print("Practice");

PD::setCursor(x + 52, y);

PD::print(cookie->getLevelIndex(PUZZLE\_5X5) < 10 ? " " : "");

PD::print(cookie->getLevelIndex(PUZZLE\_5X5), 10);

PD::print("/");

PD::print(puzzles\_5x5\_count, 10);

break;

case PUZZLE\_6X6: ...

case PUZZLE\_7X7: ...

case PUZZLE\_8X8: ...

case PUZZLE\_9X9: ...

}

arduboy.setTextColor(WHITE);

arduboy.setTextBackground(BLACK);

}

# Selecting a Puzzle

As stated earlier, if the player selects a level where they have completed at least one of the puzzles, they are invited to clear the level and start again or continue on from the last completed puzzle. If the player selects a new level, they are first puzzle is automatically selected. The puzzle selection screen looks like this:
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The code below handles the selection of a puzzle. I will not dissect it as it is functionally similar to the level section above but there are a few variations.

The first is when the user selects the option to continue playing the next puzzle from the level they have chosen. If the retrieved EEPROM setting reveals that the user has completed all puzzles in the current level, then they are presented with the last puzzle again.

You will also notice that when rendering the first menu item, the words *Continue Playing* are rendered if the player has progressed from the level selection screen. If they have pressed the ‘B’ button whilst playing an actual puzzle, they will be presented with the option *Restart Puzzle* instead.

void Game::puzzleSelect() {

clearHighlightAndSelection();

if (PC::buttons.pressed(BTN\_UP) && puzzleSelect\_selectedItem > 0) {

puzzleSelect\_selectedItem--;

}

if (PC::buttons.pressed(BTN\_DOWN) && puzzleSelect\_selectedItem < 1) {

puzzleSelect\_selectedItem++;

}

if (PC::buttons.pressed(BTN\_B)) {

gameState = STATE\_LEVEL\_SELECT;

}

if (PC::buttons.pressed(BTN\_A)) {

if (puzzleSelect\_selectedItem == 1) {

puzzle.index = 0;

cookie->updateLevel(puzzle.level, puzzle.index);

}

if (puzzleSelect\_selectedItem == 0) {

// If all puzzles in the current level are completed, simply re-show the last puzzle ..

if (cookie->getLevelIndex(puzzle.level) == getNumberOfPuzzles(puzzle.level)) {

puzzle.index = cookie->getLevelIndex(puzzle.level) - 1;

}

else {

cookie->getLevelIndex(puzzle.level);

}

}

gameState = STATE\_INIT\_GAME;

}

// Render menu ..

renderBackground();

PD::setColor(1);

PD::fillRect(OVERALL\_X\_POS, OVERALL\_Y\_POS, OVERALL\_WIDTH, OVERALL\_HEIGHT);

PD::setColor(8);

PD::fillRect(OVERALL\_X\_POS + 1, OVERALL\_Y\_POS + 1, OVERALL\_WIDTH - 2, OVERALL\_HEIGHT - 2);

const char s1[] = {"Continue Playing"};

const char s2[] = {" Restart Puzzle "};

const char s3[] = {" Reset Level"};

if (prevState == STATE\_LEVEL\_SELECT) {

renderPuzzleOption(ITEM\_X\_POS, ITEM\_1\_Y\_POS, s1, (puzzleSelect\_selectedItem == 0));

}

else {

renderPuzzleOption(ITEM\_X\_POS, ITEM\_1\_Y\_POS, s2, (puzzleSelect\_selectedItem == 0));

}

renderPuzzleOption(ITEM\_X\_POS, ITEM\_2\_Y\_POS, s3, (puzzleSelect\_selectedItem == 1));

}

# Enabling Scrolling and Centering the Board

To complete the game play, we need to enable scrolling so that the player can reach the lower rows of the bigger puzzles. While modifying the code to support this, we will add some extra functionality to center the board in the screen and to add a ‘scrollbar’ on the right hand side that indicates where the player’s highlighted cell is relative to the rest of the board. When finished, the game play will look like this :

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANwAAACwCAYAAABkbACgAAAFF0lEQVR4nO3d0U7bWBSG0QT1pUBoJPJaAVVV4bWoVCF4KzIXqTWNp27sYP85O6x1M6JNznCz+Xoc+7BerVa71cN2BYx36sRcGTbI+XLubwAqe/r+NOp1219hu1rymwEOHS2cf3DymYzr1bCuZEPlUzgIGr2He/7xvOT3AWe1udt86P3b3sXHodIpHARNvkr50Z8Ex8xd0u77ta51l1x37NVKhYOgkz+HW+onz9yW2nta17q/6+/hOvZwcEbuNCni9eVt0utvbq8X+k74CIWDIIVr3GDZ3neHX1+t//g+pWuLwkGQgYMgAwdB9nBV9Pdsx/6+t6ejDQoHQQYOggwcBNnDVdHfk9mzlaRwEGTgIMjAQZA9XOO6eyH/d0/lkT2beyjbpHAQpHBFKNZlUDgIOrlwS5/eNZdqpz9Zt+a6YykcBE0uXLUTmKud/mTdmuuOpXAQ5CplEW93007tuv5x3quaby+vk15/fXsz6nWbl2nXDp5v2/oXmcJBkMI1bmrZ+u9Ll25q2frvGyrd1LL139dK6RQOghSumN23/XNw66/rUX9+brv3v//9+sQf+Y/vjwdf31/dn7ZQmMJBkIGDIAMHQfZwlNTfs1XZ0ykcBBk4CDJwEGQPV8zQ52ytff7WOfVztqla3bP1KRwEKVzjunshqzwt0N0LOffTAt29kJ4WAEZTuCLO/XzbVGOfb5uqtWJNpXAQNHngNnebRU7ssq51K687lsJBUDOndlnXupXXHUvhIMhVyiKcgrVX5fPIIQoHQQrXOKdg7VU7vWyIwkGQwhXjFKy9aqeXdRQOggwcBBk4CLKHY7Va1T0FqxqFgyADB0EGDoLs4YpxCtZetdPLOgoHQQrXOKdg7VU7vWyIwkGQwhXhFKy91oo1lcJBkFO7rGvdIIWDIKd2Wde6QQoHQa5Szmzq/mDsT9zNatrnT8+r2lfzLpXCQZDCzWSobI/fes+VfT28R7F731Dpppat/z6la4vCQZDCLaRftv6f90t38v/n5+7g6/t/2r5b/rNTOAhSuJkNlW3odXOVjhoUDoIUrhh7ttoUDoIUbmbdnuzYXs7e7XNSOAhSuIUMle6jZbNnq03hIEjhZtLdC9m/p/JY0Y49LdDdC+lpgcugcBCkcDNb7EllxboICgdBTu2yrnWDFA6CnNplXesGKRwEuUpZxFKngZGlcBCkcI1b6jQwzkPhIEjhikmdBsYyFA6CFK4Ip4FdBoWDIAMHQQYOguzhinAa2GVQOAhSuGKWOg2MDIWDIIVr3FKngXEeCgdBCleEYl0GhYMgp3ZZ17pBCgdBTu2yrnWDFA6CXKUswm/PuQwKB0EK17ipZeu/T+naonAQpHDFPf7cHXztd4C3TeEgyMBBkIGDIHu4YuzZalM4CDJwEGTgIMgerhh7ttoUDoIUrnHdvZCeFrgMCgdBCleEYl0GhYMgp3ZZ17pBCgdBTu2yrnWDFA6CDBwEGTgIMnAQZOAgyJ0mMIOn70+jXqdwEGTgIMjAQZCBgyADB0EGDoIMHAQZOAgycBBk4CDIwEGQgYMgAwdBTu2yrnWDFA6C1quH7e5vL9j++u+5TzuCJXXVG/dU239zMfY5uO3D/h0KB0HNP/H9+jLtt8bc3DqDn7yuYH39AiocBDVbuMGyvfe2nFeHvxG0e5/SkdSVrCvd0N5O4SCo2cJBRceuWiocBLVfuP6e7djf9/Z0sKShq5NDFA6C2i8cNGjsHSl9CgdB/wK+WTUT8Z59RwAAAABJRU5ErkJggg==) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANwAAACwCAYAAABkbACgAAAFS0lEQVR4nO3d0W7TWBSGUaealyqqRmpeK1QI0b5WkVAFb9XMRTCjGNzYwf5zdrrWzag0OfRm881x7NNN13X77mHXjem/8/z1efQ1rOf7y48/f+N1f/z1zeaPL/twd7vwT3Sdtvfbruu67mni68cn5m03bw0bsKx/Lv0DQGVPX6Y1cfczbDdr/jDAMYVrXL8H+20vN7JnG76PrL5kY+VTOAhSuCIUq227wcXHsdIpHATNLlz/ecXSn8tZ17qV1516tVLhIGjTPez2b73AnSa8B+feaeJzOGiYq5RF/LgfuadyxO3Xy17V/PHyfdbrb+8+THrd9mU7a93nu7b+z0zhIEjhGje3bMP3pUs3t2zD942Vbm7Zhu9rpXQKB0EKV8z+8+Gi8ubTZtKfX9r+9e3vb878J//x9fHo6483H89bKEzhIMjAQZCBgyB7OEoa7tmq7OkUDoIMHAQZOAiyhytm7HO21j5/6537Odtcl96zDZ/47nniGy5I4RrX3wtZ5WmB/l7IpZ8W6O+F9LQAMJnCFXHp59vmmvp821ytFWsuhYOg2QO3vd/+Ov9hSda1buV1p1I4CJq9h1vr9C7rWrfyulMpHAS5SlmEU7AOqnweOUbhIEjhGucUrINqp5eNUTgIUrhinIJ1UO30sp7CQZCBgyADB0H2cHRdV/cUrGoUDoIMHAQZOAiyhyvmvZyCdUq108t6CgdBCtc4p2AdVDu9bIzCQZDCFeEUrIPWijWXwkGQU7usa90ghYMgp3ZZ17pBCgdBrlIubO7+YOq/uNtu3udPz13tq3nXSuEgSOEWMla2x8+D58o+Hd+j2L9vrHRzyzZ8n9K1ReEgSOFWMizb8M+HpTv77/m2P/r6479t3y3/3ikcBCncwsbKNva6pUpHDQoHQQpXjD1bbQoHQQq3sH5PdmovZ+/2PikcBCncSsZK97dls2erTeEgSOEW0t8LObyn8lTRTj0t0N8L6WmB66BwEKRwC1vtSWXFugoKB0GzC7f2iUdLF+LU82bWtW6SwkHQ2Xu4tf7lWVq105+sW3PdqRQOglylLGKt08DIUjgIUrjGrXUaGJehcBCkcMWkTgNjHQoHQQpXhNPAroPCQZCBgyADB0H2cEU4Dew6KBwEKVwxa50GRobCQZDCNW6t08C4DIWDIIUrQrGug8JB0NmFW/v0rqVUO/3JujXXnUrhIGh24artJaqd/mTdmutOpXAQ5CplEX57znVQOAhSuMbNLdvwfUrXFoWDIIUr7vHb/uhrvwO8bQoHQQYOggwcBNnDFWPPVpvCQZCBgyADB0H2cMXYs9WmcBCkcI3r74X0tMB1UDgIUrgiFOs6KBwEzR647f12lRO7rGvdyutOpXAQ1MypXda1buV1p1I4CDJwEGTgIMjAQZCBgyADB0EGDoIMHAQZOAgycBBk4CDIwEGQgYMgAwdBBg6CDBwEGTgIMnAQZOAgyKld1rVukMJBkFO7rGvdIIWDoOZ/t8D3l3m/NebDnTP4aZfCQVCzhRst2+v++Oub498I2r9P6WiRwkGQgYMgAwdBze7hfhnu2U59f7Cng5YoHAQZOAgycBDU/h5uuCezZ6MwhYMgAwdBBg6Cmt3D9fdC/nZP5Yk9m3soaZnCQVCzhespFtdE4SBoduH6E4+WPhvCutatvO7Tl6dJr1M4CNp0D7s3b8ff/fzvpU87gjX15ZvWqf/nYmrZdg+HdygcBDV/lRIq6As2NCygwkHQ5MJd8jx2aF1fsr50Y3s7hYOgk4WbetUGOH3VUuEgyFVK+AtjVyfHKBwEKRyc4dxrGwoHQf8BCTBBGhMPa9IAAAAASUVORK5CYII=)

To start with, I have defined another array in the *Puzzles.h* file that stores a row of information per puzzle type. For each puzzle type we define four parameters that include the X and Y position at which to render the board and a ‘unit length’ and ‘bar length’ for the scrollbar. The scrollbar parameters are used simulate the behaviour of a scroll bar where the ‘slider’ length is proportional to the visible screen length compared to the full puzzle size. More about that later.

const byte puzzles\_details[] = {

27, 16, 0, 0, // 5x5

21, 10, 0, 0, // 6x6

15, 4, 0, 0, // 7x7

6, 4, 7, 68, // 8x8

1, 4, 6, 64, // 9x9

};

The puzzle structure that is populated at the start of a game and maintains game play information has been extended to capture this additional information. When populating the puzzle structure via the *initBoard()* function, these additional parameters are retrieved and stored along with the puzzle definition itself.

struct Slider {

byte unit; // Number of pixels / row for the slider.

byte overall; // Height of the slider portion in pixels.

};

struct Puzzle {

byte level;

byte index;

Node maximum;

Node offset;

Slider slider;

byte board[9][9];

}

puzzle;

In the previous article we looked at the two functions that handle the node selection and pipe laying, play\_NoSelection() and play\_NodeSelected() respectively. If you recall, both of these functions finished with a call to renderBoard() which simply rendered the board in the top left corner of the page. To cater for the offsets, I have added some additional parameters for them as shown below:

void renderBoard(int xOffset, int yOffset, byte topRow) {

PD::fillScreen(11);

...

for (int y = 0; y < puzzle.maximum.y; y++) {

for (int x = 0; x < puzzle.maximum.x; x++) {

if (isPipe(x,y)) {

PD::drawBitmap((x \* GRID\_WIDTH) + xOffset, (y \* GRID\_HEIGHT) + yOffset,

connectors[getPipeValue(x, y)]);

}

}

}

...

}

When rendering the any component of the board, the X and Y offsets are included in position calculations.

To implement the scrolling, I have altered the play\_NoSelection() and play\_NodeSelected() to calculate a ‘Y’ offset that takes into account the current highlighted row. The function to calculate the top row to display is shown below. The code is very similar to that which we utilised when displaying the levels menu and aims to keep the highlighted cell in the middle of the screen where possible.

byte calculateTopRow() {

byte topRow = 0;

if (player.highlightedNode.y <= 2) {

topRow = 0;

}

else {

if (player.highlightedNode.y >= 3 && player.highlightedNode.y <= puzzle.maximum.y - 7) {

topRow = player.highlightedNode.y - 2;

}

else {

topRow = (puzzle.maximum.y - 7 >= 0 ? puzzle.maximum.y - 7 : 0);

}

}

return topRow;

}

The play\_NoSelection() and play\_NodeSelected() utilize the new calculateTopRow() function to determine the top row to display. When the top row evaluates to zero, the rendering of the puzzle starts at the offset position defined in puzzle.offset.x and offset.position.y, as retrieved from the puzzles\_details[] array. As the top row increases the calculated offset gets increasingly larger and negative which forces the board to be rendered from a negative ‘Y’ position.

renderBoard(puzzle.offset.x, puzzle.offset.y - calculateTopRow() \* GRID\_HEIGHT,

calculateTopRow());

The renderBoard() routine will simply render the items regardless of their ‘Y’ values. The Pokitto library contains code that detects when an image will be completely rendered outside the dimensions of the screen. However, it needs to calculate this and this adds some overhead to the rendering. This does not pose a problem for a game like Pipes but would be a consideration for a fast moving, action game.

# Rendering a Scroll Bar

Our last little visual trick for his edition of the series is to add a scroll bar that will indicate to the player that the puzzle they are playing is bigger than what the Arduboy can display and where their highlighted cell is relative to the board.

The renderBoard() function is altered once again to include some logic to render the scrollbar. The 5 x 5 puzzle does not need a scroll bar but all other puzzle sizes do. To cater for this, the rendering of the puzzle is conditioned by the puzzle.slider.unit value (one of the values retrieved from the puzzles\_details[] array earlier) being greater than 0. You may have noticed earlier that the 5 x 5 puzzle had this value set to zero.

The ‘slider’ part of the toolbar is positioned on the scrollbar to indicate the relative position of the highlighted cell. This is done by calculating the top position using the topRow parameter multiplied by the puzzle.slider.unit value. The height of the slider is a constant per puzzle type.

void renderBoard(int xOffset, int yOffset, byte topRow) {

…

if (puzzle.slider.unit > 0) {

PD::setColor(0);

PD::fillRect(SCROLLBAR\_X, SCROLLBAR\_Y, SCROLLBAR\_WIDTH + 1, SCROLLBAR\_HEIGHT);

PD::setColor(9);

PD::drawRect(SCROLLBAR\_X, SCROLLBAR\_Y, SCROLLBAR\_WIDTH, SCROLLBAR\_HEIGHT);

PD::fillRect(SCROLLBAR\_X + 2, SCROLLBAR\_Y + 5 + (topRow \* puzzle.slider.unit),

SCROLLBAR\_WIDTH - 3, puzzle.slider.overall);

// Top arrow ..

PD::drawBitmap(SCROLLBAR\_X + 2, SCROLLBAR\_Y + 2, ArrowUp);

// Bottom arrow ..

PD::drawBitmap(SCROLLBAR\_X + 2, SCROLLBAR\_Y + SCROLLBAR\_HEIGHT - 3, ArrowDown);

}

## Where’s the code?

The sample code detailed in this article can be found in the repository at [https://github.com/filmote/Pipes\_Article3](https://github.com/filmote/Pipes_Article2)\_Pokitto. The game is totally playable now but needs more cowbells to make it complete. If you don’t understand that reference, you need to watch the SNL comedy sketch here <https://www.youtube.com/watch?v=DLeNQKk4uuI>

## Next Month

In the next article, we will add some additional features to make the game a little more professional – sound, an animated splash screen and other decorations. If we have space, I will discuss how to create a distributable *BIN* file and a *POP* file.