**二：内核引导阶段：**

**S3C2410 Linux 2.6.35.7启动分析(第二阶段)**

接着上面的分析，第一阶段的代码跳转后，会进入第二阶段的代码。

第二阶段的代码是从\arch\arm\kernel\head.S开始的。

**内核启动第二阶段主要完成的工作有:**

**cpu ID检查，**

**machine ID(也就是开发板ID)检查，**

**创建初始化页表，**

**设置C代码运行环境，**

**跳转到内核第一个真正的C函数startkernel开始执行。**

**这一阶段涉及到两个重要的结构体：**

**(1) 一个是struct proc\_info\_list 主要描述CPU相关的信息，定义在文件arch\arm\include\asm\procinfo.h中，与其相关的函数及变量在文件arch/arm/mm/proc\_arm920.S中被定义和赋值。**

**(2) 另一个结构体是描述开发板或者说机器信息的结构体struct machine\_desc，定义在\arch\arm\include\asm\mach\arch.h文件中，其函数的定义和变量的赋值在板极相关文件arch/arm/mach-s3c2410/mach-smdk2410.c中实现，这也是内核移植非常重要的一个文件。**

**该阶段一般由前面的解压缩代码调用,进入该阶段要求：**

**MMU = off, D-cache = off, I-cache = dont care,r0 = 0, r1 = machine id.**

**所有的机器ID列表保存在arch/arm/tools/mach-types 文件中，在编译时会将这些机器ID按照统一的格式链接到基本内核映像文件vmlinux的\_\_arch\_info\_begin和\_\_arch\_info\_end之间的段中。存储格式定义在include/asm-arm/mach/arch.h文件中的结构体struct machine\_desc {}。这两个结构体的内容最终会被连接到基本内核映像vmlinux中的两个段内，分别是\*(.proc.info.init)和\*(.arch.info.init)，可以参考下面的连接脚本。**

**链接脚本：arch/arm/kernel/vmlinux.lds**

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*链接脚本\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

SECTIONS

{

. = TEXTADDR;

.init : { /\* 初始化代码段\*/

\_stext = .;

\_sinittext = .;

\*(.init.text)

\_einittext = .;

\_\_proc\_info\_begin = .;

\*(.proc.info.init)

\_\_proc\_info\_end = .;

\_\_arch\_info\_begin = .;

\*(.arch.info.init)

\_\_arch\_info\_end = .;

\_\_tagtable\_begin = .;

\*(.taglist.init)

\_\_tagtable\_end = .;

. = ALIGN(16);

\_\_setup\_start = .;

\*(.init.setup)

\_\_setup\_end = .;

\_\_early\_begin = .;

\*(.early\_param.init)

\_\_early\_end = .;

\_\_initcall\_start = .;

\*(.initcall1.init)

\*(.initcall2.init)

\*(.initcall3.init)

\*(.initcall4.init)

\*(.initcall5.init)

\*(.initcall6.init)

\*(.initcall7.init)

\_\_initcall\_end = .;

\_\_con\_initcall\_start = .;

\*(.con\_initcall.init)

\_\_con\_initcall\_end = .;

\_\_security\_initcall\_start = .;

\*(.security\_initcall.init)

\_\_security\_initcall\_end = .;

. = ALIGN(32);

\_\_initramfs\_start = .;

usr/built-in.o(.init.ramfs)

\_\_initramfs\_end = .;

. = ALIGN(64);

\_\_per\_cpu\_start = .;

\*(.data.percpu)

\_\_per\_cpu\_end = .;

#ifndef CONFIG\_XIP\_KERNEL

\_\_init\_begin = \_stext;

\*(.init.data)

. = ALIGN(4096);

\_\_init\_end = .;

#endif

}

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*链接脚本\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**下面开始代码\arch\arm\kernel\head.S的注释：**

开始分析前先看下一点基础知识：

1. kernel运行的史前时期和内存布局

在arm平台下，zImage.bin压缩镜像是由bootloader加载到物理内存，然后跳到zImage.bin里一段程序，它专门于将被压缩的kernel解压缩到KERNEL\_RAM\_PADDR开始的一段内存中，接着跳进真正的kernel去执行。该kernel的执行起点是stext函数，定义于arch/arm/kernel/head.S。此时内存的布局如下图所示

**[![http://blog.chinaunix.net/attachment/201210/21/25909619_13508041824F55.jpg](data:image/jpeg;base64,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)](http://blog.chinaunix.net/attachment/201210/21/25909619_13508041824F55.jpg)**

在开发板3c2410中，SDRAM连接到内存控制器的Bank6中，它的开始内存地址是0x30000000，大小为64M，即0x20000000。

ARM Linux kernel将SDRAM的开始地址定义为PHYS\_OFFSET。经bootloader加载kernel并由自解压部分代码运行后，最终kernel被放置到KERNEL\_RAM\_PADDR（=PHYS\_OFFSET + TEXT\_OFFSET，即0x30008000）地址上的一段内存，经此放置后，kernel代码以后均不会被移动。

在进入kernel代码前，即bootloader和自解压缩阶段，ARM未开启MMU功能。

因此kernel启动代码一个重要功能是设置好相应的页表，并开启MMU功能。

为了支持MMU功能，kernel镜像中的所有符号，包括代码段和数据段的符号，在链接时都生成了它在开启MMU时，所在物理内存地址映射到的虚拟内存地址。

以arm kernel第一个符号（函数）stext为例，在编译链接，它生成的虚拟地址是0xc0008000，而放置它的物理地址为0x30008000（还记得这是PHYS\_OFFSET+TEXT\_OFFSET吗？）。实际上这个变换可以利用简单的公式进行表示：va = pa – PHYS\_OFFSET + PAGE\_OFFSET。Arm linux最终的kernel空间的页表，就是按照这个关系来建立。

之所以较早提及arm linux 的内存映射，原因是在进入kernel代码，里面所有符号地址值为清一色的0xCXXXXXXX地址，而此时ARM未开启MMU功能，故在执行stext函数第一条执行时，它的PC值就是stext所在的内存地址（即物理地址，0x30008000）。因此，下面有些代码，需要使用地址无关技术。

\_\_HEAD  /\*该宏定义了下面的代码位于".head.text"段内\*/

.type stext, %function                           /\*声明stext为函数\*/

ENTRY(stext)                                      /\*第二阶段的入口地址\*/

setmode PSR\_F\_BIT | PSR\_I\_BIT | SVC\_MODE, r9  @ ensure svc mode and irqs disabled 进入超级权限模式，关中断

/\*从协处理器CP15，C0读取CPU ID,然后在\_\_proc\_info\_begin开始的段中进行查找，如果找到，则返回对应处理器相关结构体在物理地址空间的首地址到r5，最后保存在r10中\*/

mrc p15, 0, r9, c0, c0                  @ get processor id 取出cpu id

bl \_\_lookup\_processor\_type           @ r5=procinfo r9=cpuid

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

\_\_lookup\_processor\_type函数的具体解析开始（\arch\arm\kernel\ head-common.S）

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

在讲解该程序段之前先来看一些相关知识，内核所支持的每一种CPU 类型都由结构体proc\_info\_list来描述。

该结构体在文件arch/arm/include/asm/procinfo.h 中定义：

struct proc\_info\_list {

unsigned int cpu\_val;

unsigned int cpu\_mask;

unsigned long \_\_cpu\_mm\_mmu\_flags; /\* used by head.S \*/

unsigned long \_\_cpu\_io\_mmu\_flags; /\* used by head.S \*/

unsigned long \_\_cpu\_flush;        /\* used by head.S \*/

const char \*arch\_name;

const char \*elf\_name;

unsigned int elf\_hwcap;

const char \*cpu\_name;

struct processor \*proc;

struct cpu\_tlb\_fns \*tlb;

struct cpu\_user\_fns \*user;

struct cpu\_cache\_fns \*cache;

};

对于 arm920 来说，其对应结构体在文件 linux/arch/arm/mm/proc-arm920.S 中初始化。

.section ".proc.info.init", #alloc, #execinstr /\*定义了一个段，下面的结构体存放在该段中\*/

.type \_\_arm920\_proc\_info,#object              /\*声明一个结构体对象\*/

\_\_arm920\_proc\_info:                            /\*为该结构体赋值\*/

.long 0x41009200

.long 0xff00fff0

.long  PMD\_TYPE\_SECT | \

PMD\_SECT\_BUFFERABLE | \

PMD\_SECT\_CACHEABLE | \

PMD\_BIT4 | \

PMD\_SECT\_AP\_WRITE | \

PMD\_SECT\_AP\_READ

.long  PMD\_TYPE\_SECT | \

PMD\_BIT4 | \

PMD\_SECT\_AP\_WRITE | \

PMD\_SECT\_AP\_READ

b \_\_arm920\_setup

…………………………………

.section ".proc.info.init"表明了该结构在编译后存放的位置。在链接文件 arch/arm/kernel/vmlinux.lds 中：

SECTIONS

{

#ifdef CONFIG\_XIP\_KERNEL

. = XIP\_VIRT\_ADDR(CONFIG\_XIP\_PHYS\_ADDR);

#else

. = PAGE\_OFFSET + TEXT\_OFFSET;

#endif

.text.head : {

\_stext = .;

\_sinittext = .;

\*(.text.head)

}

.init : { /\* Init code and data \*/

INIT\_TEXT

\_einittext = .;

\_\_proc\_info\_begin = .;

\*(.proc.info.init)

\_\_proc\_info\_end = .;

\_\_arch\_info\_begin = .;

\*(.arch.info.init)

\_\_arch\_info\_end = .;

\_\_tagtable\_begin = .;

\*(.taglist.init)

\_\_tagtable\_end = .;

………………………………

｝

所有CPU类型对应的被初始化的 proc\_info\_list结构体都放在 \_\_proc\_info\_begin和\_\_proc\_info\_end之间。

/ \*

\* r9 = cpuid

\*  Returns:

\* r5 = proc\_info pointer in physical address space

\* r9 = cpuid (preserved)

\*/

\_\_lookup\_processor\_type:

adr r3, 3f                     @r3存储的是标号 3 的物理地址（由于没有启用 mmu ，所以当前肯定是物理地址）

ldmia r3, {r5 - r7}              @ R5=\_\_proc\_info\_begin，r6=\_\_proc\_info\_end，r7=标号4处的虚拟地址，即4: .long . 处的地址

add r3, r3, #8                 @ 得到4处的物理地址，刚好是跳过两条指令

sub r3, r3, r7       @ get offset between virt&phys得到虚拟地址和物理地址之间的offset

       /\*利用offset ，将 r5 和 r6 中保存的虚拟地址转变为物理地址\*/

add r5, r5, r3 @ convert virt addresses to

add r6, r6, r3 @ physical address space

1: ldmia r5, {r3, r4} @ value, mask  r3= cpu\_val , r4= cpu\_mask

and r4, r4, r9 @ mask wanted bits;r9 中存放的是先前读出的 processor ID ，此处屏蔽不需要的位

teq r3, r4                      @ 查看代码和CPU 硬件是否匹配（ 比如想在arm920t上运行为cortex-a8编译的内核？不让）

beq 2f                          @ 如果相等则跳转到标号2处，执行返回指令

add r5, r5, #PROC\_INFO\_SZ @ sizeof(proc\_info\_list结构的长度，在这等于48)如果没找到， 跳到下一个proc\_info\_list 处

cmp r5, r6                             @ 判断是不是到了该段的结尾

blo 1b                                 @ 如果没有，继续跳到标号1处，查找下一个

mov r5, #0        @ unknown processor ，如果到了结尾，没找到匹配的，就把0赋值给r5，然后返回

2: mov pc, lr                             @ 找到后返回，r5指向找到的结构体

ENDPROC(\_\_lookup\_processor\_type)

.align 2

3: .long \_\_proc\_info\_begin

.long \_\_proc\_info\_end

4: .long .                                  @“.”表示当前这行代码编译连接后的虚拟地址

.long \_\_arch\_info\_begin

.long \_\_arch\_info\_end

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

\_\_lookup\_processor\_type函数的具体解析结束（\arch\arm\kernel\ head-common.S）

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

movs r10, r5                     @ invalid processor (r5=0)?

beq \_\_error\_p @ yes, error 'p'

/\*机器 ID是由u-boot引导内核是通过thekernel第二个参数传递进来的，现在保存在r1中,在\_\_arch\_info\_begin开始的段中进行查找，如果找到，则返回machine对应相关结构体在物理地址空间的首地址到r5，最后保存在r8中。

bl \_\_lookup\_machine\_type @ r5=machinfo

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

\_\_lookup\_machine\_type函数的具体解析开始（\arch\arm\kernel\ head-common.S）

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

每一个CPU 平台都可能有其不一样的结构体，描述这个平台的结构体是 machine\_desc 。

这个结构体在文件arch/arm/include/asm/mach/arch.h 中定义：

struct machine\_desc {

unsigned int nr;          /\* architecture number \*/

unsigned int phys\_io; /\* start of physical io \*/

………………………………

};

对于平台smdk2410 来说其对应 machine\_desc 结构在文件linux/arch/arm/mach-s3c2410/mach-smdk2410.c中初始化：

MACHINE\_START(SMDK2410, "SMDK2410")

.phys\_io = S3C2410\_PA\_UART,

.io\_pg\_offst = (((u32)S3C24XX\_VA\_UART) >> 18) & 0xfffc,

.boot\_params = S3C2410\_SDRAM\_PA + 0x100,

.map\_io = smdk2410\_map\_io,

.init\_irq = s3c24xx\_init\_irq,

.init\_machine = smdk2410\_init,

.timer = &s3c24xx\_timer,

MACHINE\_END

对于宏MACHINE\_START 在文件 arch/arm/include/asm/mach/arch.h 中定义：

#define MACHINE\_START(\_type,\_name) /

static const struct machine\_desc \_\_mach\_desc\_##\_type /

 \_\_used /

 \_\_attribute\_\_((\_\_section\_\_(".arch.info.init"))) = { /

.nr = MACH\_TYPE\_##\_type, /

.name = \_name,

#define MACHINE\_END /

};

\_\_attribute\_\_((\_\_section\_\_(".arch.info.init")))表明该结构体在并以后存放的位置。

在链接文件 链接脚本文件 arch/arm/kernel/vmlinux.lds 中

SECTIONS

{

#ifdef CONFIG\_XIP\_KERNEL

. = XIP\_VIRT\_ADDR(CONFIG\_XIP\_PHYS\_ADDR);

#else

. = PAGE\_OFFSET + TEXT\_OFFSET;

#endif

.text.head : {

\_stext = .;

\_sinittext = .;

\*(.text.head)

}

.init : { /\* Init code and data \*/

INIT\_TEXT

\_einittext = .;

\_\_proc\_info\_begin = .;

\*(.proc.info.init)

\_\_proc\_info\_end = .;

\_\_arch\_info\_begin = .;

\*(.arch.info.init)

\_\_arch\_info\_end = .;

………………………………

｝

在\_\_arch\_info\_begin和 \_\_arch\_info\_end之间存放了linux内核所支持的所有平台对应的 machine\_desc 结构体。

/\*

\*  r1 = machine architecture number

 \* Returns:

\*  r5 = mach\_info pointer in physical address space

 \*/

\_\_lookup\_machine\_type:

adr r3, 4b                      @ 把标号4处的地址放到r3寄存器里面

ldmia r3, {r4, r5, r6}            @ R 4 = 标号4处的虚拟地址 ，r 5 = \_\_arch\_info\_begin ，r 6= \_\_arch\_info\_end

sub r3, r3, r4 @ get offset between virt&phys 计算出虚拟地址与物理地址的偏移

/\*利用offset ，将 r5 和 r6 中保存的虚拟地址转变为物理地址\*/

add r5, r5, r3 @ convert virt addresses to

add r6, r6, r3 @ physical address space

/\*读取machine\_desc结构的 nr 参数，对于smdk2410 来说该值是 MACH\_TYPE\_SMDK2410,这个值在文件linux/arch/arm/tools/mach-types 中:

smdk2410    ARCH\_SMDK2410 SMDK2410  193 \*/

1: ldr r3, [r5, #MACHINFO\_TYPE] @ get machine type

teq r3, r1 @ matches loader number?把取到的machine id和从uboot中传过来的machine id（存放r1中）相比较

beq 2f @ found 如果相等，则跳到标号2处，返回

add r5, r5, #SIZEOF\_MACHINE\_DESC@ next machine\_desc 没有找到，则继续找下一个，加上该结构体的长度

cmp r5, r6                      @ 判断是否已经到该段的末尾

blo 1b                          @ 如果没有，则跳转到标号1处，继续查找

mov r5, #0 @ unknown machine 如果已经到末尾，并且没找到，则返回值r5寄存器赋值为0

2: mov pc, lr                      @ 返回原函数，且r5作为返回值

ENDPROC(\_\_lookup\_machine\_type)

.align 2

3: .long \_\_proc\_info\_begin

.long \_\_proc\_info\_end

4: .long .                                  @“.”表示当前这行代码编译连接后的虚拟地址

.long \_\_arch\_info\_begin

.long \_\_arch\_info\_end

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

\_\_lookup\_machine\_type函数的具体解析结束（\arch\arm\kernel\ head-common.S）

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

movs r8, r5 @ invalid machine (r5=0)?

beq \_\_error\_a @ yes, error 'a'

/\*检查 bootloader传入的参数列表 atags 的 合法性\*/

bl \_\_vet\_atags

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

\_\_vet\_atags函数的具体解析开始（\arch\arm\kernel\ head-common.S）

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

关于参数链表：

内核参数链表的格式和说明可以从内核源代码目录树中的\arch\arm\include\asm\setup.h中找到，参数链表必须以ATAG\_CORE开始，以ATAG\_NONE结束。这里的 ATAG\_CORE，ATAG\_NONE是各个参数的标记，本身是一个32 位值，例如： ATAG\_CORE=0x54410001 。 其它的参数标记还包括： ATAG\_MEM32  ，  ATAG\_INITRD  ，  ATAG\_RAMDISK  ， ATAG\_COMDLINE 等。每个参数标记就代表一个参数结构体，由各个参数结构体构成了参数链表。参数结构体的定义如下：

struct tag {   
      struct  tag\_header  hdr;   
      union {   
             struct tag\_core  core;   
             struct tag\_mem32  mem;   
          struct tag\_videotext videotext;   
          struct tag\_ramdisk   ramdisk;   
          struct tag\_initrd    initrd;   
          struct tag\_serialnr  serialnr;   
          struct tag\_revision  revision;   
          struct tag\_videolfb  videolfb;   
          struct tag\_cmdline   cmdline;   
          struct tag\_acorn     acorn;   
          struct tag\_memclk    memclk;   
        } u;   
};

参数结构体包括两个部分，一个是 tag\_header 结构体 , 一个是 u 联合体。

tag\_header结构体的定义如下：

struct tag\_header {

                 u32 size;

                 u32 tag;

};

其中 size ：表示整个  tag  结构体的大小 ( 用字的个数来表示，而不是字节的个数 ) ，等于tag\_header的大小加上  u 联合体的大小，例如，参数结构体  ATAG\_CORE  的size=(sizeof(tag->tag\_header)+sizeof(tag->u.core))>>2，一般通过函数  tag\_size(struct \* tag\_xxx) 来获得每个参数结构体的 size 。其中  tag ：表示整个  tag  结构体的标记，如： ATAG\_CORE 等。

/\* r8  = machinfo

\* Returns:

 \*  r2 either valid atags pointer, or zero

\*/

\_\_vet\_atags:

tst r2, #0x3 @ aligned? r2指向该参数链表的起始位置，此处判断它是否字对齐

bne 1f                          @ 如果没有对齐，跳到标号1处直接返回，并且把r2的值赋值为0，作为返回值

ldr r5, [r2, #0] @ is first tag ATAG\_CORE? 获取第一个 tag 结构的 size

cmp r5, #ATAG\_CORE\_SIZE         @ 判断该 tag 的长度是否合法

cmpne r5, #ATAG\_CORE\_SIZE\_EMPTY

bne 1f                          @ 如果不合法，异常返回

ldr r5, [r2, #4]                @ 获取第一个 tag 结构体的标记

ldr r6, =ATAG\_CORE              @ 取出标记ATAG\_CORE的内容

cmp r5, r6                      @ 判断该标记是否等于ATAG\_CORE

bne 1f                          @ 如果不等，异常返回

mov pc, lr @ atag pointer is ok，如果都相等，则正常返回

1: mov r2, #0                      @ 异常返回值

mov pc, lr @ 异常返回

ENDPROC(\_\_vet\_atags)

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

\_\_vet\_atags函数的具体解析结束（\arch\arm\kernel\ head-common.S）

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*创建内核初始化页表\*/

bl \_\_create\_page\_tables

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

\_\_create\_page\_tables函数的具体解析开始（\arch\arm\kernel\ head.S）

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*

\* r8  = machinfo

 \* r9  = cpuid

 \* r10 = procinfo

\* Returns:

\*  r4 = physical page table address

 \*/

/\*在该文件的开头有如下宏定义\*/

#define KERNEL\_RAM\_PADDR (PHYS\_OFFSET + TEXT\_OFFSET)

.macro pgtbl, rd

ldr\rd, =(KERNEL\_RAM\_PADDR - 0x4000)

.endm

其中：PHYS\_OFFSET在arch/arm/mach-s3c2410/include/mach/memory.h定义，为UL(0x30000000)，而TEXT\_OFFSET在arch/arm/Makefile中定义，为内核镜像在内存中到内存开始位置的偏移（字节），为$(textofs-y) textofs-y也在文件arch/arm/Makefile中定义，为textofs-y   := 0x00008000，r4 = 30004000为临时页表的起始地址，首先即是初始化16K的页表，高12位虚拟地址为页表索引，每个页表索引占4个字节，所以为4K\*4 = 16K，大页表，每一个页表项，映射1MB虚拟地址.

\_\_create\_page\_tables:

/\*为内核代码存储区域创建页表，首先将内核起始地址-0x4000到内核起始地址之间的16K存储器清0 ，将创建的页表存于此处\*/

pgtbl r4 @ r4中存放的为页表的基地址，最终该地址会写入cp15的寄存器c2，这个值必须是 16K 对齐的

mov r0, r4                      @ 把页表的基地址存放到r0中

mov r3, #0                      @ 把r3清0

add r6, r0, #0x4000             @ r6指向16K的末尾

1: str r3, [r0], #4                @ 把16K的页表空间清0

str r3, [r0], #4

str r3, [r0], #4

str r3, [r0], #4

teq r0, r6

bne 1b

/\*从proc\_info\_list结构中获取字段 \_\_cpu\_mm\_mmu\_flags ，该字段包含了存储空间访问权限等, 此处指令执行之后r7=0x00000c1e\*/

ldr r7, [r10, #PROCINFO\_MM\_MMUFLAGS] @ mm\_mmuflags

/\*为内核的第一MB创建一致的映射，以为打开MMU做准备，这个映射将会被paging\_init()移除，这里使用程序计数器来获得相应的段的基地址\*/

mov r6, pc

mov r6, r6, lsr #20 @ start of kernel section

orr r3, r7, r6, lsl #20 @ flags + kernel base

str r3, [r4, r6, lsl #2] @ identity mapping

/\* MMU是通过 C2 中基地址（高 18 位）与虚拟地址的高 12 位组合成物理地址，在转换表中查找地址条目。 R4 中存放的就是这个基地址 0x30004000\*/

add r0, r4,  #(KERNEL\_START & 0xff000000) >> 18   @ r0 = 0x30007000 r0存放的是转换表的起始位置

str r3, [r0, #(KERNEL\_START & 0x00f00000) >> 18]! @ r3存放的是内核镜像代码段的起始地址

ldr r6, =(KERNEL\_END - 1)                         @ 获取内核的尾部虚拟地址存于r6中

add r0, r0, #4                                    @ 第一个地址条目存放在 0x30007004 处，以后依次递增

add r6, r4, r6, lsr #18                           @ 计算最后一个地址条目存放的位置

1: cmp r0, r6                                        @ 填充这之间的地址条目

/\*每一个地址条目代表了 1MB 空间的地址映射。物理地址将从0x30100000开始映射。0X30000000 开始的 1MB 空间将在下面映射\*/

add r3, r3, #1 << 20

strls r3, [r0], #4

bls 1b

…………………………………

…………………………………………

/\*为了使用启动参数，将物理内存的第一MB映射到内核虚拟地址空间的第一个MB，r4存放的是页表的地址。映射0X30000000开始的 1MB 空间PAGE\_OFFSET = 0XC0000000,PHYS\_OFFSET = 0X30000000, r0 =  0x30007000, 上面是从 0x30007004开始存放地址条目的\*/

add r0, r4, #PAGE\_OFFSET >> 18

orr r6, r7, #(PHYS\_OFFSET & 0xff000000)  @ r6= 0x30000c1e

.if (PHYS\_OFFSET & 0x00f00000)

orr r6, r6, #(PHYS\_OFFSET & 0x00f00000)

.endif

str r6, [r0]                            @ 将0x30000c1e 存于0x30007000处。

………………………

………………………………

mov pc, lr                              @子程序返回

ENDPROC(\_\_create\_page\_tables)

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

\_\_create\_page\_tables函数的具体解析结束（\arch\arm\kernel\ head.S）

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*把\_\_switch\_data标号处的地址放入r13寄存器，当执行完\_\_enable\_mmu函数时会把r13寄存器的值赋值给pc，跳转到\_\_switch\_data 处执行\*/

ldr r13, \_\_switch\_data @ address to jump to after mmu has been enabled

/\*把\_\_enable\_mmu函数的地址值，赋值给lr寄存器，当执行完\_\_arm920\_setup时，返回后执行\_\_enable\_mmu \*/

adr lr, BSYM(\_\_enable\_mmu) @ return (PIC) address

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

\_\_enable\_mmu函数的具体解析开始（\arch\arm\kernel\ head.S）

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

\_\_enable\_mmu:

#ifdef CONFIG\_ALIGNMENT\_TRAP

orr r0, r0, #CR\_A   //使能地址对齐错误检测

#else

bic r0, r0, #CR\_A

#endif

#ifdef CONFIG\_CPU\_DCACHE\_DISABLE

bic r0, r0, #CR\_C   //禁止数据 cache

#endif

#ifdef CONFIG\_CPU\_BPREDICT\_DISABLE

bic r0, r0, #CR\_Z

#endif

#ifdef CONFIG\_CPU\_ICACHE\_DISABLE

bic r0, r0, #CR\_I  //禁止指令 cache

#endif             //配置相应的访问权限并存入 r5 中

mov r5, #(domain\_val(DOMAIN\_USER, DOMAIN\_MANAGER) | /

      domain\_val(DOMAIN\_KERNEL, DOMAIN\_MANAGER) | /

      domain\_val(DOMAIN\_TABLE, DOMAIN\_MANAGER) | /

      domain\_val(DOMAIN\_IO, DOMAIN\_CLIENT))

mcr p15, 0, r5, c3, c0, 0 //将访问权限写入协处理器

mcr p15, 0, r4, c2, c0, 0 //将页表基地址写入基址寄存器 C2 ， 0X30004000

b \_\_turn\_mmu\_on          //跳转到程序段去打开 MMU

ENDPROC(\_\_enable\_mmu)

文件linux/arch/arm/kernel/head.S 中

\_\_turn\_mmu\_on:

mov r0, r0

mcr p15, 0, r0, c1, c0, 0 //打开 MMU 同时打开 cache 等。

mrc p15, 0, r3, c0, c0, 0 @ read id reg 读取 id 寄存器

mov r3, r3

mov r3, r3    //两个空操作，等待前面所取的指令得以执行。

mov pc, r13  //程序跳转

ENDPROC(\_\_turn\_mmu\_on)

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

\_\_enable\_mmu函数的具体解析结束（\arch\arm\kernel\ head.S）

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*执行\_\_arm920\_setup函数(\arch\arm\mm\ proc-arm920.S),该函数完成对数据cache，指令cache，write buffer等初始化操作\*/

  ARM( add pc, r10, #PROCINFO\_INITFUNC )

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

\_\_arm920\_setup函数的具体解析开始（\arch\arm\mm\ proc-arm920.S）

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

在上面程序段.section ".text.head", "ax" 的最后有这样几行：

add pc, r10, #PROCINFO\_INITFUNC

R10中存放的是在函数 \_\_lookup\_processor\_type 中成功匹配的结构体 proc\_info\_list。对于arm920 来说在文件 linux/arch/arm/mm/proc-arm920.S 中有：

.section ".proc.info.init", #alloc, #execinstr

.type  \_\_arm920\_proc\_info,#object

\_\_arm920\_proc\_info:

.long 0x41009200

.long 0xff00fff0

.long   PMD\_TYPE\_SECT | /

PMD\_SECT\_BUFFERABLE | /

PMD\_SECT\_CACHEABLE | /

PMD\_BIT4 | /

PMD\_SECT\_AP\_WRITE | /

PMD\_SECT\_AP\_READ

.long   PMD\_TYPE\_SECT | /

PMD\_BIT4 | /

PMD\_SECT\_AP\_WRITE | /

PMD\_SECT\_AP\_READ

b \_\_arm920\_setup

………………………………

add pc, r10, #PROCINFO\_INITFUNC的意思跳到函数 \_\_arm920\_setup去执行。

.type \_\_arm920\_setup, #function  //表明这是一个函数

\_\_arm920\_setup:

mov r0, #0                      //设置 r0 为 0 。

mcr p15, 0, r0, c7, c7          //使数据 cahche,  指令 cache 无效。

mcr p15, 0, r0, c7, c10, 4      //使 write buffer 无效。

#ifdef CONFIG\_MMU

mcr p15, 0, r0, c8, c7          //使数据 TLB, 指令 TLB 无效。

#endif

adr r5, arm920\_crval            //获取 arm920\_crval 的地址，并存入 r5 。

ldmia r5, {r5, r6}              //获取 arm920\_crval 地址处的连续 8 字节分别存入 r5,r6 。

mrc p15, 0, r0, c1, c0          //获取 CP15 下控制寄存器的值，并存入 r0 。

bic r0, r0, r5                  //通过查看 arm920\_crval 的值可知该行是清除 r0 中相关位，为以后对这些位的赋值做准备

orr r0, r0, r6                  //设置 r0 中的相关位，即为 mmu 做相应设置。

mov pc, lr                      //上面有操作 adr lr, \_\_enable\_mmu ，此处将跳到程序段 \_\_enable\_mmu 处。

.size \_\_arm920\_setup, . - \_\_arm920\_setup

.type arm920\_crval, #object

arm920\_crval:

crval clear=0x00003f3f, mmuset=0x00003135, ucset=0x00001130

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

\_\_arm920\_setup函数的具体解析结束（\arch\arm\mm\ proc-arm920.S）

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

ENDPROC(stext)

接着往下分析linux/arch/arm/kernel/head-common.S中：

.type \_\_switch\_data, %object      @定义\_\_switch\_data为一个对象

\_\_switch\_data:

.long \_\_mmap\_switched

.long \_\_data\_loc @ r4

.long \_data @ r5

.long \_\_bss\_start @ r6

.long \_end @ r7

.long processor\_id @ r4

.long \_\_machine\_arch\_type @ r5

.long \_\_atags\_pointer @ r6

.long cr\_alignment @ r7

.long init\_thread\_union + THREAD\_START\_SP @ sp

/\*

 \* The following fragment of code is executed with the MMU on in MMU mode,

 \* and uses absolute addresses; this is not position independent.

\*  r0  = cp#15 control register

 \*  r1  = machine ID

 \*  r2  = atags pointer

 \*  r9  = processor ID

 \*/

 /\*其中上面的几个段的定义是在文件arch/arm/kernel/vmlinux.lds 中指定\*/

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* vmlinux.lds开始\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

 SECTIONS

 {

 ……………………

 #ifdef CONFIG\_XIP\_KERNEL

 \_\_data\_loc = ALIGN(4); /\* location in binary \*/

 . = PAGE\_OFFSET + TEXT\_OFFSET;

 #else

 . = ALIGN(THREAD\_SIZE);

  \_\_data\_loc = .;

 #endif

 .data : AT(\_\_data\_loc) {  //此处数据存储在上面\_\_data\_loc处。

  \_data = .; /\* address in memory \*/

  \*(.data.init\_task)

…………………………

.bss : {

\_\_bss\_start = .; /\* BSS \*/

\*(.bss)

\*(COMMON)

\_end = .;

}

………………………………

｝

init\_thread\_union 是 init进程的基地址.在 arch/arm/kernel/init\_task.c 中:

union thread\_union init\_thread\_union \_\_attribute\_\_((\_\_section\_\_(".init.task"))) = { INIT\_THREAD\_INFO(init\_task) };

对照 vmlnux.lds.S 中,我们可以知道init task是存放在 .data 段的开始8k, 并且是THREAD\_SIZE(8k)对齐的 \*/

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* vmlinux.lds结束\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\_\_mmap\_switched:

adr r3, \_\_switch\_data + 4

ldmia r3!, {r4, r5, r6, r7}

……………………

………………………………

mov fp, #0 @ 清除bss段

1: cmp r6, r7

strcc fp, [r6],#4

bcc 1b

 ARM( ldmia r3, {r4, r5, r6, r7, sp})  /\*把\_\_machine\_arch\_type变量值放入r5中，把\_\_atags\_pointer变量的值放入r6中\*/

str r9, [r4] @ Save processor ID 保存处理器id到processor\_id所在的地址中

str r1, [r5] @ Save machine type 保存machine  id到\_\_machine\_arch\_type中

str r2, [r6] @ Save atags pointer 保存参数列表首地址到\_\_atags\_pointer中

bic r4, r0, #CR\_A @ Clear 'A' bit

stmia r7, {r0, r4} @ Save control register values

b start\_kernel                @程序跳转到函数 start\_kernel 进入 C 语言部分。

ENDPROC(\_\_mmap\_switched)

到处我们的启动的第二阶段分析完毕。

**后面会接着分析第三阶段。第三阶段完全是C语言代码，从start\_kernel函数开始。**